**FACULTY PANEL**

**![C:\Users\lol\AppData\Local\Microsoft\Windows\INetCache\Content.Word\faculty.png](data:image/png;base64,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)**

**LOGIN HTML**

|  |
| --- |
| **<div** class="background"**>**  **<div** class="wrapper"**>**  **<div** class="header"**>**  **<div** class="header\_\_contain"**>**  **<img** draggable="false" src="assets/images/r3lamp.png" alt="Gordon College"**>**  **<img** draggable="false" src="assets/images/logo.png" alt="lamp-logo"**>**  **</div>**  **<h2>**Welcome to **<strong** style="color: var(--clr-third)"**>** {{ \_ds.prefix + "LAMP"}} **</strong></h2>**  **</div>**  **<section>**  **<div** class="login"**>**  **<p** class="login\_\_headertitle"**>**Faculty Portal**</p>**  **<small** class="login\_\_headersub"**>**Log in your credentials:**</small>**  **<form** class="login\_\_form" [formGroup]="LoginFormGroup"**>**  **<mat**-form-field appearance="fill" class="login\_\_input"**>**  **<mat**-label**>**Enter your email</mat-label>  **<input** formControlName="user\_email" autocomplete="email" type="email" matInput  placeholder="ex. juandelacruz@gordoncollege.edu.ph" required [readonly]="notFound"**>**  **<mat**-error \*ngIf="LoginFormGroup.controls.user\_email.invalid"**>**{{ getErrorMessage() }}</mat-error>  </mat-form-field>  **<mat**-form-field appearance="fill" class="login\_\_input"**>**  **<mat**-label**>**Enter your password</mat-label>  **<input** placeholder="Password" formControlName="user\_pass" autocomplete="current-password" id="password"  name="param2" matInput [type]="hide ? 'password' : 'text'" required [readonly]="notFound"**>**  **<button** type="button" mat-icon-button matSuffix (click)="hide = !hide" [attr.aria-label]="'Hide password'"  [attr.aria-pressed]="hide"**>**  **<mat**-icon**>**{{hide ? 'visibility\_off' : 'visibility'}}</mat-icon>  **</button>**  **<mat**-error \*ngIf="LoginFormGroup.controls.user\_pass.invalid"**>**{{ getPassErrorMessage() }}</mat-error>  </mat-form-field>  **<p** \*ngIf="errMsg != ''" class="text-danger text-center"**>**  **<strong>**{{ errMsg }}**</strong>**  **</p>**  *<!-- <mat-progress-bar \*ngIf="\_user.isLoading()" mode="indeterminate"></mat-progress-bar> -->*  **<button** type="submit" [disabled]="\_user.isLoading()" (click)="onSubmit()" class="btn-default" mat-flat-button \*ngIf="!notFound"**>**  **<span** \*ngIf="!\_user.isLoading()"**>**Login**</span>**  **<span** \*ngIf="\_user.isLoading()"**>**Logging in...**</span>**  **</button>**  **<button** [disabled]="\_user.isLoading()" class="btn-error" mat-flat-button \*ngIf="notFound"**>**  **<small>**Server Under Maintenance, Please Contact Administrator**</small>**  **</button>**  **</form>**  **<div** class="text-center"**>**  **<small>**Forgot Password?**</small>**  **<small** style="color: var(--btn-primary); margin-left: 5px; font-weight: 600; cursor: pointer;"  data-bs-toggle="modal" data-bs-target="#forgotPassModal"**>**Click  here**</small>**  **</div>**  **</div>**  **<article>**  **<div** class="line"**></div>**  **<p><strong>**LEARNERS' ACADEMIC MANAGEMENT PORTAL**</strong>** (LAMP) - provides tools and features to be able  to simulate experience and activities of face-to-face classes.  **</p><br>**  **<small** style="color: white !important"**>**Version: v{{ \_ds.version }}**</small>**  **</article>**  **</section>**  **</div>**  **<footer>**  **<span>**© Copyright 2021 CHEDRO III. All rights reserved.**</span>**  **</footer>**  **<ul** class="circles"**>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **<li></li>**  **</ul>**  **</div>**  **<div** class="modal fade" id="forgotPassModal" data-backdrop="static" tabindex="-1" aria-labelledby="exampleModalLabel"  aria-hidden="true"**>**  **<div** class="modal-dialog modal-dialog-centered"**>**  **<div** class="modal-content"**>**  **<div** class="modal-body modals"**>**  **<div** class="modals\_\_header"**>**  **<strong** class="modals\_\_title " id="exampleModalLabel"**>**Forgot password?**</strong>**  **<button** type="button" data-bs-dismiss="modal" aria-label="Close" mat-icon-button**>**  **<mat**-icon**>**close</mat-icon>  **</button>**  **</div>**  **<p>** Provide the following information and we'll send you a link to reset your password**</p>**  **<form** class="form " (submit)="forgotPassword($event)" ngNativeValidate**>**  **<mat**-form-field appearance="fill" class="forms\_\_input"**>**  **<mat**-label**>**Faculty ID</mat-label>  **<input** matInput type="text" id="param1" name="param1" matInput required**>**  </mat-form-field>  **<mat**-form-field appearance="fill" class="forms\_\_input"**>**  **<mat**-label**>**Email Address</mat-label>  **<input** matInput id="param3" name="param3" type="email" required**>**  </mat-form-field>  **<mat**-form-field appearance="fill" class="forms\_\_input"**>**  **<mat**-label**>**Birthdate</mat-label>  **<input** matInput id="param2" name="param2" type="date" required**>**  </mat-form-field>  **<button** type="submit" class="btn-default submit" mat-flat-button [disabled]="notFound"**>**Submit**</button>**  **</form>**  **</div>**  **</div>**  **</div>**  **</div>** |

**LOGIN PAGE.ts**

|  |
| --- |
| **export** **class** LoginComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  hide: **boolean** = **true**;  errMsg: **any**;  showpassword: **number** = **0**;  LoginFormGroup: **FormGroup**;  notFound: **boolean** = **false**;  **constructor**(  **public** route: **Router**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **private** fb: **FormBuilder**,  **private** \_commonsub: **CommonService**,  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  ) { }  ngOnInit(): **void** {  **this**.initializeComponents();  }  initializeComponents() {  **if** (btoa('facultyState') **in** sessionStorage && **this**.\_user.getLoginState()) {  **this**.route.navigate(['main']);  }  **this**.getSettings();  **this**.LoginFormGroup = **this**.fb.group({  user\_email: ['', [Validators.required, Validators.email]],  user\_pass: ['', Validators.required],  });  }  getSettings() {  **this**.\_user.setLoading(**true**)  **this**.\_commonsub.commonSubscribe('getacadyear', **null**, **2**).then((data: **any**) => {  **this**.\_user.setSettings(data.payload[**0**]);  **this**.\_user.setLoading(**false**);  }).**catch**((error) => {  **this**.notFound = **true**;  **this**.\_user.setLoading(**false**);  })  }  getErrorMessage() {  **if** (**this**.LoginFormGroup.controls.user\_email.hasError('required')) **return** 'You must enter a value';  **if** (**this**.LoginFormGroup.controls.user\_email.hasError('email')) **return** 'Not a valid email';  **if** (**this**.LoginFormGroup.controls.user\_email.hasError('incorrect')) **return** 'EMAIL OR USERNAME - Email or password is invalid.';  }  getPassErrorMessage() {  **if** (**this**.LoginFormGroup.controls.user\_pass.hasError('required')) **return** 'You must enter a value';  **if** (**this**.LoginFormGroup.controls.user\_pass.hasError('incorrect')) **return** 'PASSWORD - Email or password is invalid.';  }  onSubmit() {  **let** load = {  param1: **this.LoginFormGroup.value.user\_email**,  param2: **this.LoginFormGroup.value.user\_pass**,  param3: **5**,  param4: **this.\_user.isMobile**() ? 'Web Access using Mobile phone' : 'Web Access using Desktop/Laptop',  }  **this**.\_user.setLoading(**true**);  **this**.\_commonsub.commonSubscribe('facultylogin', load, **2**).then((data: **any**) => {  **this**.\_user.setData('user', data.payload);  **this**.\_user.setLoading(**false**);  data.payload.reset == **1** ? **this**.Changepassword() : **this**.isAuthorized();  }).**catch**((error: **any**) => {  **this**.LoginFormGroup.controls['user\_email'].setErrors({ 'incorrect': **true** });  **this**.LoginFormGroup.controls['user\_pass'].setErrors({ 'incorrect': **true** });  **this**.\_user.setLoading(**false**);  });  }  Changepassword() {  **const** dialogRef = **this**.dialog.open(ChangepasswordComponent, {  panelClass: '',  data: { type: 'changepassinfirstlogin' },  disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('60%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) **this**.isAuthorized();  });  }  forgotPassword(e) {  e.preventDefault();  **let** f = e.target.elements;  **let** param1 = f.param1.value;  **let** param2 = f.param2.value;  **let** param3 = f.param3.value;  **let** load = {  param1:**param1**,  param2:**param2**,  param3:**param3**  }  **this**.\_ds.\_httpRequest('forgotpass', load, **2**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  *// console.log(dt, dt.status.message)*  **this**.sendMail(param3,dt.payload.pass);  f.param1.value = **null**;  f.param2.value = **null**;  f.param3.value = **null**;  console.log(dt);  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  console.log(er);    });  }  sendMail(email,password){  **let** load = {  emailArray:[email],  body: "Hello, Your new password is "+password,  subject:"Reset Password"  }  console.log(load);    **this**.\_ds.\_httpRequest('mailer',load,**5**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  *// console.log("success");*    },er =>{  er = **this**.\_user.\_decrypt(er.error.a);  console.log(er);    })  }  isAuthorized() {  **this**.\_user.setLoginState(**true**);  **this**.route.navigate(['main']);  *// this.\_user.setLoading(false);*  }  } |

**CLASSES**

|  |
| --- |
| **export** **class** ClassesComponent **implements** OnInit {  date = **new** Date();  allClasses: **any**[] = [];  classes: **any**[] = [];  scheduleObject: **any**[] = [];  showLoader: **boolean** = **true**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  **constructor**(**private** breakpointObserver: **BreakpointObserver**, **public** dialog: **MatDialog**, **private** \_ds: **DataService**, **private** \_user: **UserService**) { }  ngOnInit(): **void** {  **this**.initializeComponents();  setInterval(() => {  **this**.date = **new** Date();  }, **1000**);  }  initializeComponents() {  **this**.getFacultyClasses();  }  enterClassroom(item) {  **this**.\_user.setClassroomInfo(item);  }  getFacultyClasses() {  **let** load = {  data: {  email: **this.\_user.getUserEmail**(),  acadyear: **this.\_user.getSettings**().acadyear\_fld,  semester: **this.\_user.getSettings**().sem\_fld  }  }  **this**.\_ds.\_httpRequest('getclasslist', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.allClasses = **this**.sortClass(dt.payload);  **this**.classes = **this**.allClasses;  **this**.getClassSchedules();  **this**.showLoader = **false**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.classes = er.payload;  });  }  filterClass(ev) {  **let** searchItem: **string** = ev.target.value;  **this**.classes = **this**.allClasses.filter((x)=>{  **return** (  x.classcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subjcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subjdesc\_fld.toUpperCase().includes(searchItem.toUpperCase())  );  });  }  sortClass(payload): any {  **let** arrDays: **string**[] = ['Mon', 'Tue', 'Wed', 'Thu', 'Fri', 'Sat', 'Sun'];  **let** tmp: **any** = payload;  **let** items: **any**[]=[];  arrDays.forEach(x => {  tmp.forEach(y => {  **let** found=**0**;  **if**(y.day\_fld.includes(x)) {  items.forEach(z=>{  **if**(y.classcode\_fld==z.classcode\_fld) found = **1**;  });  **if**(found!=**1**) items.push(y);  }  });  });  **return** items  }  getClassSchedules() {  **let** mon = [], tue = [], thu = [], wed = [], fri = [], sat = [], sun = []  **if** (**this**.classes != **null**) {  **this**.classes.forEach((element) => {  **if** (element.day\_fld.match('Mon')) {  mon.push({  day\_fld: 'mon',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Tue')) {  tue.push({  day\_fld: 'tue',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Wed')) {  wed.push({  day\_fld: 'wed',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Thu')) {  thu.push({  day\_fld: 'thu',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Fri')) {  fri.push({  day\_fld: 'fri',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Sat')) {  sat.push({  day\_fld: 'sat',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  **if** (element.day\_fld.match('Sun')) {  sun.push({  day\_fld: 'sun',  starttime\_fld: **element.starttime\_fld**,  endtime\_fld: **element.endtime\_fld**,  subjdesc\_fld: **element.subjdesc\_fld**,  subjcode\_fld: **element.subjcode\_fld**,  block\_fld: **element.block\_fld**  })  }  });  **this**.scheduleObject.push(mon, tue, wed, thu, fri, sat, sun);  }  }  ViewSchedule() {  **let** data = {  "type": 'schedule',  "data": **this**.scheduleObject,  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'dialogpadding',  maxWidth: '90vw',  maxHeight: '90vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('100%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  } |

**CLASSFEED**

|  |
| --- |
| **export** **class** ClassfeedComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  topicObj: **any** = [];  getRecipients = **new** getRecipients();  pollToggle: **boolean** = **false**;  pollOptions: **any** = [];  postobject: **any** = [];  videoobj = [];  activities: **any** = [];  resourcesObj: **any** = [];  filePreviewAndUpload: **any** = [];  postcontent: **string** = '';  acceptedFiles = ".doc,.docx,.html,.htm,.odt,.pdf,.xls,.xlsx,.ods,.ppt,.pptx,.txt";  filetype: **number** = **0**;  loadingclassfeed: **boolean**;  loadmaterials: **boolean**;  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **private** \_router: **Router**,  **public** \_uploadservice: **UploadingService**,  **private** sanitizer: **DomSanitizer**,  **private** \_commonservice: **CommonService**) {  }  ngOnInit(): **void** {  **this**.initializeComponents();  }  createQuiz() {  **this**.\_user.setQuiz(**null**);  **this**.\_router.navigate(['/main/creator/quiz']);  }  resetFunction() {  **this**.filePreviewAndUpload = [];  **this**.postcontent = '';  **this**.filetype = **0**;  }  addOption(e) {  e.preventDefault();  **let** f = e.target.elements;  **this**.pollOptions.push(f.option\_name.value);  f.option\_name.value = **null**;  }  removePollOption(i) {  **this**.pollOptions.splice(i, **1**);  }  initializeComponents() {  **this**.getClassPost();  **this**.getClassResources();  **this**.getActivities();  **this**.getClassTopics();  **this**.\_uploadservice.files = [];  }  getFile(event: **any**, type: **number**) {  **this**.filePreviewAndUpload = **this**.\_uploadservice.getFilePreview(event);  **if** (**this**.filePreviewAndUpload.length > **0**) {  **this**.filetype = type;  }  }  removeFilePreviews(i) {  **this**.filePreviewAndUpload.splice(i, **1**);  **if** (**this**.filePreviewAndUpload.length == **0**) {  **this**.filetype = **0**;  }  }  editpoll(item, state, i) {  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **let** load = {  data: {  "withfile\_fld": state,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + (state == **3** ? ' Opened ' : ' Closed ') + "Poll in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_ds.\_httpRequest('editpost/' + item.postcode\_fld + '/' + 'post', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.addfiles(dt.payload)  .then(data => { **this**.postobject[i] = data[**0**] });  **this**.\_user.openSnackBar((state == **3** ? ' Opened Poll Successfully' : ' Closed Poll Successfully'), **null**, **2000**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  togglePoll() { **this**.pollToggle = !**this**.pollToggle; }  async getClassPost() {  **let** load = {  data: {  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  type: 'post',  }  }  await **this**.\_ds.\_httpRequest('getcpost', load, **1**).subscribe(async (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.addfiles(dt.payload).then(data => **this**.postobject = data);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.postobject = [];  })  }  async addfiles(array) {  array.forEach(e => {  e.images\_fld = [];  e.video\_fld = [];  e.attachment\_fld = [];  e.pollchoices\_fld = [];  e.embedvideo\_fld = [];  e.pollresponse\_fld = [];  e.authorid\_fld == **this**.\_user.getUserID() ? e.author\_owner = **true** : e.author\_owner = **false**;  **if** (e.dir\_fld) {  **let** files = **this**.\_uploadservice.splitFilestring(e.dir\_fld);  files.map(f => {  **if** (f.path.includes('gif') || f.path.includes('jpeg') || f.path.includes('jpg') || f.path.includes('png') || f.path.includes('bmp')) {  e.images\_fld.push(f);  }  **if** (f.path.includes('mp4') || f.path.includes('m4v') || f.path.includes('avi') || f.path.includes('mpg') || f.path.includes('wmv')) {  e.video\_fld.push(f);  }  **if** (f.path.includes('sql') || f.path.includes('doc') || f.path.includes('docx') || f.path.includes('html') || f.path.includes('htm') || f.path.includes('pdf') || f.path.includes('xls') || f.path.includes('xlsx') || f.path.includes('ods') || f.path.includes('csv') || f.path.includes('ppt') || f.path.includes('pptx') || f.path.includes('txt')) {  e.attachment\_fld.push(f);  }  });  }  **if** (e.content\_fld.includes('youtube.com') || e.content\_fld.includes('google.com/file/d/')) {  e.embedvideo\_fld = **this**.getVideoEmbedURL(e.content\_fld);  }  **if** ((e.withfile\_fld == **3** || e.withfile\_fld == **4**)) {  **let** pollObj = **this**.\_uploadservice.splitPollContent(e);  e.content\_fld = pollObj.content\_fld;  e.pollchoices\_fld = pollObj.pollchoices\_fld;  **let** load = {  data: {  postcode: **e.postcode\_fld**,  filepath: {  options: []  }  }  }  e.pollchoices\_fld.map((chc) => {  load.data.filepath.options.push({ "choice": chc, "votes": **0**, "respondents": [] });  })  **this**.\_commonservice.commonSubscribe('getpoll', load, **1**)  .then(async (dt: **any**) => {  e.pollresponse\_fld = await dt.payload.options;  })  }  });  **return** **new** Promise((resolve) => resolve(array));  }  editPollChoices(item, i) {  item.istoedit\_fld = **1**;  **const** dialogRef = **this**.dialog.open(ViewpollComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100%',  disableClose: **true**,  data: **item**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  }  getActivities() {  **this**.loadmaterials = **true**;  **this**.\_ds.\_httpRequest('getcpost', { data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, type: "" } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.activities = dt.payload;  **this**.loadmaterials = **false**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.activities = [];  **this**.loadmaterials = **false**;  })  }  getClassResources() {  **this**.loadmaterials = **true**;  **let** load = {  data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, }  }  **this**.\_ds.\_httpRequest('getreslist', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.resourcesObj = dt.payload;  **this**.loadmaterials = **false**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.loadmaterials = **false**;  **this**.resourcesObj = [];  })  }  *// Add post in Class feed:*  async onSubmit(e) {  **this**.loadingclassfeed = **true**;  e.preventDefault();  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **if** (**this**.pollToggle) {  **let** load = {  data: {  content\_fld: **this.postcontent** + '($)' + **this**.pollOptions.join('(\*)'),  authorid\_fld: **this.\_user.getUserID**(),  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  withfile\_fld: **3**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Added Poll in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_commonservice.commonSubscribe('addpost', load, **1**)  .then(async (data: **any**) => {  **this**.addfiles(data.payload).then(dt => **this**.postobject.unshift(dt[**0**]))  **this**.loadingclassfeed = **false**;  **this**.pollToggle = !**this**.pollToggle;  **this**.pollOptions = [];  **this**.resetFunction();  **this**.\_user.openSnackBar('Post has been added.', **null**, **2000**);  });  } **else** {  **this**.\_uploadservice.uploadFiles(**this**.filePreviewAndUpload).then((files => {  **let** load = {  data: {  content\_fld: **this.postcontent**,  authorid\_fld: **this.\_user.getUserID**(),  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  withfile\_fld: **this.filetype**,  dir\_fld: **files**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Added Post in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_commonservice.commonSubscribe('addpost', load, **1**)  .then(async (data: **any**) => {  **this**.addfiles(data.payload).then(dt => **this**.postobject.unshift(dt[**0**]))  **this**.resetFunction();  **this**.loadingclassfeed = **false**;  **this**.\_user.openSnackBar('Post has been added.', **null**, **2000**);  });  }));  }  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('30%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.postobject.splice(i, **1**);  }  });  }  deleteAct(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.activities.splice(i, **1**);  }  });  }  deleteRes(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.resourcesObj.splice(i, **1**);  }  });  }  editResources(item, i) {  **let** data = {  "type": 'edit\_resources',  "data": item,  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudResourcesComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('90%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.resourcesObj[i] = result;  }  });  }  getClassTopics() {  **let** load = {  data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, }  };  **this**.\_ds.\_httpRequest('gettopic', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.topicObj = dt.payload;  **this**.\_user.setTopic(dt.payload);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.topicObj = [];  });  }  editActivity(item, i) {  **let** data = {  "type": 'edit\_act',  "data": item,  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudActivityComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.activities[i] = result;  }  });  }  Commentdialog(postcode, i) {  **let** data = {  "type": 'post-commments',  "postcode": postcode,  };  **const** dialogRef = **this**.dialog.open(CrudCommentsComponent, {  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **this**.postobject[i].commentcount = result  });  }  ViewResource(item) {  **let** data = {  "type": 'Resources',  data: **item**,  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  editPost(item, i) {  **let** data = {  "type": 'edit\_post',  data: **item**,  };  **const** dialogRef = **this**.dialog.open(CrudPostComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('45%', 'auto');  }  });  dialogRef.afterClosed().subscribe(async (result) => {  responsiveDialogSubscription.unsubscribe();  **if** (result == **undefined**) **return**  result = await **this**.addfiles(result);  result = await **this**.addVideoUrl(result);  **this**.postobject[i] = result[**0**];  });  }  viewActivity(item) {  window.sessionStorage.removeItem(btoa('activityinfo'));  **this**.\_user.setActivityInfo(item);  }  deletePost(data, i) {  **let** load = {  isdeleted\_fld: **1**  }  *// Bugs Here NO RETURN DATA*  **this**.\_ds.\_httpRequest('editpost/' + data.postcode\_fld + '/' + **null**, load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.getClassPost();  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.getClassPost();  });  }  addVideoUrl(array) {  **for** (**let** i = **0**; i < array.length; i++) {  **if** (array[i].content\_fld.includes('youtube.com') || array[i].content\_fld.includes('google.com/file/d/')) {  array[i].videolink\_fld = **this**.getVideoEmbedURL(array[i].content\_fld);  }  **else** {  array[i].videolink\_fld = **null**;  }  }  **return** array;  }  *// Addedd by Melner*  getVideoEmbedURL(content: **string**): any {  **let** replacePattern1 = /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  **let** replacedText = content.replace(replacePattern1, '<\*>$1<\*>');  **let** content\_arr: **string**[] = replacedText.split('<\*>');  **let** a: **any** = content\_arr.filter((x) => {  **if** (x.includes('http')) {  **return** x  };  });  **for** (**let** i = **0**; i < a.length; i++) {  **if** (a[i].includes('youtube.com')) {  a[i] = a[i].replace('watch?v=', 'embed/');;  }  **else** {  a[i] = a[i].replace('view?usp=sharing', 'preview');  }  a[i] = **this**.sanitizer.bypassSecurityTrustResourceUrl(a[i]);  }  **return** a;  }  editQuiz(item, i) {  item.istoedit\_fld = **1**;  **this**.\_user.setQuiz(item);  **this**.\_router.navigate(['main/creator/quiz']);  }  createAssignmentDialog() {  **let** data = {  "type": 'assignment',  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudActivityComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.activities.unshift(result[**0**]);  }  });  }  createResourcesDialog() {  **let** data = {  "type": 'resources',  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudResourcesComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('90%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.resourcesObj.unshift(result);  }  });  }  viewPoll(pollresponse) {  **const** dialogRef = **this**.dialog.open(ViewpollComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100%',  disableClose: **false**,  data: **pollresponse**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  }  imgpreview(img) {  **let** data = {  type: 'Previewimage',  img: **img**,  };  **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'dialogpadding',  data: **data**,  });  }  } |

**ACTIVITIES**

|  |
| --- |
| **export** **class** ActivitiesComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  activities = [];  resourcesObj = [];  topicObj = [];  getRecipients = **new** getRecipients();  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**, **private** route: **Router**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **public** \_router: **Router**,  ) { }  ngOnInit(): **void** {  **this**.initializeComponents();  }  *// ########## DISPLAY activities ################*  initializeComponents() {  **this**.getClassActivities();  **this**.getClassResources();  **this**.getClassTopics();  }  createQuiz() {  **this**.\_user.setQuiz(**null**);  **this**.\_router.navigate(['/main/creator/quiz']);  }  ViewResource(item) {  **let** data = {  "type": 'Resources',  data: **item**,  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('45%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  viewActivity(item) {  window.sessionStorage.removeItem(btoa('activityinfo'));  **this**.\_user.setActivityInfo(item);  }  getClassActivities() {  **this**.\_ds.\_httpRequest('getcpost', { data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, type: **null** } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.activities = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  getClassResources() {  **let** load = {  data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, }  };  **this**.\_ds.\_httpRequest('getreslist', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.resourcesObj = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  editQuiz(item, i) {  item.istoedit\_fld = **1**;  **this**.\_user.setQuiz(item);  **this**.\_router.navigate(['/main/creator/quiz']);  }  getClassTopics() {  **let** load = {  data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, }  };  **this**.\_ds.\_httpRequest('gettopic', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.topicObj = dt.payload;  **this**.\_user.setTopic(dt.payload);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.topicObj = [];  });  }  deleteAct(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.activities.splice(i, **1**);  }  });  }  deleteRes(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.resourcesObj.splice(i, **1**);  }  });  }  *// ########## CREATE activities ################*  createAssignmentDialog() {  **let** data = {  "type": 'assignment',  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudActivityComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('95%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.activities.unshift(result[**0**]);  }  });  }  createResourcesDialog() {  **let** data = {  "type": 'resources',  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudResourcesComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('95%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.resourcesObj.unshift(result);  }  });  }  createTopicDialog() {  **let** data = {  "type": 'topic',  };  **const** dialogRef = **this**.dialog.open(CrudTopicComponent, {  panelClass: 'dialogpadding',  width: '100%',  height: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100vw', 'auto');  } **else** {  dialogRef.updateSize('30%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.topicObj.unshift(result[**0**]);  }  });  }  *// ########## EDIT activities ################*  editActivity(item, i) {  **let** data = {  "type": 'edit\_act',  "data": item,  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudActivityComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.activities[i] = result;  }  });  }  editResources(item, i: **number**) {  **let** data = {  "type": 'edit\_resources',  "data": item,  "topicdata": **this**.topicObj,  };  **const** dialogRef = **this**.dialog.open(CrudResourcesComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('90%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.resourcesObj[i] = result;  }  });  }  editTopic(item, i) {  **let** data = {  "type": 'edit\_topic',  "data": item,  };  **const** dialogRef = **this**.dialog.open(CrudTopicComponent, {  panelClass: 'dialogpadding',  width: '100%',  height: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100vw', 'auto');  } **else** {  dialogRef.updateSize('30%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.getObjects();  }  });  }  deleteTopic(data, i) {  **let** load = {  data: {  isdeleted\_fld: **1**  }, notif: {  id: **this.\_user.getUserID**(),  recipient: "",  message: **this.\_user.getUserFullname**() + " Deleted Topic in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Activities',  }  };  **this**.\_ds.\_httpRequest('edittopic/' + data.topiccode\_fld + '/' + 'del', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.getObjects();  }, (err) => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.getObjects();  });  }  getObjects() {  **this**.getClassActivities();  **this**.getClassResources();  **this**.getClassTopics();  }  *// ########## OTHER STUFF IN UI ################*  panelOpenState = **false**;  moveToTopic(topic, type, item) {  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **let** load: **any**;  **switch** (type) {  **case** 'act':  load = {  data: {  "topiccode\_fld": topic == **0** ? 0 : **topic.topiccode\_fld**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Activity moved in Label" + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_ds.\_httpRequest('editpost/' + item + '/' + 'act', load, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.getObjects();  **this**.\_user.openSnackBar('The activities were successfully saved.', **null**, **3000**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  **break**;  **case** 'res':  load = {  data: {  "topiccode\_fld": topic == **0** ? 0 : **topic.topiccode\_fld**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Resources moved in Label" + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_ds.\_httpRequest('editres/' + item, load, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.getObjects();  **this**.\_user.openSnackBar('The activities were successfully saved.', **null**, **3000**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  **break**;  **default**:  **break**;  }  }  } |

**CLASSLIST**

|  |
| --- |
| **export** **class** MembersComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(  Breakpoints.XSmall  );  allStudents: **any**[] = [];  students: **any**[] = [];  studentact: **any**[] = [];  pageslice;  classmembersinfo: **any**[] = [];  isClassListLoaded = **false**;  personelData: **any**;  currentPersonel: **any**;  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **private** excelExport: **ExportExcelService**,  **private** \_common: **CommonService**,  ) { }  ngOnInit(): **void** {  **this**.initializeComponents();  **this**.currentPersonel = **this**.\_user.getClassroomInfo().email\_fld.split(',');  }  async initializeComponents() {  **this**.allStudents = **this**.\_user.getClassMembers().student;  **this**.students = await **this**.allStudents;  **this**.isClassListLoaded = **true**;  **this**.getPersonel();  }  ViewStudentInfo(info) {  **let** data = {  type: 'academic',  data: **info**,  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'dialogpadding',  *// backdropClass: 'g-transparent-backdrop',*  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('80%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  });  }  filterStudents(ev) {  **let** searchItem: **string** = ev.target.value;  **this**.students = **this**.allStudents.filter((x) => {  **return** (  x.lname\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.fname\_fld.toUpperCase().includes(searchItem.toUpperCase())  );  });  }  ViewStudentActivities(info) {  **let** data = {  type: 'academic',  data: **info**,  };  **const** dialogRef = **this**.dialog.open(StudentworksComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('80%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  });  }  exportToExcel() {  **let** dataForExcel: **any** = [];  **let** tmp: **any** = [];  **this**.students.forEach((row: **any**, i) => {  tmp.push({  No: **i** + **1**,  StudentID: **row.studnum\_fld**,  StudentName:  **row.lname\_fld** + ', ' + row.fname\_fld + ', ' + row.mname\_fld,  Program: **row.program\_fld**,  Block: **row.block\_fld**,  ContactNumber: **row.contactnum\_fld**,  EmailAdd: **row.email\_fld**,  LearningMode: **row.learningtype\_fld**,  });  });  tmp.forEach((element) => {  dataForExcel.push(Object.values(element));  });  **let** activeClass: **any** = **this**.\_user.getClassroomInfo();  **let** tmpSubjCode: **string** = activeClass.subjcode\_fld;  tmpSubjCode = tmpSubjCode.replace(/[^a-zA-Z0-9]/g, '');  **let** tmpSubjDesc: **string** = activeClass.subjdesc\_fld;  tmpSubjDesc = tmpSubjDesc.replace(/[^a-zA-Z0-9]/g, '');  **let** tmpSchedule: **string** =  activeClass.day\_fld +  ' ' +  activeClass.starttime\_fld +  '-' +  activeClass.endtime\_fld;  **let** reportData = {  title: 'Student List\_' + activeClass.classcode\_fld + '-' + tmpSubjCode,  title1: **activeClass.classcode\_fld** + ' - ' + tmpSubjCode,  title2: **tmpSubjDesc**,  title3: **tmpSchedule**,  data: **dataForExcel**,  headers: **Object.keys**(tmp[**0**]),  };  **this**.excelExport.exportExcel(reportData);  }  getPersonel() {  **this**.\_user.setLoading(**true**);  **this**.\_ds.\_httpRequest('getallpersonel', **null**, **1**).subscribe(async (dt: **any**) => {  dt = await **this**.\_user.\_decrypt(dt.a);  **this**.personelData = dt.payload;  **this**.\_user.setLoading(**false**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setLoading(**false**);  });  }  addTeacher() {  **let** data = {  type: 'addteacher',  data: **this.personelData**,  };  **const** dialogRef = **this**.dialog.open(StudentworksComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('80%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  **if** (!result) **return**;  **this**.currentPersonel = result.split(',');  responsiveDialogSubscription.unsubscribe();  });  }  removeTeacher(i) {  **let** data = {  type: 'confirm-delete',  data: **this.personelData**,  };  **const** dialogRef = **this**.dialog.open(StudentworksComponent, {  panelClass: 'dialogpadding',  maxWidth: '30%',  maxHeight: '100vh',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('80%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  **if** (!result) **return**;  **this**.\_user.setLoading(**true**);  **this**.currentPersonel.splice(i, **1**);  **let** load = {  data: {  email\_fld: **this.currentPersonel.toString**(),  }  }  **this**.\_common.commonSubscribe('updateteacher/' + **this**.\_user.getClassroomInfo().classcode\_fld, load, **1**)  .then(() => {  **this**.\_user.setLoading(**false**);  responsiveDialogSubscription.unsubscribe();  **this**.\_user.updateClassroomInformation({  email\_fld: **load.data.email\_fld**  });  **this**.\_user.openSnackBar('Removed Successfully', 'Close', **2000**);  })  .**catch**(() => {  **this**.\_user.setLoading(**false**);  })  });  }  } |

**SUMMARY REPORT**

|  |
| --- |
| **export** **class** SummaryComponent **implements** OnInit {  summaryObj: **any** = [];  studentsObj: **any** = [];  submissionObj: **any** = []  actObj: **any** = []  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**, **private** route: **Router**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **private** excelExport: **ExportExcelService**  ) { }  ngOnInit(): **void** {  **this**.getClassList();  }  getClassList() {  **let** load = {  data: {  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  acadyear: **this.\_user.getSettings**().acadyear\_fld,  semester: **this.\_user.getSettings**().sem\_fld  }  }  **this**.\_ds.\_httpRequest('getmembers', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.setClassMembers(dt.payload);  **this**.studentsObj = dt.payload.student;  **this**.getSummaryScores();  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  getSummaryScores() {  **let** load = {  data: { classcode: **this.\_user.getClassroomInfo**().classcode\_fld, }  }  **this**.\_ds.\_httpRequest('getsummary', load, **1**).subscribe( async (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  *// console.log(dt)*  **this**.submissionObj = await dt.payload.sub  **this**.summaryObj = await **this**.getSummaryObject(dt.payload.act, dt.payload.sub)  console.log(**this**.summaryObj)  *// this.studentsObj.map((stud) => {*  *// console.log(stud)*  *// console.log(stud.studnum\_fld);*  *// console.log(stud.fname\_fld);*  *// console.log(stud.lname\_fld);*  *// });*  *// this.summaryObj.map(s => {*  *// console.log(s);*  *// console.log(s.title);*  *// // console.log(s.studnum\_fld);*  *// // console.log(s.fname\_fld);*  *// // console.log(s.lname\_fld);*  *// })*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  getScore(s: **string**, list: **any**): any {  **let** a: **any**;  *// console.log(list.students[s].score)*  **try** {  a = list.students[s].isscored\_fld != **0** ? list.students[s].score\_fld:'';  } **catch** {  **return** 'N/A';  }  **return** a;  }  exportScores() {  **let** dataForExcel: **any** = [];  **let** tmp: **any** = [];  **this**.summaryObj.forEach(element => {  });  }  exportToExcel() {  **let** dataForExcel: **any** = [];  **let** tmp: **any** = [];  **this**.studentsObj.forEach((row: **any**, i) => {  tmp[i] = { No: **i** + **1**, StudentID: **row.studnum\_fld**, StudentName: **row.lname\_fld** + ', ' + row.fname\_fld }  **this**.summaryObj.map((element, j) => {  tmp[i][element.title] = **this**.getScore(row.studnum\_fld, element)  })  })  tmp.forEach(element => {  dataForExcel.push(Object.values(element));  });  **let** activeClass: **any** = **this**.\_user.getClassroomInfo();  **let** tmpSubjCode: **string** = activeClass.subjcode\_fld;  tmpSubjCode = tmpSubjCode.replace(/[^a-zA-Z0-9]/g, '');  **let** tmpSubjDesc: **string** = activeClass.subjdesc\_fld;  tmpSubjDesc = tmpSubjDesc.replace(/[^a-zA-Z0-9]/g, '');  **let** tmpSchedule: **string** = activeClass.day\_fld + ' ' + activeClass.starttime\_fld + '-' + activeClass.endtime\_fld;  **let** reportData = {  title: 'Summary of Scores\_' + activeClass.classcode\_fld + '-' + tmpSubjCode,  title1: **activeClass.classcode\_fld** + ' - ' + tmpSubjCode,  title2: **tmpSubjDesc**,  title3: **tmpSchedule**,  data: **dataForExcel**,  headers: **Object.keys**(tmp[**0**])  }  **this**.excelExport.exportScores(reportData);  }  getSummaryObject(act, sub){  **let** sumObj: **any** = []  act.forEach(element => {  sumObj.push({  actcode: **element.actcode\_fld**,  title: **element.title\_fld**,  totalscore: **element.totalscore\_fld**,  students: **this.getStudentScore**(element.recipient\_fld.split('.'), element.actcode\_fld)  })  })  **return** sumObj  }  getStudentScore(recipients, actcode){  **let** studobj: **any** = [];  **let** nosub = {  score\_fld: **0**,  issubmitted\_fld: **0**,  isscored\_fld: **0**  }  recipients.forEach(element => {  **if**(**this**.submissionObj == **null**){  studobj[element] = nosub  }  **else**{  studobj[element] = **this**.submissionObj  .find( (item: **any** ) => {  **return** item.actcode\_fld == actcode && item.studnum\_fld == element  }) || nosub  }  });  **return** studobj  }  } |

**VIEW ACTIVITIES AND QUIZ**

|  |
| --- |
| **export** **class** ViewActivitiesComponent **implements** OnInit {  **constructor**(  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **public** uploadservice: **UploadingService**,  **private** \_bottomSheetRef: **MatBottomSheet**,  **private** \_router: **Router**,  *// private dialogReg: MatDialogRef<ViewActivitiesComponent>,*  **private** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **private** exportQuizExcel: **ExportExcelService**  ) { }  isOpen = **this**.\_user.getActivityInfo().withfile\_fld == **3** ? **true** : **false**;  isDisplayResult = **this**.\_user.getActivityInfo().quizoptions\_fld == **1** ? **true** : **false**;  comments: **string** = ''  commentObject = [];  displayedColumns: **string**[] = ['studnum\_fld', 'lname\_fld', 'submittedfiles', 'datetime\_fld', 'score\_fld', 'action'];  dataSource: **any**;  classList: **any** = [];  getRecipients = **new** getRecipients();  studworks = []  TabIndex = **0**  quizObject: **any** = []  selectedIndex: **any**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  quizdisplayedColumns = ['number', 'question', 'type', 'answerkey', 'score'];  quizdataSource: **any**;  @ViewChild(MatSort) sort: **MatSort**;  @ViewChild(MatPaginator) paginator: **MatPaginator**;  ngOnInit(): **void** {  **this**.getActComments()  **this**.getClassList();  **this**.getStudentWorks();  **if** (**this**.\_user.getActivityInfo().type\_fld == **1**)  **this**.showQuiz();  }  setTabIndex(e) {  localStorage.setItem('index', e.index)  }  getIndex() {  **this**.TabIndex = +localStorage.getItem('index')  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  }  **else** **if** (filename == 'ppt') {  **return** '#CA4223';  }  **else** **if** (filename == 'zip') {  **return** '#B23333';  }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  async getClassList() {  **let** load = {  data: {  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  acadyear: **this.\_user.getSettings**().acadyear\_fld,  semester: **this.\_user.getSettings**().sem\_fld  }  }  **return** **new** Promise((resolve, rejects) => {  **this**.\_ds.\_httpRequest('getmembers', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  resolve(dt.payload.student);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **return** **new** Promise(() => {  rejects(er);  })  });  })  }  getActComments() {  **this**.\_ds.\_httpRequest('getccomment', { data: { acode: **this.\_user.getActivityInfo**().actcode\_fld } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a)  **this**.commentObject = dt.payload  }, er => {  er = **this**.\_user.\_decrypt(er.error.a)  })  }  addComments() {  **if** (**this**.comments == '') **return**;  **this**.\_user.setLoading(**true**);  **let** load = {  data: {  content\_fld: **this.comments**,  authorid\_fld: **this.\_user.getUserID**(),  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  actioncode\_fld: **this.\_user.getActivityInfo**().actcode\_fld,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getUserFullname**() + " Added Comment Activity in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_ds.\_httpRequest('addcomment', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a)  **this**.comments = ''  **this**.commentObject.unshift(dt.payload[**0**]);  **this**.\_user.setLoading(**false**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a)  **this**.\_user.setLoading(**false**);  })  }  splitLink(data) {  }  async getStudentWorks() {  **this**.\_user.setLoading(**true**);  **let** load = {  data: {  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  actcode: **this.\_user.getActivityInfo**().actcode\_fld,  type: **null**,  acadyear: **this.\_user.getSettings**().acadyear\_fld,  semester: **this.\_user.getSettings**().sem\_fld  }  }  **this**.\_ds.\_httpRequest('getstudworks', load, **1**).subscribe(async (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a)  **this**.studworks = await **this**.dataTableHelper(dt.payload);  **this**.dataSource = **new** MatTableDataSource(**this**.studworks);  **this**.dataSource.sort = **this**.sort;  **this**.dataSource.paginator = **this**.paginator;  **this**.\_user.setLoading(**false**);  **this**.getIndex()  }, async er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.dataSource = er.payload;  **this**.\_user.setLoading(**false**);  });  }  async dataTableHelper(data: **any**) {  data.forEach(element => {  **if** (element.type\_fld == **0**) {  element.dir\_fld = **this**.uploadservice.splitFilestring(element.dir\_fld);  }  **if** (element.type\_fld == **2**) {  element.dir\_fld = element.dir\_fld.split(',');  }  });  **return** data;  }  applyFilter(event: **Event**) {  **const** filterValue = (event.target **as** HTMLInputElement).value;  **this**.dataSource.filter = filterValue.trim().toLowerCase();  }  viewSubmission(data) {  *// console.log(!(data['dir\_fld'].includes("https")));*  *// if((data['dir\_fld'].includes("https"))){*  *// return*  *// }*  **if** (data.issubmitted\_fld == **1** || data.issubmitted\_fld == **2**) {  **this**.\_user.setViewSubmission(data);  **this**.\_router.navigate([`main/classes/${data.classcode\_fld}/${data.actcode\_fld}/${data.studnum\_fld}`]);  }  }  *// async setStudentWorks(submissions: any) {*  *// let assigned: any = this.\_user.getActivityInfo().recipient\_fld.split('.');*  *// assigned.splice(assigned.indexOf('0'), 1);*  *// let students: any = await this.getClassList();*  *// console.log(assigned);*  *// console.log(students);*  *// console.log(submissions);*  *// assigned.map((id) => {*  *// students.map((s) => {*  *// if (id == s.studnum\_fld) {*  *// submissions.map((s) => {*  *// console.log(s);*  *// })*  *// }*  *// // if (id != s.studnum\_fld)*  *// })*  *// })*  *// // submissions.map((data) => {*  *// // console.log(data.studnum\_fld);*  *// // })*  *// // assigned.map(a => {*  *// // console.log(a);*  *// // })*  *// // let submissions: any = data;*  *// // let students: any = await this.getClassList();*  *// // let n = assigned.indexOf('0');*  *// // if (n > -1) {*  *// // assigned.splice(n, 1);*  *// // }*  *// // if (submissions != null && assigned.length != submissions.length) {*  *// // assigned.forEach(rec => {*  *// // const found = submissions.some(el => el.studnum\_fld === rec)*  *// // if (!found) {*  *// // students.forEach(element => {*  *// // if (element.studnum\_fld == rec) {*  *// // submissions.push({ fname\_fld: element.fname\_fld, lname\_fld: element.lname\_fld, studnum\_fld: rec, dir\_fld: null, issubmitted\_fld: 0 })*  *// // }*  *// // });*  *// // }*  *// // });*  *// // } else {*  *// // submissions = []*  *// // students.forEach(element => {*  *// // const found = assigned.some(el => el == element.studnum\_fld);*  *// // if (found) {*  *// // submissions.push({ fname\_fld: element.fname\_fld, lname\_fld: element.lname\_fld, studnum\_fld: element.studnum\_fld, dir\_fld: null, issubmitted\_fld: 0 })*  *// // }*  *// // });*  *// // return new Promise((res) => {*  *// // submissions = submissions*  *// // res(submissions);*  *// // })*  *// // }*  *// // return new Promise((res) => {*  *// // res(data);*  *// // });*  *// }*  editGrade(i) {  **this**.dataSource.\_renderData.\_value[i].isscored\_fld = !**this**.dataSource.\_renderData.\_value[i].isscored\_fld;  }  saveGrade(i) {  **let** load = {  data: {  score\_fld: **this.dataSource.\_renderData.\_value**[i].score\_fld,  isscored\_fld: **1**  }, notif: **null**  }  **let** api = `editsubmit/${**this**.dataSource.\_renderData.\_value[i].submitcode\_fld}/${**this**.dataSource.\_renderData.\_value[i].studnum\_fld}/${**this**.dataSource.\_renderData.\_value[i].actcode\_fld}`  **this**.\_ds.\_httpRequest(api, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.dataSource.\_renderData.\_value[i].isscored\_fld = !**this**.dataSource.\_renderData.\_value[i].isscored\_fld;  *// this.setStudentWorks(dt.payload);*  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  *// openViewFiles(item) {*  *// this.\_bottomSheetRef.open(FilesbottomsheetComponent, {*  *// data: item,*  *// });*  *// }*  editActivity(state) {  **let** load = {  data: { withfile\_fld: **state** },  notif: **null**  }  **this**.\_ds.\_httpRequest('editpost/' + **this**.\_user.getActivityInfo().actcode\_fld + '/' + 'act', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.setActivityInfo(res.payload[**0**]);  **this**.\_user.openSnackBar(state == **2** ? 'The quiz is now over.' : 'The quiz is about to begin.', 'Okay', **5000**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  showQuiz() {  **this**.\_ds.\_httpRequest('getquiz', { filepath: **this.\_user.getActivityInfo**().filedir\_fld }, **1**).subscribe(async (res: **any**) => {  res = **this**.\_user.\_decrypt(res.a)  **let** answerkey = await res.payload.answerkey.content;  **let** quizcontent = await res.payload.quiz.content;  **this**.quizObject = await res.payload;  **let** initial\_array = [];  quizcontent.map((q) => {  answerkey.map((a) => {  **if** (q.questionid == a.questionid) {  **let** m1 = { ...q, ...a }  initial\_array.push(m1);  }  });  });  **this**.quizdataSource = **new** MatTableDataSource(initial\_array);  })  }  checkIfQuestionIsString(question, isImage) {  **if** (**typeof** question === 'string' && isImage === **0**) **return** question  **if** (**typeof** question !== 'object' && isImage === **1**) **return** **null**  **return** isImage === **1** ? question[**1**] : question[**0**]  }  onSaveSettings() {  **let** load = {  data: {  withfile\_fld: **this.isOpen** ? '3' : '2',  quizoptions\_fld: **this.isDisplayResult** ? '1' : **0**  },  notif: **null**  }  **this**.\_ds.\_httpRequest('editpost/' + **this**.\_user.getActivityInfo().actcode\_fld + '/' + 'act', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.setActivityInfo(res.payload[**0**]);  **this**.\_user.openSnackBar('The quiz settings were successfully saved.', **null**, **2000**);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: '',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.commentObject.splice(i, **1**);  }  });  }  splitChoice(data) {  **return** data.split('//\*//');  }  downloadQuiz() {  **const** blob = **new** Blob([JSON.stringify(**this**.quizObject)], { type: 'text/json' })  **const** url = URL.createObjectURL(blob);  **const** a = document.createElement("a");  a.href = url;  a.download = `${**this**.\_user.getActivityInfo().title\_fld}.json`;  a.click();  }  deleteSubmit(item, i) {  **let** load = {  data: {  isdeleted\_fld: **1**  },  notif: **null**  }  **let** api = `editsubmit/${item.submitcode\_fld}/${item.studnum\_fld}/${item.actcode\_fld}`  **this**.\_ds.\_httpRequest(api, load, **1**).subscribe(async (res: **any**) => {  res = **this**.\_user.\_decrypt(res.a)  await **this**.studworks.splice(i, **1**)  **this**.dataSource = await **new** MatTableDataSource(**this**.studworks)  *// this.getStudentWorks();*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a)  })  }  sortData(sort: **any**) {  **const** data = **this**.dataSource.data  **if** (!sort.active || sort.direction === '') {  **this**.dataSource.data = data;  **return**;  }  **this**.dataSource.data = data.sort((a, b) => {  **const** isAsc = sort.direction === 'asc';  **switch** (sort.active) {  **case** 'lname\_fld': **return** compare(a.lname\_fld, b.lname\_fld, isAsc);  **case** 'studnum\_fld': **return** compare(a.studnum\_fld, b.studnum\_fld, isAsc);  **case** 'datetime\_fld': **return** compare(a.datetime\_fld, b.datetime\_fld, isAsc);  **case** 'score\_fld': **return** compare(a.score\_fld, b.score\_fld, isAsc);  *// case 'carbs': return compare(a.carbs, b.carbs, isAsc);*  *// case 'protein': return compare(a.protein, b.protein, isAsc);*  **default**: **return** **0**;  }  });  **function** compare(a: **number** | **string**, b: **number** | **string**, isAsc: **boolean**) {  **return** (a < b ? -1 : **1**) \* (isAsc ? **1** : -**1**);  }  }  exportQuiz() {  **let** excelQuizData = []  **for** (**let** i = **0**; i < **this**.quizdataSource.data.length; i++) {  excelQuizData[i] = [  **this**.quizdataSource.data[i].questionid,  **this**.quizdataSource.data[i].question,  **this**.quizdataSource.data[i].score,  **this**.quizdataSource.data[i].questiontype,  **this**.quizdataSource.data[i].choices,  **this**.quizdataSource.data[i].answer  ]  }  **this**.exportQuizExcel.exportQuiz(**this**.\_user.getActivityInfo().title\_fld, excelQuizData)  }  } |

**VIEW STUDENT SUBMISSIONS**

|  |
| --- |
| **export** **class** ViewStudentSumbmissionComponent **implements** OnInit, OnDestroy {  dataPreview: **any** = **null**;  downloadData: **any**;  fileType: **number**;  documentValidator = ['pptx', 'docx', 'xlsx', 'doc', 'csv']; *// Document Validators*  imageValidator = ['jpg', 'png', 'gif', 'jpeg']; *// Image Validators*  videoValidator = ['mp4']; *// Image Validators*  SaveGradesForm: **FormGroup**;  submissionData: **any** = [];  quizQuestion: **any**;  quizKeyAnswer: **any**;  quizStudentAnswer: **any**;  dataSource: **any**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  displayedColumns = ['number', 'question', 'type', 'answerkey', 'studentanswer', 'mark', 'score', 'action'];  **constructor**(  **public** \_user: **UserService**,  **public** \_uploadservice: **UploadingService**,  **private** sanitizer: **DomSanitizer**,  **public** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **private** fb: **FormBuilder**,  **public** \_ds: **DataService**,  **private** http: **HttpClient**,  **private** \_common: **CommonService**,  ) { }  ngOnInit(): **void** {  **this**.initializeFunctions();  }  ngOnDestroy(): **void** {  window.sessionStorage.removeItem(btoa('submission'));  }  initializeFunctions() {  **this**.submissionData = **this**.\_user.getViewSubmission();  **this**.SaveGradesForm = **this**.fb.group({  grades\_input: [**this**.submissionData.score\_fld, [Validators.required, Validators.max(+**this**.\_user.getActivityInfo().totalscore\_fld), Validators.min(**0**)]],  });  **switch** (**this**.submissionData.type\_fld.toString()) {  **case** '0':  **this**.viewAttachments(**this**.submissionData.dir\_fld[**0**]); *// Viewing for Attachments*  **break**;  **case** '1':  **this**.getQuizResult(); *// Viewing for Quiz Results*  **break**;  **case** '2':  **this**.viewLink(**this**.submissionData.dir\_fld[**0**]); *// Viewing for Links*  **break**;  **default**:  **break**;  }  }  viewAttachments(item: **any**) {  *// Validator for DOCUMENTS*  **if** (**this**.documentValidator.includes(item.extension[**0**])) {  **this**.fileType = **0**;  **this**.dataPreview = `https:*//view.officeapps.live.com/op/embed.aspx?src=${item.link}&embedded=true`;*  **this**.dataPreview = **this**.sanitizer.bypassSecurityTrustResourceUrl(**this**.dataPreview);  }  *// Validator for IMAGES*  **if** (**this**.imageValidator.includes(item.extension[**0**])) {  **this**.fileType = **1**;  **this**.dataPreview = item.link;  }  *// Validator for VIDEO*  **if** (**this**.videoValidator.includes(item.extension[**0**])) {  **this**.fileType = **2**  **this**.dataPreview = item.link;  }  *// Validator for NOT SUPPORTED FILES*  **if** (!**this**.imageValidator.includes(item.extension[**0**]) && !**this**.documentValidator.includes(item.extension[**0**])) {  **this**.dataPreview = **undefined**;  **this**.downloadData = {  link: **item.path**,  name: **item.name**  };  }  }  viewLink(item: **any**) {  **try** {  **this**.fileType = **3**;  **this**.dataPreview = **this**.sanitizer.bypassSecurityTrustResourceUrl(item);  } **catch** (error) {  error  }  }  getErrorMessage() {  **if** (**this**.SaveGradesForm.controls.grades\_input.hasError('required')) **return** 'You must enter a value';  **if** (**this**.SaveGradesForm.controls.grades\_input.hasError('max')) **return** `Score should be less than or equal to ${**this**.SaveGradesForm.controls.grades\_input.errors.max.max}`  }  saveGrade() {  **if** (**this**.SaveGradesForm.invalid) **return**;  **this**.\_user.setLoading(**true**);  **let** load = {  data: {  score\_fld: **this.SaveGradesForm.value.grades\_input**,  isscored\_fld: **1**  }, notif: **null**,  }  **this**.\_ds.\_httpRequest(`editsubmit/${**this**.submissionData.submitcode\_fld}/${**this**.submissionData.studnum\_fld}/${**this**.submissionData.actcode\_fld}`, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.setLoading(**false**);  **this**.submissionData.score\_fld = dt.payload[**0**].score\_fld;  **this**.submissionData.isscored\_fld = dt.payload[**0**].isscored\_fld;  **this**.\_user.setViewSubmission(**this**.submissionData);  **this**.\_user.openSnackBar('Grades were successfully saved.', **null**, **3000**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.\_user.setLoading(**false**);  });  }  editGrade() {  **this**.submissionData.isscored\_fld = **0**;  }  getQuizResult() {  **this**.\_common.commonSubscribe('getquizresult', { filepath: **this.\_user.getViewSubmission**()['dir\_fld'], quizpath: **this.\_user.getActivityInfo**().filedir\_fld }, **1**)  .then((dt: **any**) => {  **this**.quizQuestion = dt.payload.quiz.content;  **this**.quizKeyAnswer = dt.payload.key.content;  **this**.quizStudentAnswer = dt.payload.studentanswer;  })  .**finally**(() => {  **this**.quizSegregationObject();  })  .**catch**((error) => error);  }  quizSegregationObject() {  **let** initial\_array = [];  **let** final\_array = [];  **this**.quizQuestion.map((q) => {  **this**.quizKeyAnswer.map((a) => {  **if** (q.questionid === a.questionid) {  **let** m1 = { ...q, ...a }  initial\_array.push(m1);  }  });  });  initial\_array.map((k) => {  **this**.quizStudentAnswer.map((sa) => {  **if** (k.questionid === sa.questionid) {  k.answerkey = k.answer;  **let** m2 = { ...k, ...sa }  final\_array.push(m2)  }  })  });  **this**.dataSource = **new** MatTableDataSource(final\_array);  }  checkIfQuestionIfString(question, isImage) {  **if** (**typeof** question === 'string' && isImage === **0**) **return** question  **if** (**typeof** question !== 'object' && isImage === **1**) **return** **null**  **return** isImage === **1** ? question[**1**] : question[**0**]  }  splitChoice(data) {  **return** data.split('//\*//');  }  changeMarkStatus(i: **number**) {  **this**.dataSource.\_renderData.\_value[i].mark = !**this**.dataSource.\_renderData.\_value[i].mark;  **this**.quizStudentAnswer.map((data: **any**) => {  **if** (**this**.dataSource.\_renderData.\_value[i].questionid == data.questionid) {  **this**.dataSource.\_renderData.\_value[i].mark == **true** ? data.mark = parseInt('1') : data.mark = parseInt('0');  **this**.dataSource.\_renderData.\_value[i].mark == **true** ? data.points = parseInt(**this**.dataSource.\_renderData.\_value[i].score) : data.points = parseInt('0');  **this**.dataSource.\_renderData.\_value[i].mark == **true** ? **this**.dataSource.\_renderData.\_value[i].points = parseInt(**this**.dataSource.\_renderData.\_value[i].score) : **this**.dataSource.\_renderData.\_value[i].points = parseInt('0');  **this**.dataSource.\_renderData.\_value[i].mark == **true** ? **this**.dataSource.\_renderData.\_value[i].mark = parseInt('1') : **this**.dataSource.\_renderData.\_value[i].mark = parseInt('0');  }  });  **this**.getNewScoreValue();  }  inputEssayScore(i: **number**) {  **let** data = {  "type": 'score\_essay',  "data": **this**.dataSource.\_renderData.\_value[i],  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  width: '100%',  height: '100%',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100vw', 'auto');  } **else** {  dialogRef.updateSize('100vw', 'auto');  }  });  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  **if** (result == **undefined**) **return**;  **this**.dataSource.\_renderData.\_value[i].points = result;  **this**.quizStudentAnswer.map((data: **any**) => {  **if** (**this**.dataSource.\_renderData.\_value[i].questionid == data.questionid) {  result > **0** ? data.mark = parseInt('1') : data.mark = parseInt('0');  result > **0** ? **this**.dataSource.\_renderData.\_value[i].mark = parseInt('1') : **this**.dataSource.\_renderData.\_value[i].mark = parseInt('0');  data.points = parseInt(result);  }  });  **this**.getNewScoreValue();  });  }  getNewScoreValue() {  **const** arr = [];  **this**.quizStudentAnswer.map(data => {  arr.push(parseInt(data.points));  });  **const** reducer = (accumulator, curr) => accumulator + curr;  **this**.submissionData.score\_fld = arr.reduce(reducer);  **this**.saveStudentQuiz();  }  saveStudentQuiz() {  *// this.\_user.setLoading(true);*  **let** load = {  filepath: **this.submissionData.dir\_fld**,  answer: {  result: **this.dataSource.data**,  totalscore: **this.submissionData.score\_fld**,  quiztotal: **this.\_user.getActivityInfo**().totalscore\_fld,  }  }  **this**.\_common.commonSubscribe('editanswer', load, **1**)  .then(() => {  **let** load = {  data: {  score\_fld: **this.submissionData.score\_fld**,  }, notif: **null**  }  **this**.\_common.commonSubscribe(`editsubmit/${**this**.submissionData.submitcode\_fld}/${**this**.submissionData.studnum\_fld}/${**this**.submissionData.actcode\_fld}`, load, **1**)  .then((dt: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.submissionData.score\_fld = dt.payload[**0**].score\_fld;  **this**.\_user.setViewSubmission(**this**.submissionData);  })  })  }  } |

**FORUMS**

|  |
| --- |
| **export** **class** ForumsComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  ForumsObject: **any** = [];  allforum: **any** = [];  filter: **string** = '';  showLoader: **boolean**;  data: **number** = **0**;  **constructor**(  **public** dialog: **MatDialog**,  **private** \_router: **Router**,  **private** breakpointObserver: **BreakpointObserver**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**) { }  ngOnInit(): **void** {  **this**.intializeComponents();  }  intializeComponents() {  **this**.getForumTopic();  }  getForumTopic() {  **this**.showLoader = **true**;  **this**.\_ds.\_httpRequest('getforumtopic', { dept: **this.\_user.getUserDept**() }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.ForumsObject = dt.payload;  **this**.allforum = dt.payload;  **this**.showLoader = **false**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.allforum = er.payload;  **this**.showLoader = **false**;  });  }  addForum() {  **let** data = {  "type": 'mainforum',  };  **const** dialogRef = **this**.dialog.open(CRUDForumsComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.ForumsObject.push(result[**0**]);  }  });  }  gotoSelectedForum(item) {  window.sessionStorage.removeItem(btoa('subforumtopic'));  **this**.\_user.setSelectedForum(([item]));  **this**.\_router.navigate(['main/forums', item.forumcode\_fld]);  }  *// filterlist() {*  *// let results: any = []*  *// if (this.filter != '') {*  *// this.ForumsObject.forEach(index => {*  *// if (index.forumtitle\_fld.toLowerCase().includes(this.filter.toLowerCase()) || index.forumdesc\_fld.toLowerCase().includes(this.filter.toLowerCase())) {*  *// results.push(index);*  *// }*  *// })*  *// this.ForumsObject = results;*  *// } else {*  *// this.getForumTopic();*  *// }*  *// }*  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.ForumsObject.splice(i, **1**);  }  });  }  editTopic(e, i) {  **let** data = {  type: 'editmainforum',  data: **e**,  };  **const** dialogRef = **this**.dialog.open(CRUDForumsComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  **if** (result != **undefined**) {  **this**.ForumsObject[i] = result[**0**];  }  responsiveDialogSubscription.unsubscribe();  });  }  filterlist() {  **let** results: **any** = []  **if** (**this**.filter != '') {  **this**.allforum.forEach(index => {  **if** (index.forumtitle\_fld.toLowerCase().includes(**this**.filter.toLowerCase()) || index.forumdesc\_fld.toLowerCase().includes(**this**.filter.toLowerCase())) {  results.push(index);  }  })  **this**.ForumsObject = results;  } **else** {  **this**.ForumsObject = **this**.allforum;  }  }  } |

**SUBFORUMS**

|  |
| --- |
| **export** **class** SubforumsComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  SubForumsObject = [];  selectedForums: **any** = (**this**.\_user.getSelectedForum());  **constructor**(**private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  overlay: **Overlay**,  **public** \_router: **Router**) { }  ngOnInit(): **void** {  **this**.intializeComponents();  *// this.\_user.\_convert(this.selectedForums);*  }  *// ngOnDestroy(): void {*  *// window.sessionStorage.removeItem(btoa('forumtopic'))*  *// }*  intializeComponents() {  **this**.getSubForumTopic();  }  getSubForumTopic() {  **this**.\_ds.\_httpRequest('getsubforum', { data: { forumcode: **this.selectedForums**[**0**].forumcode\_fld } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.SubForumsObject = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  showforumscomments(item) {  **this**.\_user.setSubSelectedForum([item]);  }  editSubforum(d, i) {  **let** data = {  type: 'editsubtopic',  data: **d**  };  **const** dialogRef = **this**.dialog.open(CrudSubforumsComponent, {  panelClass: 'dialogpadding',  width: '100%',  height: '100%',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  **if** (result != **undefined**) {  **this**.SubForumsObject[i] = (result[**0**]);  }  responsiveDialogSubscription.unsubscribe();  });  }  AddSubforums() {  **let** data = {  type: 'Subtopic',  data: **this.\_user.getSelectedForum**()  };  **const** dialogRef = **this**.dialog.open(CrudSubforumsComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.SubForumsObject.unshift(result[**0**]);  }    });  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.SubForumsObject.splice(i, **1**);  }  });  }  } |

**FORUMS COMMENTS**

|  |
| --- |
| **export** **class** ForumscontentComponent **implements** OnInit {  subforumContent = **this**.\_user.getSubSelectedForum();  content: **string** = '';  forumContent = [];  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  SubForumsObject = [];  selectedForums: **any** = (**this**.\_user.getSelectedForum());  **constructor**(**private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  overlay: **Overlay**,  **public** \_router: **Router**,  **private** ar: **ActivatedRoute**, **private** \_location: **Location**,) {  *// this.\_user.\_convert(this.subforumContent);*  }  ngOnInit(): **void** {  **this**.getComments();  }  getComments() {  **this**.\_ds.\_httpRequest('getsubcontent', { data: { subcode: **this.subforumContent**[**0**].subcode\_fld } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.forumContent = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  addReply() {  **let** subcode;  **this**.ar.paramMap.subscribe((p) => {  subcode = p.get('sid');  });  **let** load = {  data: {  subcode\_fld: **subcode**,  authorid\_fld: **this.\_user.getUserID**(),  content\_fld: **this.content**,  }, notif: **null**  }  **this**.\_ds.\_httpRequest('addreply', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.forumContent.unshift(dt.payload[**0**]);  **this**.content = '';  *// this.closeDialog(dt.payload);*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.forumContent.splice(i, **1**);  }  });  }  backToSubforums(): **void** {  **this**.\_location.back();  }  } |

**NEWS AND ANNOUNCEMENTS**

|  |
| --- |
| **export** **class** NewsComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  showLoader: **boolean** = **true**;  announcementObj: **any** = [];  latestObj: **any** = [];  allAnnounce: **any** = [];  filter: **string** = '';  imageRandom = "?v=" + Math.random();  **constructor**(**private** \_router: **Router**,  **public** \_user: **UserService**, **public** \_ds: **DataService**,  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**) { }  ngOnInit(): **void** {  **this**.initializeComponents();  **this**.imageRandom = **this**.imageRandom.toString();  }  initializeComponents() {  **this**.getAnnouncements();  }  getAnnouncements() {  **this**.\_ds.\_httpRequest('getannounce', { dept: **this.\_user.getUserDept**() }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.announcementObj = dt.payload;  **this**.allAnnounce = dt.payload;  **this**.latestObj.push(dt.payload[**0**]);  **this**.announcementObj = **this**.announcementObj.splice(**0**, **1**);  **this**.showLoader = **false**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.allAnnounce = er.payload;  **this**.showLoader = **false**  });  }  gotoInnerContent(data) {  **this**.\_router.navigate(['./main/news', data.announcecode\_fld]);  **this**.\_user.setNews(([data]));  }  filterlist() {  **let** results: **any** = []  **if** (**this**.filter != '') {  **this**.allAnnounce.forEach(index => {  **if** (index.title\_fld.toLowerCase().includes(**this**.filter.toLowerCase()) || index.content\_fld.toLowerCase().includes(**this**.filter.toLowerCase())) {  results.push(index);  }  })  **this**.announcementObj = results;  } **else** {  **this**.announcementObj = **this**.allAnnounce;  }  }  } |

**NEWS CONTENTS**

|  |
| --- |
| **export** **class** NewscontentComponent **implements** OnInit, OnDestroy {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  showModal: **boolean** = **true**;  newsContent: **any** = **this**.\_user.getNews();  announcementObj = [];  imageRandom = "?v=" + Math.random();  **constructor**(  **public** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **private** \_router: **Router**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**  ) { }  ngOnInit(): **void** {  **this**.imageRandom = **this**.imageRandom.toString();  **this**.getAnnouncements();  **this**.newsContent = **this**.newsContent;  }  ngOnDestroy(): **void** {  window.sessionStorage.removeItem(btoa('news'));  }  Imagepreview(item) {  **let** data = {  "type": 'Previewimage',  "img": item.imgdir\_fld  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  panelClass: 'csss-modalbox',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('auto', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  opencomment() {  **let** data = {  type: 'newscomment',  data: **this.newsContent**[**0**]  };  **const** dialogRef = **this**.dialog.open(CrudNewsCommentsComponent, {  width: '100%',  height: '100%',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **this**.newsContent[**0**].commentcount = result;  });  }  getAnnouncements() {  **this**.\_ds.\_httpRequest('getannounce', { dept: **this.\_user.getUserDept**() }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.announcementObj = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  show() {  **this**.showModal = **true**; *// Show-Hide Modal Check*  }  *//Bootstrap Modal Close event*  hide() {  **this**.showModal = **false**;  }  viewAnn(a) {  **this**.newsContent = [{  announcecode\_fld: **a.announcecode\_fld**,  commentcount: **a.commentcount**,  content\_fld: **a.content\_fld**,  datetime\_fld: **a.datetime\_fld**,  dtedit\_fld: **a.dtedit\_fld**,  imgdir\_fld: **a.imgdir\_fld**,  recipientcode\_fld: **a.recipientcode\_fld**,  title\_fld: **a.title\_fld**,  withimg\_fld: **a.withimg\_fld**  }];  }  } |

**PROFILE**

|  |
| --- |
| **export** **class** ProfileComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  profiledata: **any**;  random: **number** = Math.random();  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**) { }  ngOnInit(): **void** {  **this**.getProfile();  }  getProfile() {  **this**.\_ds.\_httpRequest('facultyprofile/' + **this**.\_user.getUserID(), **null**, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.profiledata = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  Changepassword(data) {  **const** dialogRef = **this**.dialog.open(ChangepasswordComponent, {  panelClass: 'dialogpadding',  maxHeight: '100vh',  maxWidth: '100vw',  data: { data , type: 'changepassword'},  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  updatePicture() {  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.autoFocus = **true**;  dialogConfig.disableClose = **true**;  dialogConfig.panelClass = 'dialogpadding';  dialogConfig.width = "40vw";  dialogConfig.data = {  load: **this.profiledata**  }  **const** updatePicture = **this**.dialog.open(UpdateProfilePictureComponent, dialogConfig);  updatePicture.afterClosed().subscribe((result: **any**) => {  **if** (result == **undefined**) **return**;  **this**.profiledata[**0**].profilepic\_fld = result;  })  }  UpdateProfile(data) {  **const** dialogRef = **this**.dialog.open(UpdateProfileComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result != **undefined**) {  **this**.profiledata = result;  }  });  }  } |

**ELIBRARY**

|  |
| --- |
| **export** **class** LibraryComponent **implements** OnInit {  isactive: **boolean** = **false**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(  Breakpoints.XSmall  );  isTiled: **boolean** = **true**;  bookTitle: **string**;  bookObject: **any** = [];  bookObjectIndividual;  searchList;  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**  ) {}  ngOnInit(): **void** {  **this**.getBooks();  }  toggleview() {  **this**.isTiled = !**this**.isTiled;  }  Search() {  **let** book: **any**;  **let** author: **any**;  book = **this**.searchList.filter((res: **any**) =>  res.title\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  author = **this**.searchList.filter((res: **any**) =>  res.author\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  **if** (**this**.bookTitle == '') {  **this**.getBooks();  } **else** **if** (**this**.bookTitle != '') {  **if** (book == '') {  **this**.bookObject = author;  } **else** {  **this**.bookObject = book;  }  }  }  getBooks() {  **this**.\_ds.\_httpRequest('getbooks', '', **1**).subscribe(  (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.bookObject = dt.payload;  *// this.\_user.setBook(this.bookObject);*  **this**.searchList = **this**.bookObject;  },  (er) => {  *// let err = this.\_user.\_decrypt(er.error.a);*  console.clear();  **this**.bookObject = **null**;  }  );  }  viewBook(link) {  **let** data = {  resourceString: `${**this**.\_ds.booksURL}${link}#toolbar=**1**&navpanes=**1**`,  reourcename: **name**,  };  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  });  }  openbook() {  *// let data = {*  *// type: 'viewbooks',*  *// book: this.bookObjectIndividual*  *// };*  *// const dialogRef = this.dialog.open(ViewbookComponent, {*  *// width: '80%',*  *// height: '100%',*  *// maxWidth: '80%',*  *// maxHeight: '100vh',*  *// data: data*  *// });*  *// const responsiveDialogSubscription = this.isExtraSmall.subscribe(result => {*  *// if (result.matches) {*  *// dialogRef.updateSize('100%', '100vh');*  *// } else {*  *// dialogRef.updateSize('90%', '100vh');*  *// }*  *// });*  *// dialogRef.afterClosed().subscribe(result => {*  *// responsiveDialogSubscription.unsubscribe();*  *// // this.ngOnInit();*  *// // if (result != undefined) { this.resourceObject = result }*  *// });*  }  addBook() {  *// let data = {*  *// type: 'addbooks',*  *// book: ''*  *// };*  *// const dialogRef = this.dialog.open(AddbookComponent, {*  *// width: '10%',*  *// height: '100%',*  *// maxWidth: '100vw',*  *// maxHeight: '100vh',*  *// data: data,*  *// autoFocus: false*  *// });*  *// const responsiveDialogSubscription = this.isExtraSmall.subscribe(result => {*  *// if (result.matches) {*  *// dialogRef.updateSize('100%', '100vh');*  *// } else {*  *// dialogRef.updateSize('90%', '100vh');*  *// }*  *// });*  *// dialogRef.afterClosed().subscribe(result => {*  *// responsiveDialogSubscription.unsubscribe();*  *// this.ngOnInit();*  *// // if (result != undefined) { this.resourceObject = result }*  *// });*  }  } |

**MAINLAYOUT (sidebar menu)**

|  |
| --- |
| **export** **class** MainlayoutComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.\_breakpointObserver.observe(Breakpoints.XSmall);  random: **string** = '?' + Math.random();  notif: **any** = [];  @ViewChild('drawer') drawer: **any**;  isHandset$: **Observable**<**boolean**> = **this**.\_breakpointObserver.observe(Breakpoints.Handset)  .pipe(  map(result => result.matches),  shareReplay()  );  **constructor**(  *// private chat: ChatService,*  **private** \_breakpointObserver: **BreakpointObserver**,  **private** \_router: **Router**,  **public** \_user: **UserService**,  **public** route: **Router**,  **public** \_ds: **DataService**,  **public** dialog: **MatDialog**,  **private** themeService: **ThemeService**  ) { }  ngOnInit(): **void** {  **if** (!(btoa('facultyState') **in** sessionStorage && **this**.\_user.getLoginState())) {  **this**.route.navigate(['login']);  }  *// this.getNotif();*  *// this.setLightbulb();*  *// this.chat.openWebSocket();*  }  closeSideNav() {  **if** (**this**.drawer.\_mode == 'over') {  **this**.drawer.close();  }  }  *// getNotif() {*  *// this.\_ds.\_httpRequest('getnotif', null, 1).subscribe((dt: any) => {*  *// dt = this.\_user.\_decrypt(dt.a);*  *// this.notif = dt.payload;*  *// }, er => {*  *// er = this.\_user.\_decrypt(er.error.a);*  *// });*  *// }*  userLogout() {  **let** data = {  "type": 'logout',  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  maxWidth: '90vw',  maxHeight: '90vh',  disableClose: **true**,  data: **data**,  panelClass: 'dialogpadding'  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result = **undefined**) **return**  });  }  setLightbulb() {  **let** data = JSON.parse(localStorage.getItem("theme"));  **if** (data.name == 'dark') {  **this**.themeService.setDarkTheme();  } **else** {  **this**.themeService.setLightTheme();  }  }  toggleTheme() {  **if** (**this**.themeService.isDarkTheme()) {  **this**.themeService.setLightTheme();  } **else** {  **this**.themeService.setDarkTheme();  }  **this**.setLightbulb();  }  } |

**DIALOGS**

**ADD STUDENTS**

|  |
| --- |
| **export** **class** AddstudentComponent **implements** OnInit {  checked = **false**;  studentlist = [];  studentinfo = [];  **constructor**(**private** dialogReg: **MatDialogRef**<AddstudentComponent>,  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  @Inject(MAT\_DIALOG\_DATA) **public** data,  ) { }  ngOnInit(): **void** { }  search(e) {  e.preventDefault();  **let** f = e.target.elements;  **this**.\_ds.\_httpRequest('studentprofile/' + f.id.value, **null**, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.studentinfo = dt.payload;  **this**.\_user.openSnackBar(dt.status.message, **null**, **2000**);  f.id.value = **null**;  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.\_user.openSnackBar(err.status.message, **null**, **2000**);  });  }  addtolist(data, i) {  **if** (**this**.duplicateChecker(data)) {  **this**.\_user.openSnackBar("This student is already enrolled in this course.", **null**, **4000**);  } **else** **if** (**this**.duplicateChecker(data) == **false**) {  **this**.studentlist.push(data);  **this**.studentinfo.splice(i, **1**);  }  }  duplicateChecker(data) {  **var** matched = [];  **this**.data.map(e => {  **if** (e.studnum\_fld == data.studnum\_fld) {  matched.push(**true**);  } **else** {  matched.push(**false**);  }  });  **return** matched.includes(**true**) ? **true** : **false**;  }  remove(i) {  **this**.studentlist.splice(i, **1**);  }  removequery(i) {  **this**.studentinfo.splice(i, **1**);  }  addStudents() {  **let** load = {};  **this**.studentlist.map((e) => {  load = {  data: {  studnum\_fld: **e.studnum\_fld**,  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  subjcode\_fld: **this.\_user.getClassroomInfo**().subjcode\_fld,  block\_fld: **this.\_user.getClassroomInfo**().block\_fld,  ay\_fld: **this.\_user.getSettings**().acadyear\_fld,  sem\_fld: **this.\_user.getSettings**().sem\_fld,  }  }  **this**.\_ds.\_httpRequest('addstudent', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(dt.payload.student)  });  })  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**CHANGEPASSWORD**

|  |
| --- |
| **export** **class** ChangepasswordComponent **implements** OnInit {  errMsg: **any**;  hide1: **boolean**;  hide2: **boolean**;  hide3: **boolean**;  npass: **any** = '';  passwordStatus: **string**;  firstFormGroup: **FormGroup**;  secondFormGroup: **FormGroup**;  strongRegex = **new** RegExp("^(?=.\*[a-z])(?=.\*[A-Z])(?=.\*[0-9])(?=.\*[!@#\$%\^&\\*])(?=.{8,})");  mediumRegex = **new** RegExp("^(((?=.\*[a-z])(?=.\*[A-Z]))|((?=.\*[a-z])(?=.\*[0-9]))|((?=.\*[A-Z])(?=.\*[0-9])))(?=.{6,})");  **constructor**(  **private** dialogReg: **MatDialogRef**<ChangepasswordComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** \_dialog: **MatDialog**,  **public** \_user: **UserService**, **private** \_ds: **DataService**,  **private** fb: **FormBuilder**,  **private** route: **Router**  ) { }  ngOnInit(): **void** {  **this**.intializeFunctions();  }  intializeFunctions() {  **this**.firstFormGroup = **this**.fb.group({  current: ['', Validators.required],  newpass: ['', [Validators.required, Validators.minLength(**8**)]],  confirmpass: ['', Validators.required],  });  }  focusFunction() {  **this**.errMsg = **null**;  }  getErrorMessage() {  **if** (**this**.firstFormGroup.controls.current.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.newpass.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.confirmpass.hasError('required')) **return** 'You must enter a value';  }  passwordTest(value) {  **let** passDisplay = document.getElementById('displaystyle');  **if** (passDisplay == **null**) **return**;  **if** (**this**.strongRegex.test(value)) {  **this**.passwordStatus = 'Strong';  passDisplay.style.color = 'green';  } **else** **if** (**this**.mediumRegex.test(value)) {  **this**.passwordStatus = 'Average';  passDisplay.style.color = 'orange';  } **else** {  **this**.passwordStatus = 'Weak';  passDisplay.style.color = 'red';  }  }  Changepassword() {  **if** (**this**.firstFormGroup.invalid) **return**;  **if** (**this**.firstFormGroup.value.newpass != **this**.firstFormGroup.value.confirmpass) {  **this**.\_user.setLoading(**false**);  **this**.firstFormGroup.controls['confirmpass'].setErrors({ 'incorrect': **true** });  **this**.\_user.openSnackBar('PASSWORD - Password did not match.', **null**, **3000**);  **return**;  }  **this**.\_user.setLoading(**true**);  **let** load = {  param1: **this.firstFormGroup.value.current**,  param2: **this.firstFormGroup.value.newpass**,  param3: **this.firstFormGroup.value.confirmpass**,  }  **this**.\_ds.\_httpRequest('changepass/' + **this**.\_user.getUserID(), load, **1**).subscribe(async (dt: **any**) => {  dt = await **this**.\_user.\_decrypt(dt.a);  **this**.\_ds.\_httpRequest('updateprofile/' + **this**.\_user.getUserID(), { data: { ispwordtochange: **0** } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.updateUserData({ reset: **0** });  **this**.closeDialog(**true**);  **this**.\_user.setLoading(**false**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.\_user.setLoading(**false**)  });  }, (error) => {  error = **this**.\_user.\_decrypt(error.error.a);  **this**.firstFormGroup.controls['current'].setErrors({ 'incorrect': **true** });  **this**.\_user.openSnackBar('PASSWORD - Incorrect current password.', **null**, **3000**);  })  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**CREATE AND EDIT ACTIVITIY**

|  |
| --- |
| **export** **class** CrudActivityComponent **implements** OnInit, OnDestroy {  firstFormGroup: **FormGroup**;  secondFormGroup: **FormGroup**;  getRecipients = **new** getRecipients();  filePreviewAndUpload: **any** = [];  students: **any** = [];  editFiles = [];  **public** filepath;  filesToBeUpdated = [];  editedFile\_dir: **any** = [];  @ViewChild('allSelected') **private** allSelected: **MatOption**;  file = '';  minDate = **new** Date();  act\_due: **any**;  dueDatetime: **any**;  **constructor**(  **private** dialogReg: **MatDialogRef**<CrudActivityComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** dialog: **MatDialog**,  **private** fb: **FormBuilder**,  **private** datepipe: **DatePipe**,  **public** \_user: **UserService**,  **private** \_ds: **DataService**,  **public** \_uploadservice: **UploadingService**,  **public** \_common: **CommonService**,  ) { }  ngOnInit(): **void** {  **this**.intializeFunctions();  **this**.\_uploadservice.files = [];  }  ngOnDestroy(): **void** { }  intializeFunctions() {  **this**.getClassList();  **this**.firstFormGroup = **this**.fb.group({  act\_title: ['', Validators.required],  act\_desc: [''],  act\_pts: ['', Validators.required],  act\_topic: [],  selected: ['', Validators.required],  });  **this**.secondFormGroup = **this**.fb.group({});  **if** (**this**.data.type == 'edit\_act') {  **this**.editActivity();  } **else** {  **this**.getDate();  }  }  getErrorMessage() {  **if** (**this**.firstFormGroup.controls.act\_title.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.act\_pts.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.selected.hasError('required')) **return** 'You must enter a value';  }  getClassList() {  **let** load = {  data: {  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  acadyear: **this.\_user.getSettings**().acadyear\_fld,  semester: **this.\_user.getSettings**().sem\_fld  }  }  **this**.\_ds.\_httpRequest('getmembers', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.setClassMembers(dt.payload);  **this**.students = dt.payload.student;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  editActivity() {  **this**.editedFile\_dir = (**this**.data.data.filedir\_fld);  **if** (**this**.editedFile\_dir !== '') {  **this**.editFiles = **this**.\_uploadservice.splitFilestring(**this**.editedFile\_dir);  }  **try** {  **let** datetime: **any** = **this**.datepipe.transform(**new** Date(**this**.data.data.deadline\_fld), 'yyyy-MM-dd;HH:mm:ss');  datetime = datetime.split(';');  **this**.act\_due = datetime[**0**];  **this**.dueDatetime = datetime[**1**];  } **catch** (error) {  **this**.act\_due = **new** Date();  **this**.dueDatetime = **this**.datepipe.transform(**new** Date(), '23:59:00');  }  **this**.firstFormGroup = **this**.fb.group({  act\_title: [**this**.data.data.title\_fld, Validators.required],  act\_desc: [**this**.data.data.desc\_fld],  act\_pts: [**this**.data.data.totalscore\_fld, Validators.required],  act\_topic: [**this**.data.data.topiccode\_fld, Validators.required],  selected: ['', Validators.required],  });  **this**.firstFormGroup.controls.selected.patchValue([...**this**.data.data.recipient\_fld.split('.')].map((item: **any**) => item));  }  getDate() {  **this**.act\_due = **new** Date();  **this**.act\_due = **this**.datepipe.transform(**new** Date().setDate(**new** Date().getDate() + **1**), 'yyyy-MM-dd');  **this**.dueDatetime = **new** Date();  **this**.dueDatetime = **this**.datepipe.transform(**new** Date(), '23:59:00');  }  tosslePerOne() {  **if** (**this**.allSelected.selected) { **this**.allSelected.deselect(); **return** **false** };  **if** (**this**.firstFormGroup.controls.selected.value.length == **this**.students.length)  **this**.allSelected.select();  }  toggleAllSelection() {  **if** (**this**.allSelected.selected)  **this**.firstFormGroup.controls.selected.patchValue([...**this**.students.map((item: **any**) => item.studnum\_fld), '0']);  **if** (!**this**.allSelected.selected)  **this**.firstFormGroup.controls.selected.patchValue([]);  }  async addActivity() {  **if** (**this**.firstFormGroup.invalid) **return**;  **this**.\_user.setLoading(**true**);  **this**.act\_due = **this**.datepipe.transform(**this**.act\_due, 'yyyy-MM-dd');  await **this**.\_uploadservice.uploadFiles(**this**.filePreviewAndUpload).then((files: **any**) => {  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **let** load = {  data: {  "authorid\_fld": **this**.\_user.getUserID(),  "type\_fld": **0**,  "recipient\_fld": **this**.firstFormGroup.value.selected.join('.'),  "topiccode\_fld": !**this**.firstFormGroup.value.act\_topic ? 0 : **this.firstFormGroup.value.act\_topic**,  "title\_fld": **this**.firstFormGroup.value.act\_title,  "desc\_fld": **this**.firstFormGroup.value.act\_desc,  "totalscore\_fld": **this**.firstFormGroup.value.act\_pts,  "classcode\_fld": **this**.\_user.getClassroomInfo().classcode\_fld,  "withfile\_fld": files == **null** ? 0 : **1**,  "filedir\_fld": files == **null** ? '' : files,  "deadline\_fld": `${**this**.act\_due} ${**this**.dueDatetime}`,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Added Activity in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_common.commonSubscribe('addactivity', load, **1**).then((data: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.filePreviewAndUpload = [];  **this**.closeDialog(data.payload);  **this**.\_user.openSnackBar('The activity has been successfully added. 🤩🐱‍🏍', 'Close', **3000**);  }).**catch**(() => {  **this**.\_user.setLoading(**false**);  **this**.\_user.openSnackBar('An error occurred; please try again! 😭💔', 'Close', **3000**);  })  });  }  async saveActivity() {  **if** (**this**.firstFormGroup.invalid) **return**;  **this**.\_user.setLoading(**true**);  await **this**.\_uploadservice.uploadFiles(**this**.filePreviewAndUpload).then((files: **any**) => {  **let** arr: **any**;  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **if** (files != **null**) {  arr = [...**this**.editedFile\_dir.split(':'), ...files.split(':')];  arr = arr.filter((f) => {  **return** f != "";  });  arr = arr.join(':');  } **else** **if** (files == **null**) {  arr = **this**.editedFile\_dir;  }  **let** load = {  data: {  "actcode\_fld": **this**.data.data.actcode\_fld,  "authorid\_fld": **this**.\_user.getUserID(),  "type\_fld": **0**,  "recipient\_fld": **this**.firstFormGroup.value.selected.join('.'),  "topiccode\_fld": **this**.firstFormGroup.value.act\_topic,  "title\_fld": **this**.firstFormGroup.value.act\_title,  "desc\_fld": **this**.firstFormGroup.value.act\_desc,  "totalscore\_fld": **this**.firstFormGroup.value.act\_pts,  "classcode\_fld": **this**.\_user.getClassroomInfo().classcode\_fld,  "withfile\_fld": arr == '' ? 0 : **1**,  "filedir\_fld": arr,  "deadline\_fld": `${**this**.datepipe.transform(**this**.act\_due, 'yyyy-MM-dd')} ${**this**.dueDatetime}`,  "datetime\_fld": **this**.data.data.datetime\_fld,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Edited Activity in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_common.commonSubscribe('editpost/' + **this**.data.data.actcode\_fld + '/' + 'act', load, **1**)  .then(() => {  **this**.closeDialog(load.data);  **this**.\_user.setLoading(**false**);  });  });  }  async deleteFiles(i, path) {  **let** newFiles: **any** = [];  **this**.\_common.commonSubscribe('deletefile', { dir\_fld: **path** }, **1**)  .then(() => {  **this**.editFiles.splice(i, **1**);  **this**.editFiles.map((f) => {  newFiles.push(f.name + '?' + f.path);  })  })  .then(() => {  newFiles = newFiles.join(':');  **let** load = {  data: {  "withfile\_fld": newFiles == '' ? 0 : **1**,  "filedir\_fld": newFiles  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getUserFullname**() + " Edited Activity in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_common.commonSubscribe('editpost/' + **this**.data.data.actcode\_fld + '/' + 'act', load, **1**)  .then((data: **any**) => {  **this**.editedFile\_dir = data.payload[**0**].filedir\_fld;  });  }).**catch**((error) => {  error  });  }  getFile(event: **any**) {  **this**.filePreviewAndUpload = **this**.\_uploadservice.getFilePreview(event);  }  removeFilePreviews(i) { **this**.filePreviewAndUpload.splice(i, **1**); }  closeDialog(data) {  **this**.dialogReg.close(data);  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  }  **else** **if** (filename == 'ppt') {  **return** '#CA4223';  }  **else** **if** (filename == 'zip') {  **return** '#B23333';  }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  } |

**CREATE QUIZ QUESTIONS**

|  |
| --- |
| **export** **class** CRUDClassAndActivitiesComponent **implements** OnInit, OnDestroy {  selecteQuizType: **number** = **0**;  questioniaresForms: **FormGroup**;  choicesObject: **any** = [];  selectedAnswer: **any**;  quizContent: **any** = [];  quizAnwerKey: **any** = [];  filePreviewAndUpload: **any** = [];  previewQuizImage: **String**;  **constructor**(  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **private** dialogReg: **MatDialogRef**<CRUDClassAndActivitiesComponent>, @Inject(MAT\_DIALOG\_DATA)  **public** data: **any**,  **private** fb: **FormBuilder**,  **private** \_uploadservice: **UploadingService**,  **private** \_common: **CommonService**  ) { }  ngOnInit(): **void** {  **this**.intializeFunctions();  }  ngOnDestroy(): **void** {  **this**.previewQuizImage = '';  }  intializeFunctions() {  **this**.questioniaresForms = **this**.fb.group({  question\_points: [**1**, Validators.required],  question\_description: ['', Validators.required],  question\_answerkey: ['', Validators.required],  question\_choice: [[]],  });  **if** (**this**.data.type) {  **this**.selecteQuizType = **this**.data.data.questions.questiontype  **this**.editQuestion();  }  }  editQuestion() {  *// Check if the question has images attached:*  **if** (**this**.data.data.questions.question[**1**] != **null**) {  **this**.previewQuizImage = **this**.data.data.questions.question[**1**];  }  *// Check if the choices is present in the question:*  **if** (!**this**.data.data.questions.choices) {  **delete** **this**.data.data.questions.choices;  } **else** {  **this**.choicesObject = **this**.data.data.questions.choices.split('//\*//');  }  *// Initialize Data binding for the FormBuilder Group:*  **this**.questioniaresForms = **this**.fb.group({  question\_points: [**this**.data.data.answer.score, Validators.required],  question\_description: [**this**.data.data.questions.question[**0**], Validators.required],  question\_answerkey: [**this**.data.data.answer.answer, Validators.required],  question\_choice: [],  });  **this**.questioniaresForms.controls.question\_answerkey.setValue(**this**.data.data.answer.answer);  }  addChoices() {  **if** (**this**.questioniaresForms.controls.question\_choice.invalid) **return**;  **if** (**this**.choicesObject.length > **4**) {  **this**.\_user.openSnackBar('The maximum number of choices has been reached.', 'Close', **3000**);  **return**  }  **this**.choicesObject.push(**this**.questioniaresForms.value.question\_choice);  **this**.questioniaresForms.controls.question\_choice.reset()  **if** (**this**.hasDuplicates(**this**.choicesObject)) {  **this**.choicesObject.splice(-**1**, **1**);  **this**.\_user.openSnackBar('Invalid! duplicate choices.', 'Close', **3000**);  }  }  removeChoices(i) {  **this**.choicesObject.splice(i, **1**);  **this**.\_user.openSnackBar('Choice removed.', 'Close', **3000**);  }  hasDuplicates(array) {  **return** (**new** Set(array)).size !== array.length;  }  addQuizQuestion() {  **this**.questioniaresForms.controls.question\_choice.setValue(**this**.choicesObject.join('//\*//'));  **this**.quizContent.push({  questionid: **this.data.questionid**,  questiontype: **this.selecteQuizType**,  choices: **this.questioniaresForms.value.question\_choice**,  question: **this.questioniaresForms.value.question\_description** + "[!m4g3$]" + **this**.previewQuizImage,  });  **this**.quizAnwerKey.push({  questionid: **this.data.questionid**,  answer: **this.questioniaresForms.value.question\_answerkey**,  score: **this.questioniaresForms.value.question\_points**,  });  **this**.questioniaresForms.reset({ question\_points: **1** });  **this**.choicesObject = [];  **let** load = {  question: **this.quizContent**,  answer: **this.quizAnwerKey**,  type: **this.data.type**,  index: **null**  }  **if** (**this**.data.type == **1**) load.index = **this**.data.data.index;  **if** (**this**.selecteQuizType == **3**) **this**.questioniaresForms.controls.question\_answerkey.setValue('');  **this**.dialogReg.close(load);  }  getFile(event: **any**) {  **this**.\_uploadservice.files = [];  **this**.filePreviewAndUpload = **this**.\_uploadservice.getFilePreview(event);  **this**.\_uploadservice.uploadFiles(**this**.filePreviewAndUpload)  .then((files: **any**) => {  **this**.previewQuizImage = files.split('?')[**1**];  });  }  removeQuizImage() {  **this**.data.data.questions.question[**1**] = **null**;  **this**.\_common.commonSubscribe('deletefile', { dir\_fld: **this.previewQuizImage** }, **1**)  .then((files: **any**) => {  **this**.previewQuizImage = ''  **this**.\_user.openSnackBar('Quiz image removed.', **null**, **2000**);  });  }  } |

**ADD AND EDIT COMMENTS IN CLASSFEED**

|  |
| --- |
| **export** **class** CrudCommentsComponent **implements** OnInit, OnDestroy {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  Content: **any** = [];  commentObject = [];  replyObj: **any** = [];  getRecipients = **new** getRecipients();  **constructor**(**private** dialogReg: **MatDialogRef**<CrudCommentsComponent>, @Inject(MAT\_DIALOG\_DATA) **public** data: **object**,  **private** dialog: **MatDialog**, **private** fb: **FormBuilder**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**, **private** breakpointObserver: **BreakpointObserver**,  ) {  **this**.Content = data;  }  ngOnInit(): **void** {  **this**.intializeComponents();  }  ngOnDestroy(): **void** {  *// + this.commentObject[0].reply.length*  **this**.closeDialog(**this**.commentObject.length);  }  intializeComponents() {  **this**.getPostComment();  setTimeout(() => {  (<HTMLInputElement>document.getElementById('user-input')).focus();  });  }  state(i, item) {  (<HTMLInputElement>document.getElementById('content\_fld' + i)).value = item.content\_fld;  **let** comments = document.getElementById('comments' + i);  **let** img = document.getElementById('img-container' + i);  **let** editbox = document.getElementById('edit-box' + i);  comments.style.display === "none" ? comments.style.display = "block" : comments.style.display = "none";  img.style.display === "none" ? img.style.display = "block" : img.style.display = "none";  editbox.style.display === "none" ? editbox.style.display = "flex" : editbox.style.display = "none";  (<HTMLInputElement>document.getElementById('content\_fld' + i)).focus();  }  reply\_state(i, j, item) {  (<HTMLInputElement>document.getElementById(i + 'reply\_content\_fld' + j)).value = item.content\_fld;  **let** reditbox = document.getElementById(i + 'redit-box' + j);  *// let img = document.getElementById(i + 'img-container' + j);*  **let** editbox = document.getElementById(i + 'replybox' + j);  editbox.style.display === "none" ? editbox.style.display = "block" : editbox.style.display = "none";  *// img.style.display === "none" ? img.style.display = "block" : img.style.display = "none";*  reditbox.style.display === "none" ? reditbox.style.display = "flex" : reditbox.style.display = "none";  (<HTMLInputElement>document.getElementById(i + 'reply\_content\_fld' + j)).focus();  }  closeEdit(i) {  **let** editbox = document.getElementById('edit-box' + i);  **let** comments = document.getElementById('comments' + i);  **let** img = document.getElementById('img-container' + i);  editbox.style.display === "flex" ? editbox.style.display = "none" : editbox.style.display = "none";  comments.style.display = 'block';  img.style.display = 'block';  }  closeReplyEdit(i, j) {  **let** replybox = document.getElementById(i + 'replybox' + j);  **let** redit = document.getElementById(i + 'redit-box' + j);  redit.style.display === "flex" ? redit.style.display = "none" : redit.style.display = "none";  replybox.style.display = 'flex';  }  saveComment(e, i, item) {  e.preventDefault();  **let** f = e.target.elements;  **this**.\_ds.\_httpRequest('editcomm/' + item.commentcode\_fld, { data: { content\_fld: **f.content\_fld.value** } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.commentObject[i].content\_fld = dt.payload[**0**].content\_fld;  **this**.state(i, dt.payload[**0**].content\_fld);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  saveReply(e, i, j, item) {  e.preventDefault();  **let** f = e.target.elements;  **this**.\_ds.\_httpRequest('editcomm/' + item.commentcode\_fld, { data: { content\_fld: **f.content\_fld.value** } }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.commentObject[i].reply[j] = dt.payload[**0**];  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  getPostComment() {  **let** load = {  data: { acode: **this.Content.postcode**, }  }  **this**.\_ds.\_httpRequest('getccomment', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.commentObject = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.commentObject.splice(i, **1**);  }  });  }  deleteReply(type, item, i, j) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.commentObject[i].reply.splice(j, **1**);  }  });  }  addComments(e) {  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  e.preventDefault();  **let** f = e.target.elements;  **let** load = {  data: {  content\_fld: **f.content\_fld.value**,  authorid\_fld: **this.\_user.getUserID**(),  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  actioncode\_fld: **this.Content.postcode**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Commented in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_ds.\_httpRequest('addcomment', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  f.content\_fld.value = **null**;  **this**.commentObject.unshift(dt.payload[**0**]);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  addReply(item, i) {  **let** x = document.getElementById('replydiv' + i);  x.style.display === "none" ? x.style.display = "block" : x.style.display = "none";  **let** j = document.getElementById('replybtn' + i);  j.style.display === "none" ? j.style.display = "block" : j.style.display = "none";  (<HTMLInputElement>document.getElementById("input-content" + i)).focus();  }  cancelReply(i) {  **let** y = document.getElementById('replydiv' + i);  **let** x = document.getElementById('replybtn' + i);  y.style.display = 'none';  x.style.display = "flex";  }  sendReply(e, item, i) {  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  e.preventDefault();  **let** f = e.target.elements;  **let** load = {  data: {  content\_fld: **f.content\_fld.value**,  authorid\_fld: **this.\_user.getUserID**(),  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  actioncode\_fld: **item.commentcode\_fld**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Added reply in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_ds.\_httpRequest('addcomment', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **if** (**this**.commentObject[i].reply == **null**) {  **this**.commentObject[i].reply = [];  **this**.commentObject[i].reply.push(dt.payload[**0**]);  } **else** {  **this**.commentObject[i].reply.push(dt.payload[**0**]);  }  f.content\_fld.value = **null**;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**ADD FORUMS DISCUSSIONS**

|  |
| --- |
| **export** **class** CRUDForumsComponent **implements** OnInit {  Content: **any** = [];  ForumsFormGroup: **FormGroup**;  **constructor**(  **private** dialogReg: **MatDialogRef**<CRUDForumsComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** fb: **FormBuilder**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **private** \_common: **CommonService**) {  }  ngOnInit(): **void** {  **this**.ForumsFormGroup = **this**.fb.group(  {  topic\_title: ['', Validators.required],  topic\_desc: [''],  }  );  **if** (**this**.data.type == 'editmainforum') {  **this**.ForumsFormGroup = **this**.fb.group(  {  topic\_title: [**this**.data.data.forumtitle\_fld, Validators.required],  topic\_desc: [**this**.data.data.forumdesc\_fld],  }  );  }  }  addForumTopic() {  **let** load = {  data: {  authorid\_fld: **this.\_user.getUserID**(),  forumtitle\_fld: **this.ForumsFormGroup.value.topic\_title**,  forumdesc\_fld: **this.ForumsFormGroup.value.topic\_desc**,  isapproved\_fld: **1**,  }, notif: **null**  }  **if** (**this**.ForumsFormGroup.invalid) **return**;  **this**.\_common.commonSubscribe('addforumtopic', load, **1**)  .then((dt: **any**) => {  **this**.closeDialog(dt.payload);  });  }  saveForumTopic() {  **let** load = {  data: {  forumtitle\_fld: **this.ForumsFormGroup.value.topic\_title**,  forumdesc\_fld: **this.ForumsFormGroup.value.topic\_desc**,  },  notif: **null**,  }  **if** (**this**.ForumsFormGroup.valid) {  **this**.\_ds.\_httpRequest('editforum/' + **this**.data.data.forumcode\_fld + '/', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.openSnackBar(res.status.message, **null**, **2000**);  **this**.closeDialog(res.payload);  }, err => {  err = **this**.\_user.\_decrypt(err.a);  });  }  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**CREATE AND EDIT SUBFORUMS**

|  |
| --- |
| **export** **class** CrudSubforumsComponent **implements** OnInit {  ForumsFormGroup: **FormGroup**;  **constructor**(  **private** dialogReg: **MatDialogRef**<CrudSubforumsComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** fb: **FormBuilder**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**) {  }  ngOnInit(): **void** {  **this**.ForumsFormGroup = **this**.fb.group({  topic\_title: ['', Validators.required],  topic\_desc: [''],  });  **if** (**this**.data.type == "editsubtopic") {  **this**.ForumsFormGroup = **this**.fb.group({  topic\_title: [**this**.data.data.subtitle\_fld, Validators.required],  topic\_desc: [**this**.data.data.subdesc\_fld],  });  }  }  addSubForum() {  **let** load = {  data: {  forumcode\_fld: **this.data.data**[**0**].forumcode\_fld,  authorid\_fld: **this.\_user.getUserID**(),  subtitle\_fld: **this.ForumsFormGroup.value.topic\_title**,  subdesc\_fld: **this.ForumsFormGroup.value.topic\_desc**,  isapproved\_fld: **1**,  },  notif: **null**  }  **if** (**this**.ForumsFormGroup.valid) {  **this**.\_ds.\_httpRequest('addsubforum', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.openSnackBar(res.status.message, **null**, **2000**);  **this**.closeDialog(res.payload);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  }  saveSubForum() {  **let** load = {  data: {  forumcode\_fld: **this.data.data.forumcode\_fld**,  authorid\_fld: **this.\_user.getUserID**(),  subtitle\_fld: **this.ForumsFormGroup.value.topic\_title**,  subdesc\_fld: **this.ForumsFormGroup.value.topic\_desc**,  isapproved\_fld: **1**,  },  notif: **null**  }  **if** (**this**.ForumsFormGroup.valid) {  **this**.\_ds.\_httpRequest('editdisc/' + **this**.data.data.subcode\_fld + '/', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.closeDialog(res.payload);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**FORUMS CONTENT COMMENTS**

|  |
| --- |
| **export** **class** CrudForumsCommentsComponent **implements** OnInit {  **constructor**(**public** \_user: **UserService**, **public** \_ds: **DataService**,  **private** dialogReg: **MatDialogRef**<CrudForumsCommentsComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** dialog: **MatDialog**,) { }  forumContent = [];  content: **string** = '';  ngOnInit(): **void** {  **this**.initializeComponents();  }  initializeComponents() {  **this**.getComments();  }  getComments() {  **this**.\_ds.\_httpRequest('getsubcontent', { subcode: **this.data.data.subcode\_fld** }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.forumContent = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  addReply() {  **let** load = {  data: {  subcode\_fld: **this.data.data**[**0**].subcode\_fld,  authorid\_fld: **this.\_user.getUserID**(),  content\_fld: **this.content**,  },  notif: **null**  }  **this**.\_ds.\_httpRequest('addreply', load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.forumContent.unshift(dt.payload[**0**]);  **this**.content = '';  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  } |

**ADD TOPIC FORUMS**

|  |
| --- |
| **export** **class** CrudTopicComponent **implements** OnInit {  Topicformgroup: **FormGroup**;  getRecipients = **new** getRecipients();  **constructor**(  **private** dialogReg: **MatDialogRef**<CrudTopicComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **public** \_user: **UserService**,  **private** \_ds: **DataService**,  **private** fb: **FormBuilder**,  ) { }  ngOnInit(): **void** {  **if** (**this**.data.type == 'edit\_topic') {  **this**.Topicformgroup = **this**.fb.group({  topicname: [**this**.data.data.topicname\_fld, Validators.required],  });  } **else** {  **this**.Topicformgroup = **this**.fb.group({  topicname: ['', Validators.required],  });  }  }  getErrorMessage() {  **if** (**this**.Topicformgroup.controls.topicname.hasError('required')) **return** 'You must enter a value';  }  addTopic() {  **if** (**this**.Topicformgroup.invalid) **return**;  **this**.\_user.setLoading(**true**)  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **let** load = {  data: {  topicname\_fld: **this.Topicformgroup.value.topicname**,  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Added Topic in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_ds.\_httpRequest('addtopic', load, **1**).subscribe((dt: **any**) => {  **this**.\_user.setLoading(**false**)  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(dt.payload);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  });  }  saveTopic() {  **this**.\_user.setLoading(**true**);  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **let** load = {  data: {  topicname\_fld: **this.Topicformgroup.value.topicname**,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Deleted Topic in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_ds.\_httpRequest('edittopic/' + **this**.data.data.topiccode\_fld + '/' + 'edit', load, **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.setLoading(**false**);  **this**.\_user.openSnackBar('The topic has been saved successfully.', **null**, **3000**);  **this**.closeDialog(load.data);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.\_user.openSnackBar('Oh, no! mistake has happened!', **null**, **3000**);  **this**.\_user.setLoading(**false**);  **this**.closeDialog(load.data);  });  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**CREATE AND EDIT POST CLASSFEED**

|  |
| --- |
| **export** **class** CrudPostComponent **implements** OnInit {  postForms: **FormGroup**;  editFiles = [];  editedFile\_dir: **any** = [];  filesToBeUpdated = [];  filePreviewAndUpload: **any** = [];  getRecipients = **new** getRecipients();  **constructor**(  **private** dialogReg: **MatDialogRef**<CRUDForumsComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** fb: **FormBuilder**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **public** \_uploadservice: **UploadingService**,  **private** \_common: **CommonService**,  ) {  }  ngOnInit(): **void** {  **this**.\_uploadservice.files = [];  **if** (**this**.data.type == 'edit\_post') {  **this**.editPost();  }  }  editPost() {  **this**.postForms = **this**.fb.group({  content\_fld: [**this**.data.data.content\_fld, Validators.required],  });  **this**.editedFile\_dir = **this**.data.data.dir\_fld;  **if** (**this**.editedFile\_dir !== '') {  **this**.editFiles = **this**.\_uploadservice.splitFilestring(**this**.editedFile\_dir);  }  }  async savePost() {  **if** ((**this**.filePreviewAndUpload.length == **0** && **this**.postForms.value.content\_fld == '')) **return**;  **this**.\_user.setLoading(**true**);  await **this**.\_uploadservice.uploadFiles(**this**.filePreviewAndUpload).then((files: **any**) => {  **let** arr: **any**;  **let** recipients = **this**.getRecipients.memberMap(**this**.\_user.getClassMembers().student);  **if** (files != **null**) {  arr = [...**this**.editedFile\_dir.split(':'), ...files.split(':')];  arr = arr.filter((f) => {  **return** f != "";  });  arr = arr.join(':');  } **else** **if** (files == **null**) {  arr = **this**.editedFile\_dir;  }  **let** load = {  data: {  "content\_fld": **this**.postForms.value.content\_fld,  "withfile\_fld": arr == '' ? 0 : **1**,  "dir\_fld": arr,  "datetime\_fld": **this**.data.data.datetime\_fld,  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **recipients.join**(':'),  message: **this.\_user.getUserFullname**() + " Edited Post in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_common.commonSubscribe('editpost/' + **this**.data.data.postcode\_fld + '/' + 'post', load, **1**)  .then((data: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.closeDialog(data.payload);  **this**.\_user.setLoading(**false**);  });  });  }  async deleteFiles(i, path) {  **let** newFiles: **any** = [];  **this**.\_common.commonSubscribe('deletefile', { dir\_fld: **path** }, **1**)  .then(() => {  **this**.editFiles.splice(i, **1**);  **this**.editFiles.map((f) => {  newFiles.push(f.name + '?' + f.path);  })  })  .then(() => {  newFiles = newFiles.join(':');  **let** load = {  data: {  "withfile\_fld": newFiles == '' ? 0 : **1**,  "dir\_fld": newFiles  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getUserFullname**() + " Edited Post in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  }  **this**.\_common.commonSubscribe('editpost/' + **this**.data.data.postcode\_fld + '/' + 'post', load, **1**)  .then((data: **any**) => {  **this**.editedFile\_dir = data.payload[**0**].dir\_fld;  });  }).**catch**((error) => {  error  });  }  getFile(event: **any**) {  **this**.filePreviewAndUpload = **this**.\_uploadservice.getFilePreview(event);  }  removeFilePreviews(i) { **this**.filePreviewAndUpload.splice(i, **1**); }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**CREATE AND EDIT RESOURCES**

|  |
| --- |
| **export** **class** CrudResourcesComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(  Breakpoints.XSmall  );  ResourceFormGroup!: FormGroup;  filePreviewAndUpload: **any** = [];  editedFile\_dir: **any** = [];  editFiles: **any** = [];  editLink: **any** = [];  filesToBeUpdated = [];  getRecipients = **new** getRecipients();  file = '';  linkResourcesList = [];  **constructor**(  **private** dialogReg: **MatDialogRef**<CrudResourcesComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** dialog: **MatDialog**,  **private** fb: **FormBuilder**,  **public** \_user: **UserService**,  **private** \_ds: **DataService**,  **private** \_uploadservice: **UploadingService**,  **public** uploadservice: **UploadingService**,  **private** \_common: **CommonService**,  **private** breakpointObserver: **BreakpointObserver**  ) { }  ngOnInit(): **void** {  **this**.intializeFunctions();  }  intializeFunctions() {  **this**.uploadservice.files = [];  **this**.ResourceFormGroup = **this**.fb.group({  res\_title: ['', Validators.required],  res\_desc: [''],  res\_topic: [''],  });  **if** (**this**.data.type == 'edit\_resources') **return** **this**.editResources();  }  getErrorMessage() {  **if** (**this**.ResourceFormGroup.controls.res\_title.hasError('required'))  **return** 'You must enter a value';  }  editResources() {  **this**.ResourceFormGroup = **this**.fb.group({  res\_title: [**this**.data.data.title\_fld, Validators.required],  res\_desc: [**this**.data.data.desc\_fld],  res\_topic: [**this**.data.data.topiccode\_fld],  });  **if** (!**this**.data.data.filedir\_fld.includes('%=!!=%')) {  **this**.editedFile\_dir = **this**.data.data.filedir\_fld;  **this**.editFiles = **this**.uploadservice.splitFilestring(  **this**.data.data.filedir\_fld  );  } **else** {  **let** temp = **this**.data.data.filedir\_fld.split('%=!!=%');  **this**.editedFile\_dir = temp[**0**];  **this**.editFiles = **this**.uploadservice.splitFilestring(temp[**0**]);  **this**.linkResourcesList = temp[**1**].split('//\*//');  }  }  async addResources() {  **let** linkTempString = **this**.linkResourcesList.join('//\*//');  **if** (**this**.filePreviewAndUpload.length == **0** || **this**.ResourceFormGroup.invalid)  **return**;  **this**.\_user.setLoading(**true**);  await **this**.\_uploadservice  .uploadFiles(**this**.filePreviewAndUpload)  .then((files: **string**) => {  files = `${files}%=!!=%${linkTempString}`;  **if** (linkTempString.length == **0**) {  files = files.replace('%=!!=%', '');  }  *// let recipients = this.getRecipients.memberMap(this.\_user.getClassMembers().student);*  **let** load = {  data: {  authorid\_fld: **this.\_user.getUserID**(),  topiccode\_fld: !**this**.ResourceFormGroup.value.res\_topic  ? 0  : **this.ResourceFormGroup.value.res\_topic**,  title\_fld: **this.ResourceFormGroup.value.res\_title**,  desc\_fld: **this.ResourceFormGroup.value.res\_desc**,  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  withfile\_fld: **files** == **null** ? 0 : **1**,  filedir\_fld: **files** == **null** ? '' : files,  },  notif: {  id: **this.\_user.getUserID**(),  *// recipient: recipients.join(':'),*  recipient: **null**,  message:  **this.\_user.getUserFullname**() +  ' Added Resources in ' +  **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  },  };  **this**.\_common  .commonSubscribe('addresource', load, **1**)  .then((data: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.filePreviewAndUpload = [];  **this**.closeDialog(data.payload);  **this**.\_user.openSnackBar(  'The resources has been successfully added. 🐱‍🏍 ',  'Close',  **3000**  );  })  .**catch**((error) => {  **this**.\_user.setLoading(**false**);  **this**.\_user.openSnackBar(  'An error occurred; please try again!',  'Close',  **3000**  );  });  });  }  async saveResources() {  **let** tempArray: **any**;  await **this**.\_uploadservice  .uploadFiles(**this**.filePreviewAndUpload)  .then((files: **any**) => {  **if** (files != **null**) {  tempArray = [...**this**.editedFile\_dir.split(':'), ...files.split(':')];  tempArray = tempArray.filter((element: **any**) => {  **return** element != '';  });  tempArray = tempArray.join(':');  }  **if** (files == **null**) {  tempArray = **this**.editedFile\_dir;  }  tempArray = `${tempArray}%=!!=%${**this**.linkResourcesList.join('//\*//')}`;  **if** (**this**.linkResourcesList.length == **0**) {  tempArray = tempArray.replace('%=!!=%', '');  }  **let** load = {  data: {  rescode\_fld: **this.data.data.rescode\_fld**,  authorid\_fld: **this.\_user.getUserID**(),  topiccode\_fld: **this.ResourceFormGroup.value.res\_topic**,  title\_fld: **this.ResourceFormGroup.value.res\_title**,  desc\_fld: **this.ResourceFormGroup.value.res\_desc**,  classcode\_fld: **this.\_user.getClassroomInfo**().classcode\_fld,  withfile\_fld: **tempArray** == '' || tempArray == **null** ? 0 : **1**,  filedir\_fld: **tempArray**,  datetime\_fld: **this.data.data.datetime\_fld**,  },  notif: {  id: **this.\_user.getUserID**(),  *// recipient: recipients.join(':'),*  recipient: **null**,  message:  **this.\_user.getUserFullname**() +  ' Edited Resources in ' +  **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  },  };  **this**.\_common  .commonSubscribe('editres/' + **this**.data.data.rescode\_fld, load, **1**)  .then(() => {  **this**.closeDialog(load.data);  **this**.\_user.setLoading(**false**);  });  });  }  async deleteFiles(i, path) {  **this**.\_user.setLoading(**true**);  **let** newFiles: **any** = [];  **this**.\_common  .commonSubscribe('deletefile', { dir\_fld: **path** }, **1**)  .then(() => {  **this**.editFiles.splice(i, **1**);  **this**.editFiles.map((f) => {  newFiles.push(f.name + '?' + f.path);  });  })  .then(() => {  newFiles = newFiles.join(':');  **let** load = {  data: {  withfile\_fld: **newFiles** == '' ? 0 : **1**,  filedir\_fld: **newFiles**,  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message:  **this.\_user.getUserFullname**() +  ' Edited Rescources in ' +  **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  },  };  **this**.\_common  .commonSubscribe('editres/' + **this**.data.data.rescode\_fld, load, **1**)  .then((data: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.editedFile\_dir = data.payload.filedir\_fld;  });  })  .**catch**((error) => {  error;  });  }  getFile(event: **any**) {  **this**.filePreviewAndUpload = **this**.\_uploadservice.getFilePreview(event);  }  removeFilePreviews(i) {  **this**.filePreviewAndUpload.splice(i, **1**);  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  } **else** **if** (filename == 'ppt') {  **return** '#CA4223';  } **else** **if** (filename == 'zip') {  **return** '#B23333';  } **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  addLinkModal() {  **let** data = {  type: 'AddResourcesLink',  };  **const** dialogRef = **this**.dialog.open(ViewDataOnlyComponent, {  maxWidth: '30%',  maxHeight: '50%',  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  **if** (result == **undefined**) **return**;  **this**.linkResourcesList.push(result);  });  }  removeLink(i) {  **this**.linkResourcesList.splice(i, **1**);  }  *// removeEditLink(i) { this.editLink.splice(i, 1); }*  } |

**GLOBAL DELETE DIALOG**

|  |
| --- |
| **export** **class** DeleteRecordComponent **implements** OnInit {  getRecipients = **new** getRecipients();  **constructor**(**public** dialogReg: **MatDialogRef**<DeleteRecordComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** dialog: **MatDialog**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**) { }  ngOnInit(): **void** { }  onNoClick(): **void** {  **this**.dialogReg.close();  }  deletePost() {  **let** load = {  data: { isdeleted\_fld: **1** }  , notif: **null**  }  **this**.\_ds.\_httpRequest('delpost/' + **this**.data.data.postcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  deleteComments() {  **let** load = {  data: {  isdeleted\_fld: **1**  }, notif: **null**  }  **this**.\_ds.\_httpRequest('delcomment/' + **this**.data.data.commentcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  deleteAct() {  **let** load = {  data: {  isdeleted\_fld: **1**  }, notif: **null**  }  **this**.\_ds.\_httpRequest('delact/' + **this**.data.data.actcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  deleteRes() {  **let** load = {  data: {  isdeleted\_fld: **1**  }, notif: **null**  }  **this**.\_ds.\_httpRequest('editres/' + **this**.data.data.rescode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.closeDialog(**true**);  });  }  deleteForums() {  **let** load = {  data: {  isdeleted\_fld: **1**  }, notif: **null**  }  **this**.\_ds.\_httpRequest('editforum/' + **this**.data.data.forumcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.closeDialog(**true**);  });  }  deleteSubForums() {  **let** load = {  data: { isdeleted\_fld: **1** },  notif: **null**  }  **this**.\_ds.\_httpRequest('delsubforum/' + **this**.data.data.subcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.closeDialog(**true**);  });  }  deleteReply() {  **let** load = {  data:  { isdeleted\_fld: **1** }  , notif: **null**  }  **this**.\_ds.\_httpRequest('delforumcont/' + **this**.data.data.contentcode\_fld, load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.closeDialog(**true**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.closeDialog(**true**);  });  }  deleteOption(num){  **this**.closeDialog(num)  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**VIEW RESOURCES**

|  |
| --- |
| **export** **class** ResourcePreviewComponent **implements** OnInit {  linkPath: **any**;  name: **string**;  **constructor**(**public** \_upload:**UploadingService**, **private** \_ds: **DataService**, **public** \_user:**UserService**, @Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** sanitizer: **DomSanitizer**) { }  ngOnInit(): **void** {  **this**.disableRightClick()  **this**.getLink(**this**.data.resourceString);  }  disableRightClick(){  *// window.frames['resourceframe'].document.oncontextmenu = ()=>{*  *// return false;*  *// }*  *// document.getElementById("resourceframe").oncontextmenu = function(){alert("No way!"); return false;}*  }  getLink(link){  **let** embbed:**string**;  **this**.name = **this**.\_upload.getfileExt(link);  **if** (**this**.name.includes('docx') || **this**.name.includes('xlsx') || **this**.name.includes('pptx')) {  embbed = `https:*//view.officeapps.live.com/op/embed.aspx?src=${link}&embedded=true`*  }  **if** (**this**.name.includes('txt') || **this**.name.includes('pdf') || **this**.name.includes('csv')) {  embbed = link;  }  **if** (**this**.name.includes('jpg') || **this**.name.includes('jpeg') || **this**.name.includes('png')) {  embbed = link;  }  *// console.log(embbed);*    **if** (embbed != **undefined**) {  **this**.linkPath = **this**.sanitizer.bypassSecurityTrustResourceUrl(embbed);  }**else**{  **this**.linkPath = **null**  }    *// this.linkPath = this.sanitizer.bypassSecurityTrustResourceUrl(embbed);*  }  } |

**STUDENTS WORK FILES**

|  |
| --- |
| **export** **class** StudentworksComponent **implements** OnInit, OnDestroy {  assigned: **boolean**;  studentworks: **Object**;  filterObject: **any** = [];  **default**: any;  studentActivitySummary: **any** = [];  **constructor**(  **private** dialogReg: **MatDialogRef**<StudentworksComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **private** \_common: **CommonService**  ) { }  ngOnInit(): **void** {  **this**.getStudentSummary();  }  ngOnDestroy(): **void** {  **this**.data = **null**;  }  getStudentSummary() {  **this**.\_user.setLoading(**true**);  **let** load = {  userid: **this.data.data.studnum\_fld**,  classcode: **this.\_user.getClassroomInfo**().classcode\_fld,  };  **this**.\_common.commonSubscribe('getstudentsummary', load, **1**).then((data: **any**) => {  **this**.studentActivitySummary = data.payload;  **this**.filterByKeys({ value: **4** });  **this**.\_user.setLoading(**false**);  }).**catch**((error) => {  console.log(error);  **this**.\_user.setLoading(**false**);  })  }  filterByKeys(filterkey) {  **let** filteredObject = [];  filteredObject = **this**.studentActivitySummary.filter(el => {  **if** (filterkey.value == **4**) **return** filteredObject.push(el);  **if** (filterkey.value == **0**) **return** el.issubmitted\_fld == **null**;  **return** el.issubmitted\_fld == filterkey.value;  })  **this**.filterObject = filteredObject;  }  } |

**UPDATE PROFILE**

|  |
| --- |
| **export** **class** UpdateProfileComponent **implements** OnInit {  firstFormGroup: **FormGroup**;  minDate = **new** Date();  userCred: **any** = **this**.data.data;  **constructor**(**private** dialogReg: **MatDialogRef**<UpdateProfileComponent>,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** \_dialog: **MatDialog**,  **public** \_user: **UserService**, **private** \_ds: **DataService**,  **private** fb: **FormBuilder**,  **private** datepipe: **DatePipe**,) {  }  ngOnInit(): **void** {  **this**.intializeFunctions();  }  intializeFunctions() {  **this**.firstFormGroup = **this**.fb.group({  fname\_fld: [''],  mname\_fld: [''],  lname\_fld: [''],  specialization\_fld: [],  email\_fld: ['', Validators.required],  extname\_fld: [''],  bdate\_fld: ['', Validators.required],  position\_fld: [''],  educ\_fld: [''],  assignment\_fld: ['']  });  **this**.editProfile();  }  editProfile() {  **this**.firstFormGroup = **this**.fb.group({  fname\_fld: [**this**.data.fname\_fld, [Validators.required, Validators.pattern(/^[A-Za-z ]+$/)]],  mname\_fld: [**this**.data.mname\_fld, Validators.pattern(/^[A-Za-z]+$/)],  lname\_fld: [**this**.data.lname\_fld, [Validators.required, Validators.pattern(/^[A-Za-z ]+$/)]],  specialization\_fld: [**this**.data.specialization\_fld],  email\_fld: [**this**.data.email\_fld, Validators.required],  extname\_fld: [**this**.data.extname\_fld],  bdate\_fld: [**this**.data.bdate\_fld, Validators.required],  position\_fld: [**this**.data.position\_fld],  educ\_fld: [**this**.data.educ\_fld],  assignment\_fld: [**this**.data.assignment\_fld],  });  }  getErrorMessage() {  **if** (**this**.firstFormGroup.controls.fname\_fld.hasError('pattern')) **return** 'Invalid Input - Only letters may be alowed.';  **if** (**this**.firstFormGroup.controls.mname\_fld.hasError('pattern')) **return** 'Invalid Input - Only letters may be alowed.';  **if** (**this**.firstFormGroup.controls.lname\_fld.hasError('pattern')) **return** 'Invalid Input - Only letters may be alowed.';  **if** (**this**.firstFormGroup.controls.fname\_fld.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.email\_fld.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.lname\_fld.hasError('required')) **return** 'You must enter a value';  **if** (**this**.firstFormGroup.controls.bdate\_fld.hasError('required')) **return** 'You must enter a value';  }  updateProfile() {  **if** (**this**.firstFormGroup.invalid) **return**;  **this**.\_user.setLoading(**true**);  **let** load = {  data: {  fname\_fld: **this.firstFormGroup.value.fname\_fld**,  mname\_fld: **this.firstFormGroup.value.mname\_fld**,  lname\_fld: **this.firstFormGroup.value.lname\_fld**,  specialization\_fld: **this.firstFormGroup.value.specialization\_fld**,  email\_fld: **this.firstFormGroup.value.email\_fld**,  extname\_fld: **this.firstFormGroup.value.extname\_fld**,  position\_fld: **this.firstFormGroup.value.position\_fld**,  educ\_fld: **this.firstFormGroup.value.educ\_fld**,  assignment\_fld: **this.firstFormGroup.value.assignment\_fld**,  bdate\_fld: **this.datepipe.transform**(**this**.firstFormGroup.value.bdate\_fld, 'yyyy-MM-dd'),  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getUserFullname**() + "Update Profile",  module: 'Profile',  }  }  **this**.\_ds.\_httpRequest('updateprofile/' + **this**.\_user.getUserID(), load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.openSnackBar('Profile has been successfully updated.', **null**, **3000**);  **this**.\_user.updateUserData({  fullname: `${dt.payload[**0**].fname\_fld} ${dt.payload[**0**].mname\_fld} ${dt.payload[**0**].lname\_fld} ${dt.payload[**0**].extname\_fld}`,  emailadd: **dt.payload**[**0**].email\_fld  });  **this**.closeDialog(dt.payload);  **this**.\_user.setLoading(**false**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  });  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**UPDATE PROFILE PIC**

|  |
| --- |
| **export** **class** UpdateProfilePictureComponent **implements** OnInit {  imageUrl: **ArrayBuffer** | **string** = **this**.\_ds.downloadURL + **this**.\_user.getUserImage();  files: **any** = [];  filepath: **string**;  base64Image: **string** = **null**;  croppedImage: **string** = **null**;  orientation: **any**;  **constructor**(  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** dialogReg: **MatDialogRef**<UpdateProfilePictureComponent>,  **private** \_imageCompress: **NgxImageCompressService**,  ) { }  ngOnInit(): **void** { }  compressFile() {  **this**.\_imageCompress.uploadFile().then(({ image, orientation }) => {  **this**.base64Image = image;  **this**.orientation = orientation;  });  }  imageCropped(e: **ImageCroppedEvent**) {  **this**.croppedImage = e.base64;  }  convertToBlob(e) {  **let** arr = e.split(','),  mime = arr[**0**].match(/:(.\*?);/)[**1**],  bstr = atob(arr[**1**]),  n = bstr.length,  u8arr = **new** Uint8Array(n);  **while** (n--) {  u8arr[n] = bstr.charCodeAt(n);  }  **return** **new** File([u8arr], 'Profile.png', { type: **mime** });  }  async updateProfile() {  **this**.\_user.setLoading(**true**);  **this**.\_imageCompress.compressFile(**this**.croppedImage, **this**.orientation, **50**, **100**).then(res => {  **let** imgData = **new** FormData();  **let** img: **string**;  **let** imgToUpload: **File**;  img = res;  imgToUpload = **this**.convertToBlob(img)  imgData.append('file[]', imgToUpload);  **this**.\_ds.\_httpRequest('editProfile/' + **this**.\_user.getUserID(), imgData, **3**).subscribe(async (data: **any**) => {  data = await **this**.\_user.\_decrypt(data.a);  **let** load = {  data: {  profilepic\_fld: **data.payload.filepath**  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getUserFullname**() + ' Profile picture update.',  module: 'Profile Component'  }  }  **this**.\_ds.\_httpRequest('updateprofile/' + **this**.\_user.getUserID(), load, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.updateUserData({ img: **dt.payload**[**0**].profilepic\_fld + "?e=" + Math.random().toString() });  **this**.dialogReg.close();  **this**.\_user.setLoading(**false**);  }, err => {  err = **this**.\_user.\_decrypt(err.error.a);  **this**.\_user.setLoading(**false**);  });  });  });  }  } |

**VIEW DATA ONLY**

|  |
| --- |
| **export** **class** ViewDataOnlyComponent **implements** OnInit {  Content: **any** = [];  date = **new** Date();  resourcesfiles = [];  ScoringForm: **FormGroup**;  userQuestData: **any** = []  questList = **new** QuestDataItem();  shopItems = **new** ShopItems();  itemsAcquired = **new** Array();  badgesAcquired = **new** Array();  AddlinkForm: **FormGroup**;  resourcesLinkList = [];  **constructor**(**private** dialogReg: **MatDialogRef**<ViewDataOnlyComponent>, @Inject(MAT\_DIALOG\_DATA) **public** data,  **private** dialog: **MatDialog**, **public** uploadservice: **UploadingService**, **public** \_ds: **DataService**, **public** \_user: **UserService**, **private** fb: **FormBuilder**, **private** \_router: **Router**) {  **this**.Content = data;  }  ngOnInit(): **void** {  **this**.initializeComponents();  }  ngOnDestroy() {  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  }  **else** **if** (filename == 'ppt') {  **return** '#CA4223';  }  **else** **if** (filename == 'zip') {  **return** '#B23333';  }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  viewerSelected(data) {  **this**.closeDialog(data);  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  getErrorMessage() {  **if** (**this**.ScoringForm.controls.score.hasError('required')) **return** 'You must enter a value';  }  savePoints() {  **if** (**this**.ScoringForm.invalid) **return**  **this**.closeDialog(**this**.ScoringForm.value.score);  }  initializeComponents() {  **if** (**this**.Content['type'] === 'AddResourcesLink') {  **this**.AddlinkForm = **this**.fb.group({  link: ['', [Validators.required, Validators.pattern(/(^|\s)((https?:\/\/)?[\w-]+(\.[\w-]+)+\.?(:\d+)?(\/\S\*)?)/gi)]],  })  }  **var** days = ['Sunday', 'Monday', 'Tuesday', 'Wednesday', 'Thursday', 'Friday', 'Saturday'];  days[**this**.date.getDay()];  **if** (**this**.Content['type'] == 'Resources') {  **if** (!**this**.data.data.filedir\_fld.includes("%=!!=%")) {  **this**.resourcesfiles = **this**.uploadservice.splitFilestring(**this**.Content.data.filedir\_fld);  } **else** {  **let** temp = **this**.Content.data.filedir\_fld.split("%=!!=%");  **this**.resourcesfiles = **this**.uploadservice.splitFilestring(temp[**0**]);  **this**.resourcesLinkList = temp[**1**].split("//\*//");  }  }  **if** (**this**.Content['type'] == 'score\_essay')  **this**.ScoringForm = **this**.fb.group({  score: [**this**.data.data.points, Validators.required],  });  *// this.getQuestData()*  }  userLogout() {  window.sessionStorage.clear();  **this**.dialog.closeAll();  **this**.\_router.navigate(['login']);  **this**.\_user.openSnackBar('Logged out successfully', **null**, **3000**);  }  getQuestData() {  **this**.\_ds.\_httpRequest('gameprogress', { studnum\_fld: **this.data.data.studnum\_fld** }, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.userQuestData = data.payload[**0**]  **this**.getAchievements();  **this**.getItems()  }, error => {  error = **this**.\_user.\_decrypt(error.error.a)  })  }  getAchievements() {  **let** userDataArrayListCode = **this**.userQuestData.badges\_acquired\_fld.split(';')  **this**.questList.quest.filter((questData) => {  userDataArrayListCode.forEach(badgeAcquired => {  questData.questcode\_fld === badgeAcquired ? **this**.badgesAcquired.push(questData) : **null**  });  })  }  getItems() {  **let** itemDataArrayListCode = **this**.userQuestData.items\_acquired\_fld.split(';')  **this**.shopItems.shopItems.filter((shopItems) => {  itemDataArrayListCode.forEach((itemAcquired) => {  shopItems.itemcode\_fld === itemAcquired ? **this**.itemsAcquired.push(shopItems) : **null**  })  })  }  addLinkResource() {  **if** (**this**.AddlinkForm.invalid) **return**;  **this**.closeDialog(**this**.AddlinkForm.value.link);  }  getAddLinkFormErrorMessage() {  **if** (**this**.AddlinkForm.controls.link.hasError('required')) **return** 'This field is required.';  **if** (**this**.AddlinkForm.controls.link.hasError('pattern')) **return** 'This is invalid link.';  }  } |

**VIEW POLL**

|  |
| --- |
| **export** **class** ViewpollComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  getRecipients = **new** getRecipients();  editmode: **number**;  editcontent: **string** = '';  selectedIndex: **number**;  **constructor**  (@Inject(MAT\_DIALOG\_DATA) **public** data,  **public** \_common: **CommonService**,  **private** breakpointObserver: **BreakpointObserver**,  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **public** dialog: **MatDialog**,  **private** dialogReg: **MatDialogRef**<ViewpollComponent>,) { }  ngOnInit(): **void** {  **this**.editmode = **0**;  }  editOption(index, content: **any**) {  **this**.selectedIndex = index;  **this**.editcontent = content.choice;  **this**.editmode = **1**;  }  deleteRecords(type, item, i) {  **let** data = {  type: **type**,  data: **item**,  };  **const** dialogRef = **this**.dialog.open(DeleteRecordComponent, {  panelClass: '',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  disableClose: **true**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result) {  **this**.data.pollresponse\_fld.splice(i, **1**);  **this**.data.pollchoices\_fld.splice(i,**1**);  **this**.savePoll();  }  });  }  canceledit() {  **this**.editmode = **0**;  **this**.editcontent = '';  }  addOption(e) {  e.preventDefault();  **let** f = e.target.elements;  **this**.data.pollresponse\_fld.push({  choice: **f.option\_name.value**,  votes: **0**,  respondents: []  });  **this**.data.pollchoices\_fld.push(f.option\_name.value);  f.option\_name.value = **null**;  **this**.savePoll();  }  editChoices(e, i) {  e.preventDefault();  **let** f = e.target.elements;  **this**.data.pollresponse\_fld[i].choice = f.choice\_name.value;  **this**.data.pollchoices\_fld[i] = f.choice\_name.value;  **this**.savePoll();  }  savePoll() {  **this**.\_user.setLoading(**true**);  **let** load = {  data: {  "content\_fld": **this**.data.content\_fld + '($)' + **this**.data.pollchoices\_fld.join('(\*)'),  }, notif: {  id: **this.\_user.getUserID**(),  recipient: **null**,  message: **this.\_user.getUserFullname**() + " Edited Post in " + **this**.\_user.getClassroomInfo().subjdesc\_fld,  module: 'Classroom',  }  };  **this**.\_common.commonSubscribe('editpost/' + **this**.data.postcode\_fld + '/' + 'post', load, **1**)  .then((data: **any**) => {  **this**.\_user.setLoading(**false**);  **this**.editmode = **0**;  **this**.\_user.openSnackBar('Option has been successfully added and saved.', **null**, **2000**)  })  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  } |

**STUDENT PANEL**
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**STUDENT LOGIN.html**

|  |
| --- |
| **<div** id="box-container" class="bg-container"**>**  **<div** class="d-flex align-items-center justify-content-center flex-column"**>**  **<img** class="logo" appLazyLoad src="assets/logo/R3LAMP.png" alt="" **/>**  **</div>**  *<!--FORM SECTION-->*  **<div** class="row"**>**  *<!--SIGN UP-->*  **<div**  class="col d-flex align-items-center justify-content-center flex-column sign-up"  **>**  **<div** class="form-wrapper"**>**  **<div** class="form sign-up"**>**  **<button** mat-icon-button class="backtn" (click)="toggle()"**>**  **<mat**-icon**>**arrow\_back</mat-icon>  **</button>**  **<form**  class="forms"  (submit)="forgotPassword($event)"  ngNativeValidate  **>**  **<h1** class="text-center"**>**Forgot password?**</h1>**  **<label>**Student ID**</label>**  **<div** class="forms\_\_box"**>**  **<mat**-icon**>**account\_circle</mat-icon>  **<input** type="number" placeholder="Ex: 2020XXXX" required **/>**  **</div>**  **<label>**Email Address**</label>**  **<div** class="forms\_\_box"**>**  **<mat**-icon**>**email</mat-icon>  **<input**  type="email"  placeholder="Ex: Juandelacruz@lamp.com"  required  **/>**  **</div>**  **<label>**Birthdate**</label>**  **<div** class="forms\_\_box"**>**  **<mat**-icon**>**event</mat-icon>  **<input**  type="text"  placeholder="Birthdate"  onfocus="(this.type='date')"  required  **/>**  **</div>**  **<label>**Last Name**</label>**  **<div** class="forms\_\_box"**>**  **<mat**-icon**>**engineering</mat-icon>  **<input** type="password" placeholder="Last name" required **/>**  **</div>**  **<button** mat-raised-button type="submit" class="submitbutton"**>**  Submit  **</button>**  **</form>**  **<p>**  **<strong** class="mainbtn" (click)="toggle()"  **>**Back to the main Page**</strong**  **>**  **</p>**  **</div>**  **</div>**  **</div>**  *<!--END OF SIGN UP-->*  *<!--SIGN IN-->*  **<div**  class="col d-flex align-items-center justify-content-center flex-column sign-in"  **>**  **<div** class="form-wrapper"**>**  **<form** class="form sign-in" ngNativeValidate (submit)="onSubmit($event)"**>**  **<h1** class="text-center"**>**Welcome Students!**</h1>**  *<!-- <p class="subtitle">Login first</p> -->*  *<!-- <label for="">Email Address</label> -->*  **<div** class="form\_\_box"**>**  **<mat**-icon**>**account\_circle</mat-icon>  **<input**  type="text"  placeholder="Email Address"  id="param1"  required  **/>**  **</div>**  *<!-- <label for="">Password</label> -->*  **<div** class="form\_\_box"**>**  **<mat**-icon**>**lock</mat-icon>  **<input**  [type]="hide ? 'text' : 'password'"  id="param2"  type="password"  placeholder="Password"  required  **/>**  **<mat**-icon  class="fa-eye show"  [ngStyle]="{ 'opacity.%': 60 }"  \*ngIf="!hide; else showpass"  matTooltip="asdas"  (click)="hide = !hide"  **>**  visibility  </mat-icon>  **<ng**-template #showpass**>**  **<mat**-icon  class="fa-eye show"  [ngStyle]="{ 'opacity.%': 60 }"  (click)="hide = !hide"  **>**  visibility\_off  </mat-icon>  </ng-template>  **</div>**  **<p**  class="error"  style="text-align: center; color: red; margin: 0"  \*ngIf="errMsg != ''"  **>**  {{ errMsg }}  **</p>**  **<button** mat-raised-button class="submitbutton" type="submit"**>**  LOGIN  **</button>**  **<div** class="forget"**>**  **<small>**  Forgot Password?  **<strong** class="click-here" (click)="toggle()"**>**Click here**</strong>**  **</small>**  **<small>**R3LAMP v{{ user.version }}**</small>**  **</div>**  **</form>**  **</div>**  **</div>**  *<!--END OF SIGN IN-->*  **</div>**  **<div** class="row content-row"**>**  *<!--SIGN IN CONTENT-->*  **<div**  class="col flex-column align-items-center justify-content-center text-center"  **>**  **<div** class="text sign-in"**>**  *<!-- <div class="d-flex link-page">*  *<li>View home Page</li>*  *<li>Contact</li>*  *</div> -->*  **<div** class="img sign-in"**>**  **<img** appLazyLoad src="assets/images/login.png" alt="" **/>**  **</div>**  **<div** class="other-img"**>**  **<div** class="imgcontain"**>**  **<div** class="appstore"**>**  **<img** appLazyLoad src="assets/logo/apple.png" alt="app" **/>**  **<img** appLazyLoad src="assets/logo/playstore.png" alt="app" **/>**  **</div>**  **<img** appLazyLoad src="assets/logo/R3LAMP.png" alt="mainlogo" **/>**  *<!-- <a><img style="margin-left: 12px;" appLazyLoad src="assets/images/BHC.png" alt="" width="150px"></a> -->*  **<img** appLazyLoad src="assets/logo/logo.png" alt="schoologo" **/>**  **</div>**  **</div>**  **</div>**  **</div>**  *<!--END OF SIGN IN CONTENT-->*  *<!--SIGN UP CONTENT-->*  **<div**  class="col flex-column align-items-center justify-content-center text-center"  **>**  **<div** class="img sign-up"**>**  **<img**  appLazyLoad  src="assets/images/forgotpass.png"  alt=""  class="forgetimg"  **/>**  **</div>**  **<div** class="text sign-up"**></div>**  **</div>**  *<!--END OF SIGN UP CONTENT-->*  *<!--END OF CONTENT SECTION-->*  **</div>**  **</div>** |

**STUDENT LOGIN.ts**

|  |
| --- |
| **export** **class** LoginComponent **implements** OnInit {  errMsg: **any**;  hide: **any**;  isMobile: **boolean** = **false**;  isTablet: **boolean** = **false**;  isDesktopDevice: **boolean** = **false**;  **constructor**(  **public** dialog: **MatDialog**,  **private** router: **Router**,  **private** \_snackbar: **MatSnackBar**,  **private** deviceService: **DeviceDetectorService**,  **private** ds: **DataService**,  **public** user: **UserService**){ }  showconfirmpassword: **boolean** = **false**;  ngOnInit(): **void** {  **this**.getSettings();  setTimeout(() => {  **let** container:**any** = document.getElementById('box-container');  container.classList.toggle('sign-in');  }, **200**)  }  getSettings(){  **this**.ds.\_httpRequest('getsettings',**null**,**2**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);  **this**.user.setSettings(data.payload[**0**]);  },er=>{  er = **this**.user.\_decrypt(er.error.a);  })  }  detectDevice() {  **this**.isMobile = **this**.deviceService.isMobile();  **this**.isTablet = **this**.deviceService.isTablet();  **this**.isDesktopDevice = **this**.deviceService.isDesktop();  }  toggle(){  **let** container:**any** = document.getElementById('box-container');  container.classList.toggle('sign-in');  container.classList.toggle('sign-up');  }    onSubmit(e){  e.preventDefault();  **this**.user.setLoading(**true**);  **let** f = e.target.elements;  **let** param1 = f.param1.value;  **let** param2 = f.param2.value;  **let** param3: **number** = **1**;  **let** param4: **string** = **this**.user.isMobile() ? 'Web Access using Mobile phone' : 'Web Access using Desktop/Laptop';    **this**.ds.\_httpRequest('studentlogin',{param1,param2,param3,param4},**2**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);  *// console.log(data);*    **if** (data.status.remarks === 'success') {  **this**.user.setLoading(**false**);  **this**.\_snackbar.open("Welcome, "+data.payload.fullname +"!", "", {duration:**1500**});  **this**.user.setUserData(data.payload);  **this**.user.setProfilePicture(data.payload.img);  **this**.user.setLoginState();  **if** (data.payload.reset == **1**) {  **this**.changePassword();  } **else** {  **this**.router.navigate(['main/classes']);  }    } **else** {  **this**.errMsg = data.status.message;  }  }, (er) => {  **let** data = **this**.user.\_decrypt(er.error.a);  **this**.user.setLoading(**false**);  **this**.errMsg = data.status.message;  });  }  openShowPassword(pw: **string**) {  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  **if** (**this**.user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.minWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '20vh';  dialogConfig.minWidth = '15vw';  dialogConfig.maxHeight = 'auto';  }  dialogConfig.disableClose = **true**;  dialogConfig.data = {  option: 'forgotpass',  newpw: **pw**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  **this**.toggle();  });  }  changePassword(){  **const** dialogConfig = **new** MatDialogConfig();  **const** dialogRef = **this**.dialog.open(ChangePassModalComponent,dialogConfig);  }  forgotPassword(e){  e.preventDefault();  **let** param1 = e.target[**0**].value;  **let** param2 = e.target[**2**].value;  **let** param3 = e.target[**1**].value;  **let** param4 = e.target[**3**].value;  **let** load = { param1, param2, param3, param4 }  *// console.log(load);*    **this**.ds.\_httpRequest('forgotpass',load,**2**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);  *// console.log(data);*  **this**.\_snackbar.open(data.status.message, **null**, {duration:**1500**});  *// this.sendMail(param3,data.payload.pass);*  **this**.openShowPassword(data.payload.pass);  e.target[**0**].value = **null**;  e.target[**1**].value = **null**;  e.target[**2**].value = **null**;  e.target[**3**].value = **null**;    },er=>{  er = **this**.user.\_decrypt(er.error.a);  **this**.\_snackbar.open(er.status.message, **null**, {duration:**1500**});  *// console.log(er);*    });    }  sendMail(email,password){  **let** load = {  emailArray:[email],  body: "Hello, Your new password is "+password,  subject:"Reset Password"  }  *// console.log(load);*    **this**.ds.\_httpRequest('mailer',load,**5**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);  *// console.log("success");*    },er =>{  er = **this**.user.\_decrypt(er.error.a);  *// console.log(er);*  })  }  } |

**LAYOUT (SIDEMENU)**

|  |
| --- |
| **export** **class** LayoutComponent **implements** OnInit {  @ViewChild('drawer') drawer: **any**;  date = **new** Date();  value = **70**;  isHandset$: **Observable**<**boolean**> = **this**.\_breakpointObserver.observe(Breakpoints.Handset)  .pipe(  map(result => result.matches),  shareReplay()  );  notifications = [];  notifObject: **any** = [];  count=**0**;  **constructor**(  **public** dialog:**MatDialog**, **private** \_breakpointObserver: **BreakpointObserver**, **private** router: **Router**, **public** ds: **DataService**, **public** user: **UserService**, **private** \_snackbar: **MatSnackBar**) { }  showNotification: **boolean** = **false**;  ngOnInit(): **void** {  *// this.getnotification()*  **this**.getQuestData()  *// this.chat.openWebSocket();*  setInterval(() => {  **this**.date = **new** Date();  }, **1000**);  }  closeSideNav() {  **if** (**this**.drawer.\_mode == 'over') {  **this**.drawer.close();  }  }  logout(option) {  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.autoFocus = **true**;  dialogConfig.disableClose = **true**;  **if** (**this**.user.isMobile()) {  dialogConfig.width = '100%';  } **else** {  dialogConfig.width = '18%';  }  dialogConfig.data = {  option:**option**  }  **const** logout = **this**.dialog.open(DialogComponent,dialogConfig);  logout.afterClosed().subscribe((result:**any**)=>{  **if** (result.data) {  window.sessionStorage.clear();  **this**.\_snackbar.open("Successfully logged out", "", {duration:**1500**});  **this**.router.navigate(['login']);  }  })  }  openNotification() {  **this**.showNotification = !**this**.showNotification;  }  closeNotification(state:**boolean**) {  **this**.showNotification = state;  }  getnotification() {  **this**.ds.\_httpRequest('getnotif',**null**,**1**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);  **this**.notifObject = data.payload;  **this**.count = data.payload.length;    },er=>{  er = **this**.user.\_decrypt(er.error.a);  **this**.count = **0**;  })  }  getQuestData() {  **this**.ds.\_httpRequest('gameprogress',**null**,**1**).subscribe((data:**any**)=>{  data = **this**.user.\_decrypt(data.a);    **this**.user.setQuestData(data.payload[**0**]);  },error => {  error = **this**.user.\_decrypt(error.error.a)    })  }    } |

**CLASSES**

|  |
| --- |
| **export** **class** ClassComponent **implements** OnInit {  allClasses: **any**[]= [];  classes: **any**[] = [];  teachersList: **any**[] = [];  isLoading: **boolean** = **true**;  schedule: **any** = [];  perfectscore: **any** = [];  score: **number**;  showLoader : **boolean** = **true**;  quests: **any**;  date = **new** Date();  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  **constructor**(**public** \_user:**UserService**,**public** \_ds:**DataService**, **public** dialog: **MatDialog**, **private** breakpointObserver: **BreakpointObserver**) { }  ngOnInit(): **void** {  **this**.getClass();  setInterval(() => {  **this**.date = **new** Date();  }, **1000**);  }  getClass() {  **this**.\_ds.\_httpRequest('getclasslist', { userid: **this.\_user.getUserID**(), acadyear:**this.\_user.getAcadYear**(), semester:**this.\_user.getSemester**() }, **1**).subscribe((res: **any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.allClasses = **this**.sortClass(res.payload);  **this**.classes = **this**.allClasses;  **this**.\_user.setStudentSchedule(**this**.allClasses);  **this**.isLoading = **false**;  **this**.showLoader = **false**;  },er =>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.allClasses = [];  **this**.classes = [];  **this**.\_user.setStudentSchedule(**this**.allClasses);  **this**.showLoader = **false**  });  }  viewclass(data) {  **this**.\_user.setSelectedClass(data);  }  sortClass(payload): any {  **let** arrDays: **string**[] = ['Mon', 'Tue', 'Wed', 'Thu', 'Fri', 'Sat', 'Sun'];  **let** tmp: **any** = payload;  **let** items: **any**[]=[];  arrDays.forEach(x => {  tmp.forEach(y => {  **let** found=**0**;  **if**(y.day\_fld.includes(x)) {  items.forEach(z=>{  **if**(y.classcode\_fld==z.classcode\_fld) found = **1**;  });  **if**(found!=**1**) items.push(y);  }  });  });  **return** items  }  filterClass(ev) {  **let** searchItem: **string** = ev.target.value;  **this**.classes = **this**.allClasses.filter((x)=>{  **return** (  x.classcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subjcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subjdesc\_fld.toUpperCase().includes(searchItem.toUpperCase())  );  });  }  openDialog() {  **let** data = {  "data": **this**.allClasses,  };  **const** dialogRef = **this**.dialog.open(ViewScheduleModalComponent, {  panelClass: 'dialogpadding',  maxWidth: '90vw',  maxHeight: '90vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('100%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  getDays(vDays): **string** {  **let** tmp: **string** = '';  **if**(vDays.includes('Mon')) { tmp+='M'; }  **if**(vDays.includes('Tue')) { tmp+='T'; }  **if**(vDays.includes('Wed')) { tmp+='W'; }  **if**(vDays.includes('Thu')) { tmp+='Th'; }  **if**(vDays.includes('Fri')) { tmp+='F'; }  **if**(vDays.includes('Sat')) { tmp+='Sat'; }  **if**(vDays.includes('Sun')) { tmp+='Sun'; }  **return** tmp;  }  } |

**CLASSROOM**

|  |
| --- |
| **export** **class** ClassroomComponent **implements** OnInit {  isWideScreen$: **Observable**<**boolean**> | **undefined**;  showtab: **boolean** = **false**;  instructor: **any** = [];  students: **any** = [];  **constructor**(**private** \_location: **Location**, **private** \_ds: **DataService**, **public** \_user: **UserService**, **private** route: **Router**) { }  ngOnInit(): **void** {  **this**.InitializeClassmembers()  **this**.getUnread()  }  *// ngOnDestroy(): void {*  *// window.sessionStorage.removeItem(btoa('teacher'));*  *// window.sessionStorage.removeItem(btoa('students'));*  *// }*  InitializeClassmembers(){  **let** load = {  data:{  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  acadyear:**this.\_user.getAcadYear**(),  semester:**this.\_user.getSemester**()  }  }  **this**.\_ds.\_httpRequest('getmembers',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);      **if** (data.payload != **null**) {  **this**.instructor = data.payload.instructor;  **this**.\_user.setTeachers(**this**.instructor);  **this**.students = data.payload.student;  **this**.\_user.setStudents(**this**.students);  }  },er => {  er = **this**.\_user.\_decrypt(er.error.a);    })  }  unreadCount = **null**  getUnread() {  **this**.\_ds.\_httpRequest('getunread', { roomcode: **this.route.url.split**('/')[**3**], recipient: **this.\_user.getUserID**() }, **1**).subscribe(async(res:**any**) => {  **const** data = await **this**.\_user.\_decrypt(res.a);  **this**.unreadCount = data.payload.length;    **this**.\_user.setMessageBadge(**this**.unreadCount)  }, er => {  er = **this**.\_user.\_decrypt(er.error.a)  **this**.\_user.setMessageBadge('')  })  }  } |

**CLASS SCHEDULE**

|  |
| --- |
| **export** **class** ViewScheduleModalComponent **implements** OnInit {  *// Schedules*  m = [];  t = [];  w = [];  th = [];  f = [];  sat = [];  sun = [];  index = **1**;  isLoading: **boolean** = **true**;  schedule: **any** = [];  **constructor**(**public** \_ds: **DataService**, **private** \_user: **UserService**, @Inject(MAT\_DIALOG\_DATA) **public** data: **any**) { }  ngOnInit(): **void** {  **this**.schedule = **this**.data.data;  **this**.setSchedule();    }  convertTime12to24 = (time12h) => {  **const** [time, modifier] = time12h.split(' ');  **let** [hours, minutes] = time.split(':');  **if** (hours === '12') {  hours = '00';  }  **if** (modifier === 'PM') {  hours = parseInt(hours, **10**) + **12**;  }  **if** (hours.length == **1**) {  hours = '0'.concat(hours);  }  **return** `${hours}:${minutes}`;  }  sortField(field, isOrdered) {  **return** (a, b) => {  **if** (isOrdered) {  **return** a[field].toString().localeCompare(b[field].toString());  }  **return** b[field].toString().localeCompare(a[field].toString());  };  }  setSchedule(){  **for** (**let** i = **0**; i < **this**.schedule.length; i++) {  **let** sched = **this**.schedule[i].day\_fld;  **if** (sched.match('Mon')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.m.push(mondaySched);  }  **if** (sched.match('Tue')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.t.push(mondaySched);  }  **if** (sched.match('Wed')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.w.push(mondaySched);  }  **if** (sched.match('Thu')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.th.push(mondaySched);  }  **if** (sched.match('Fri')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.f.push(mondaySched);  }  **if** (sched.match('Sat')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.sat.push(mondaySched);  }  **if** (sched.match('Sun')) {  **let** time = **this**.convertTime12to24(**this**.schedule[i].starttime\_fld);  **let** mondaySched = {  'id': i + **this**.index,  'subject': **this**.schedule[i].subjdesc\_fld,  'startTime': **this**.schedule[i].starttime\_fld,  'endTime': **this**.schedule[i].endtime\_fld,  'date': '2016-12-07T' + time,  'SubjectCode': **this**.schedule[i].subjcode\_fld  }  **this**.sun.push(mondaySched);  }  **this**.m.sort(**this**.sortField('date', **true**));  **this**.t.sort(**this**.sortField('date', **true**));  **this**.w.sort(**this**.sortField('date', **true**));  **this**.th.sort(**this**.sortField('date', **true**));  **this**.f.sort(**this**.sortField('date', **true**));  **this**.sat.sort(**this**.sortField('date', **true**));  **this**.sun.sort(**this**.sortField('date', **true**));  }  }  } |

**CLASSFEED**

|  |
| --- |
| **xport** **class** ClassFeedComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(  Breakpoints.XSmall  );  classobject: **any**;  globalvar: **any**;  subjcode: **any**;  postobject: **any** = [];  pageslice: **any** = [];  resources: **any**[] = [];  teacherlistobject: **any**;  instructor: **any**;  students: **any**;  activities: **any**[] = [];  files: **any** = [];  fileButton: **boolean** = **false**;  photoButton: **boolean** = **false**;  videoButton: **boolean** = **false**;  openButton: **number** = **0**;  withfile: **number**;  isUploading: **boolean**;  filepathtoupload: **any**;  textcontent: **string** = '';  datatoedit: **any**;  filepath: **FormData**;  act: **any**[] = [];  acceptedFiles =  '.doc,.docx,.html,.htm,.odt,.pdf,.xls,.xlsx,.ods,.ppt,.pptx,.txt';  commentcount: **number**;  activityObject: **any** = [];  **constructor**(  **public** \_user: **UserService**,  **public** \_ds: **DataService**,  **public** uploadservice: **UploadsService**,  **public** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **private** sanitizer: **DomSanitizer**,  **private** \_snackbar: **MatSnackBar**,  **public** \_upload: **UploadsService**,  **public** \_commonservice: **CommonService**,  **public** \_quest: **QuestService**  ) { }  ngOnInit(): **void** {  **this**.getClasspost();  **this**.getActivities();  **this**.getResource();  }  ngAfterViewInit(): **void** {  console.clear();  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  } **else** **if** (filename == 'ppt') {  **return** '#CA4223';  } **else** **if** (filename == 'zip') {  **return** '#B23333';  } **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  getfileExt(filename) {  **return** filename.split('.').pop();  }  getClasspost() {  **this**.\_ds  .\_httpRequest(  'getcpost',  {  classcode: **this.\_user.getSelectedClass**().classcode\_fld,  type: 'post',  },  **1**  )  .subscribe(  (data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.postobject = data.payload;  **if** (**this**.postobject != **null**) {  **this**.postobject.sort((a, b) => {  **return** (  <any>**new** Date(b.timestamp\_fld) - <any>**new** Date(a.timestamp\_fld)  );  });  **this**.pageslice = **this**.addVideoUrl(**this**.postobject);  **this**.pageslice = **this**.addfiles(**this**.postobject);  }  },  (er) => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.postobject = [];  }  );  }  getActivities() {  **let** load = {  classcode: **this.\_user.getSelectedClass**().classcode\_fld,  type: '',  };  **this**.\_ds.\_httpRequest('getcpost', load, **1**).subscribe(  (data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.activities = data.payload;  **for** (**let** i = **0**; i < **this**.activities.length; i++) {  **if** (  **this**.activities[i].type\_fld === **0** ||  (**this**.activities[i].type\_fld === **1** &&  **this**.activities[i].datesched\_fld < **this**.\_user.getDateToday())  ) {  **this**.activities[i].openQuiz = **true**;  } **else** {  **this**.activities[i].openQuiz = **false**;  }  }  },  (er) => {  er = **this**.\_user.\_decrypt(er.error.a);  }  );  }  getResource() {  **this**.\_ds  .\_httpRequest(  'getreslist',  { classcode: **this.\_user.getSelectedClass**().classcode\_fld },  **1**  )  .subscribe(  (data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.resources = **this**.splitLinkResource(data.payload);  **this**.\_user.setResources(**this**.resources);  },  (er) => {  er = **this**.\_user.\_decrypt(er.error.a);  }  );  }  *// Fetching Data End*  *// Start of file uploading*  async submitPost() {  **this**.\_user.setLoading(**true**);  **this**.fileButton = **true**;  **this**.photoButton = **true**;  **this**.videoButton = **true**;  await **this**.\_upload  .Filepath(**this**.files)  .then((filepath: **any**) => {  **this**.filepathtoupload = filepath;  })  .**catch**((e) => {  **return**;  });  **let** load = {  data: {  classcode\_fld: **this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld: **this.\_user.getUserID**(),  content\_fld: **this.textcontent**,  withfile\_fld: **this.withfile**,  dir\_fld: **this.filepathtoupload**,  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message:  **this.\_user.getFullname**() +  ' created a post on ' +  **this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom',  },  };  **this**.\_ds.\_httpRequest('addpost', load, **1**).subscribe(  (data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.postobject.unshift(data.payload[**0**]);  **this**.pageslice = **this**.addVideoUrl(**this**.postobject);  **this**.pageslice = **this**.addfiles(**this**.postobject);  **this**.textcontent = '';  **this**.files = [];  **this**.filepathtoupload = '';  **this**.withfile = **0**;  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  **this**.\_user.setLoading(**false**);  **this**.\_snackbar.open('Post added.', **null**, { duration: **1500** });  *//Update Quest User Data*  **this**.\_quest.UpdateCountAchievement(Crud.ADD, fldNames.piccnt\_fld);  },  (er) => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setLoading(**false**);  **this**.\_snackbar.open(er.status.message, **null**, { duration: **1500** });  }  );  }  async getFile(event) {  **let** sum: **number** = **0**;  **for** (**let** i = **0**; i < event.target.files.length; i++) {  sum += event.target.files[i].size;  **this**.files.push(event.target.files[i]);  **let** ext = **this**.getext(**this**.files[i].name);  **switch** (ext) {  **case** 'txt':  **case** 'doc':  **case** 'docx':  **case** 'html':  **case** 'htm':  **case** 'odt':  **case** 'pdf':  **case** 'xls':  **case** 'xlsx':  **case** 'ods':  **case** 'pdf':  **case** 'ppt':  **case** 'pptx':  **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **true**;  **this**.withfile = **5**;  **break**;  **case** 'm4v':  **case** 'avi':  **case** 'mpg':  **case** 'mp4':  **this**.fileButton = **true**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  **this**.withfile = **2**;  **break**;  **case** 'jpg':  **case** 'gif':  **case** 'bmp':  **case** 'png':  **case** 'jpeg':  **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  **this**.withfile = **1**;  **break**;  }  **this**.\_upload.getFile(**this**.files);  }  **if** (sum > **30000000**) {  **this**.\_snackbar.open(  'Your total upload file(S) is ' +  (sum / **1048576**).toFixed(**2**).toString() +  'MB. Please upload only atleast 30mb of file(s)',  '',  { duration: **1500** }  );  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  **this**.files = [];  (<HTMLInputElement>document.getElementById('files')).value = '';  } **else** {  (<HTMLInputElement>document.getElementById('files')).value = '';  }  **this**.files = [];  }  async removeFile(i) {  **this**.files.splice(i, **1**);  **if** (**this**.files.length == **0**) {  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  **this**.filepathtoupload = '';  **this**.withfile = **0**;  } **else** {  await **this**.\_upload.Filepath(**this**.files).then((filepath: **any**) => {  **this**.filepathtoupload = filepath;  });  }  }  *// End of file uploading*  *// Delete Posts*  delpost(i, postcode, option) {  **let** condel;  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.panelClass = 'dialogpadding';  dialogConfig.autoFocus = **true**;  **if** (**this**.\_user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.minWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '20vh';  dialogConfig.minWidth = '20vw';  }  dialogConfig.data = {  option: **option**,  isConfirmed: **condel**,  data: **postcode**,  };  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe((result) => {  **if** (result.data) {  **this**.pageslice.splice(i, **1**);  **let** load = {  data: {  classcode\_fld: **this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld: **this.\_user.getUserID**(),  isdeleted\_fld: **1**,  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message:  **this.\_user.getFullname**() +  ' deleted a post in ' +  **this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom',  },  };  **this**.\_ds.\_httpRequest('editpost/' + postcode, load, **1**).subscribe(  (res) => {  res = **this**.\_user.\_decrypt(res.a);  },  (er) => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  }  );  }  });  }  *// Edit Posts*  editPost(index, postcode, load, option) {  **let** conedit;  **let** data = {  option: **option**,  isConfirmed: **conedit**,  data: **load**,  };  **const** dialogRef = **this**.dialog.open(PostsEditComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  autoFocus: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('95%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  **if** (result.data) {  **let** load = result.data;  **this**.\_ds.\_httpRequest('editpost/' + postcode, load, **1**).subscribe(  (res) => {  res = **this**.\_user.\_decrypt(res.a);  **if** (res.status.remarks == 'success') {  **this**.postobject[index] = res.payload[**0**];  **this**.postobject.sort((a, b) => {  **return** (  <any>**new** Date(b.timestamp\_fld) -  <any>**new** Date(a.timestamp\_fld)  );  });  **this**.pageslice = **this**.addVideoUrl(**this**.postobject);  **this**.pageslice = **this**.addfiles(**this**.postobject);  **this**.\_snackbar.open('Edited successfully.', **null**, {  duration: **1500**,  });  } **else** {  **this**.pageslice = **null**;  }  },  (er) => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  **if** (err.payload == **null**) {  **this**.getClasspost();  }  }  );  }  });  }  setAnswers(post, j, i) {  **let** load = {  data: {  postcode\_fld: **post.postcode\_fld**,  studnum\_fld: **this.\_user.getUserID**(),  response\_fld: **j**,  respcode\_fld: **post.respcode\_fld**,  },  filepath: {  options: **post.pollresponse\_fld**,  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message:  **this.\_user.getFullname**() +  ' reponded in a poll on ' +  **this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom',  },  };  *// this.\_commonservice.commonSubscribe('answerpoll', load, 1).then((dt: any) => {*  *// this.getClasspost();*  *// });*  **this**.\_ds.\_httpRequest('answerpoll', load, **1**).subscribe(  (data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.postobject[i].pollresponse\_fld.map((poll: **any**) => {  poll.userpollvoted = **false**;  poll.respondents.map((e, indx) => {  **if** (e.studnum\_fld === **this**.\_user.getUserID()) {  poll.respondents.splice(indx, **1**);  poll.votes -= **1**;  }  });  });  **this**.postobject[i].pollresponse\_fld[j].userpollvoted = **true**;  **this**.postobject[i].pollresponse\_fld[j].votes += **1**;  **this**.postobject[i].pollresponse\_fld[j].respondents.push({  fullname: **this.\_user.getFullname**(),  profilepic\_fld: **this.\_user.getProfilePic**(),  studnum\_fld: **this.\_user.getUserID**(),  });  },  (er) => {  er = **this**.\_user.\_decrypt(er.error.a);  }  );  }  addfiles(array) {  array.forEach(async (e) => {  e.images\_fld = [];  e.uploadvideo\_fld = [];  e.attachment\_fld = [];  e.poll\_fld = [];  e.pollchoices\_fld = [];  e.pollresponse\_fld = [];  e.respcode\_fld = '';  e.authorid\_fld == **this**.\_user.getUserID()  ? (e.author\_owner = **true**)  : (e.author\_owner = **false**);  **if** (e.dir\_fld) {  **let** files = **this**.\_upload.splitFilestring(e.dir\_fld);  files.forEach((f) => {  **if** (  f.path.includes('gif') ||  f.path.includes('jpeg') ||  f.path.includes('jpg') ||  f.path.includes('png') ||  f.path.includes('bmp')  ) {  e.images\_fld.push(f);  }  **if** (  f.path.includes('mp4') ||  f.path.includes('m4v') ||  f.path.includes('avi') ||  f.path.includes('mpg') ||  f.path.includes('wmv')  ) {  e.uploadvideo\_fld.push(f);  }  **if** (  f.path.includes('doc') ||  f.path.includes('docx') ||  f.path.includes('html') ||  f.path.includes('htm') ||  f.path.includes('pdf') ||  f.path.includes('xls') ||  f.path.includes('xlsx') ||  f.path.includes('ods') ||  f.path.includes('csv') ||  f.path.includes('ppt') ||  f.path.includes('pptx') ||  f.path.includes('txt')  ) {  e.attachment\_fld.push(f);  }  });  }  **if** (  e.content\_fld.includes('youtube.com') ||  e.content\_fld.includes('google.com/file/d/')  ) {  e.embedvideo\_fld = **this**.getVideoEmbedURL(e.content\_fld);  }  **if** (e.withfile\_fld == **3** || e.withfile\_fld == **4**) {  **let** pollObj = await **this**.\_upload.splitPollContent(e);  e.content\_fld = pollObj.content\_fld;  e.pollchoices\_fld = pollObj.pollchoices\_fld;  **let** load = {  postcode: **e.postcode\_fld**,  filepath: {  options: [],  },  };  e.pollchoices\_fld.map((chc) => {  load.filepath.options.push({  choice: **chc**,  votes: **0**,  respondents: [],  });  });  **this**.\_commonservice  .commonSubscribe('getpoll', load, **1**)  .then(async (dt: **any**) => {  e.pollresponse\_fld = await dt.payload.options;  e.respcode\_fld = dt.payload.respcode;  e.pollresponse\_fld.map((poll) => {  poll.respondents.map((e) => {  **if** (e.studnum\_fld === **this**.\_user.getUserID()) {  poll.userpollvoted = **true**;  }  });  });  });  }  });  **return** array;  }  getFilename(name) {  **return** name.replace(/^.\*[\\\/]/, '');  }  *// getFileExtension(filename) { return filename.split('.').pop(); }*  getfileExtension(filename) {  **let** regex = **new** RegExp('[^.]+$');  *// return filename.match(regex);*  **if** (filename.match(regex) == 'docx') {  **return** '#004db3';  }  **if** (filename.match(regex) == 'ppt') {  **return** '#c34524';  }  **if** (filename.match(regex) == 'txt') {  **return** '#95a5a6';  }  **if** (filename.match(regex) == 'pdf') {  **return** '#ad0b00';  } **else** {  **return** '#1f6499';  }  }  getext(data) {  **return** data.split('.').pop();  }  addVideoUrl(array) {  **for** (**let** i = **0**; i < array.length; i++) {  **if** (  array[i].content\_fld.includes('youtube.com') ||  array[i].content\_fld.includes('google.com/file/d/')  ) {  array[i].video\_fld = **this**.getVideoEmbedURL(array[i].content\_fld);  } **else** {  array[i].video\_fld = **null**;  }  }  **return** array;  }  *// Start of opening the dialog for preview docx,xlsx,pptx*  previewResource(link, name) {  **let** data = {  resourceString: **link**,  reourcename: **name**,  };  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  });  }  *// End of opening the dialog for preview docx,xlsx,pptx*  *// Addedd by Melner*  getVideoEmbedURL(content: **string**): any {  **let** replacePattern1 =  /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  **let** replacedText = content.replace(replacePattern1, '<\*>$1<\*>');  **let** content\_arr: **string**[] = replacedText.split('<\*>');  **let** a: **any** = content\_arr.filter((x) => {  **if** (x.includes('http')) {  **return** x;  }  });  **for** (**let** i = **0**; i < a.length; i++) {  **if** (a[i].includes('youtube.com')) {  a[i] = a[i].replace('watch?v=', 'embed/');  } **else** {  a[i] = a[i].replace('view?usp=sharing', 'preview');  }  a[i] = **this**.sanitizer.bypassSecurityTrustResourceUrl(a[i]);  }  **return** a;  }  imgpreview(img) {  **let** data = img;  **this**.dialog.open(ImagePreviewComponent, {  panelClass: 'dialogpadding',  data: **data**,  });  }  openComments(acode, ccnt, i) {  **let** data = {  type: 'post-comments',  acode: **acode**,  commentcnt: **ccnt**,  };  **const** dialogRef = **this**.dialog.open(PostCommentsComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**,  disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('45%', 'auto');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  **this**.pageslice[i].commentcount = result;  });  *// const dialogConfig = new MatDialogConfig();*  *// dialogConfig.autoFocus = true;*  *// dialogConfig.disableClose = true;*  *// if (this.\_user.isMobile()) {*  *// dialogConfig.minHeight = 'auto';*  *// dialogConfig.maxHeight = '90vh';*  *// dialogConfig.minWidth = '90vw';*  *// } else {*  *// dialogConfig.minHeight = 'auto';*  *// dialogConfig.maxWidth = '40vw';*  *// dialogConfig.maxHeight = '80vh';*  *// }*  *// dialogConfig.data = {*  *// type: 'post-comments',*  *// acode: acode,*  *// commentcnt: ccnt*  *// }*  *// const dialogRef = this.dialog.open(PostCommentsComponent, dialogConfig);*  *// const responsiveDialogSubscription = this.isExtraSmall.subscribe(result => {*  *// if (result.matches) {*  *// dialogRef.updateSize('98%', 'auto');*  *// } else {*  *// dialogRef.updateSize('50%', 'auto');*  *// }*  *// });*  *// dialogRef.afterClosed().subscribe(result => {*  *// this.pageslice[i].commentcount = result;*  *// responsiveDialogSubscription.unsubscribe();*  *// });*  }  splitLinkResource(data: **any**) {  data.forEach(element => {  **if** (!element.filedir\_fld.includes("%=!!=%")) {  element.filedir\_fld = **this**.uploadservice.splitFilestring(element.filedir\_fld);  } **else** {  **let** temp = element.filedir\_fld.split("%=!!=%");  element.filedir\_fld = **this**.uploadservice.splitFilestring(temp[**0**]);  element.link\_fld = temp[**1**].split("//\*//");  }  });  **return** data;  }  } |

**CLASSFEED POST EDIT**

|  |
| --- |
| **export** **class** PostCommentsComponent **implements** OnInit {  postcomments: **any** = [];  count: **any**;  replystatus:**number** = **0**;  editstatus:**number** = **0**;  recipientcode: **any**;  commentcode: **any**;  commentcontent: **any**;  i: **any**;  replyobject: **any** = [];  commentcodeforreply: **any**;  showLoader : **boolean** = **true**;  **constructor**(**public** \_upload:**UploadsService**,  **public** \_user:**UserService**,  **public** \_ds:**DataService**,@Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** dialogReg: **MatDialogRef**<DialogComponent>,  **public** dialog: **MatDialog**,  **public** \_quest:**QuestService**  ) { }  ngOnInit(): **void** {  **this**.getcomments();  **this**.count = **this**.data.commentcnt;  }  getcomments(){  **this**.\_user.setLoading(**true**);  **this**.\_ds.\_httpRequest('getccomment',{acode:**this.data.acode**},**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.postcomments = data.payload;  **this**.\_user.setLoading(**false**);  *// this.showLoader = false;*  *// console.log(this.replyobject);*  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setLoading(**false**);  **this**.postcomments = [];  **this**.count = **0**;  })  }    addComment(e){  e.preventDefault();    **let** content = e.target[**0**].value;  **if** (content == '' || content == **undefined** || content == **null**) {  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld:**this.data.acode**,  content\_fld : **content**,  withfile\_fld: **0**,  dir\_fld : ''  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' added a comment on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }    }  *// console.log(load);*    **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  *// this.getcomments();*  e.target[**0**].value = **null**;  **this**.postcomments.push(data.payload[**0**]);  **this**.count = **this**.count + **1**;  *//Update Quest User Data*  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.ciccnt\_fld);  *// console.log(data.payload);*  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  *// console.log(er);*    })  }  }  addReply(e,comments,i){  e.preventDefault();    **let** replycontent = e.target[**0**].value;  *// console.log(replycontent);*    **if** (replycontent == '' || replycontent == **undefined** || replycontent == **null**) {  *// console.log("put replycontent");*  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld:**comments.commentcode\_fld**,  content\_fld : **replycontent**,  withfile\_fld: **0**,  dir\_fld : ''  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' replied to '+ comments.commentcode\_fld,  module: 'classroom'  }  }  *// console.log(load);*    **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **if** (**this**.postcomments[i].reply == **null**) {  **this**.postcomments[i].reply = [];  **this**.postcomments[i].reply.push(data.payload[**0**]);  } **else** {  **this**.postcomments[i].reply.push(data.payload[**0**]);  }  e.target[**0**].value = **null**;  **this**.replystatus = **0**;  **this**.editstatus = **0**;  *// this.postcomments.unshift(this.\_user.\_convert(data.payload[0]));*  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);    })  }    }  showReply(i){  **var** x = document.getElementById('replydiv'+i);  x.style.display === "none" ? x.style.display = "block" : x.style.display = "none";  **let** j = document.getElementById('replybtn' + i);  j.style.display === "none" ? j.style.display = "block" : j.style.display = "none";  }  *// reply(authorid\_fld,actioncode\_fld){*  *// this.replystatus = 1;*  *// this.editstatus = 4;*  *// this.recipientcode = actioncode\_fld;*  *// }*  cancelreply(){  **this**.replystatus = **0**;  }  edit(index,code,content){    **this**.commentcode = code;  **this**.i = index;  (<HTMLInputElement>document.getElementById('content\_fld' + index)).value = content;  **let** editbox = document.getElementById('edit-box' + index);  **let** comments = document.getElementById('comments' + index);  comments.style.display === "none" ? comments.style.display = "block" : comments.style.display = "none";    editbox.style.display === "none" ? editbox.style.display = "block" : editbox.style.display = "none";    }  editComment(e){  e.preventDefault();  **let** commentcontent = e.target[**0**].value;  **if** (commentcontent == '' || commentcontent == **undefined** || commentcontent == **null**) {  *// console.log("put commentcontent");*  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**commentcontent**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' edited a comment '+**this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom'  }    }  **this**.\_ds.\_httpRequest('editcomm/'+**this**.commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  *// console.log(res);*    **this**.postcomments[**this**.i] = res.payload[**0**];  *// this.editstatus = 0;*  *// this.replystatus = 0;*  }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  *// console.log(err);*  })  }  }  cancelEdit(i){  **let** editbox = document.getElementById('edit-box' + i);  **let** comments = document.getElementById('comments' + i);  **let** img = document.getElementById('img-container' + i);  editbox.style.display === "flex" ? editbox.style.display = "none" : editbox.style.display = "none";  comments.style.display = 'block';  img.style.display = 'block';  }  deletecomment(index,commentcode , option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.autoFocus = **true**;  **if** (**this**.\_user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.maxWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '20vh';  dialogConfig.minWidth = '15vw';  }  dialogConfig.data = {  option:**option**,  isConfirmed:**condel**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  **if** (result.data) {  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' deleted a comment '+**this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom'  }    }  **this**.\_ds.\_httpRequest('editcomm/'+commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  *// console.log(res);*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.postcomments.splice(index,**1**);  **this**.count = **this**.count - **1**;  })  }  });  }  deletereply(index,j,commentcode , option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.autoFocus = **true**;  **if** (**this**.\_user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.minWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '20vh';  dialogConfig.minWidth = '15vw';  }  dialogConfig.data = {  option:**option**,  isConfirmed:**condel**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  *// console.log(result.data);*    **if** (result.data) {  *// console.log(commentcode);*    **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' deleted a comment '+**this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom'  }    }  **this**.\_ds.\_httpRequest('editcomm/'+commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  *// console.log(res);*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.postcomments[index].reply.splice(j,**1**);    })  }  });  }  editthis(index,reply,j){  console.log(index,reply,j);    *// console.log(reply.content\_fld);*  **this**.commentcode = reply.commentcode\_fld;  **this**.commentcontent = reply.content\_fld;  **this**.i = j;  (<HTMLInputElement>document.getElementById(index + 'reply\_content\_fld' + j)).value = **this**.commentcontent;  **let** reditbox = document.getElementById(index + 'redit-box' + j);    reditbox.style.display === "none" ? reditbox.style.display = "flex" : reditbox.style.display = "none";    *// this.editstatus = 3;*    }  editReply(e,comments,i){  e.preventDefault();  **let** commentcontent = e.target[**0**].value;  **if** (commentcontent == '' || commentcontent == **undefined** || commentcontent == **null**) {  *// console.log("put commentcontent");*  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**commentcontent**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' edited a reply '+**this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom'  }    }  **this**.\_ds.\_httpRequest('editcomm/'+comments.commentcode\_fld, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.postcomments[i].reply[**this**.i] = res.payload[**0**];  **this**.editstatus = **0**;  }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  *// console.log(err);*  })  }    }  cancelEditReply(i,j){  **let** replybox = document.getElementById(i + 'replybox' + j);  **let** redit = document.getElementById(i + 'redit-box' + j);  redit.style.display === "flex" ? redit.style.display = "none" : redit.style.display = "none";  replybox.style.display = 'flex';  *// this.editstatus = 0;*  *// this.replystatus = 0;*  }  } |

**ACTIVITIES**

|  |
| --- |
| **export** **class** ActivitiesComponent **implements** OnInit {  activities: **any**[] = [];  resources: **any**[] = [];  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  topicObj: **any** = [];  activityObject: **any** = [];  **constructor**(  **public** uploadservice: **UploadsService**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**,  **private** route: **Router**,  **public** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **public** \_upload: **UploadsService**) { }  ngOnInit(): **void** {  **this**.getActivity();  **this**.getResources();  **this**.getTopic();  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292';  }  **else** **if** (filename == 'ppt') {  **return** '#CA4223';  }  **else** **if** (filename == 'zip') {  **return** '#B23333';  }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {  **return** '#222';  }  }  getfileExt(filename) {  **return** filename.split('.').pop();  }  getActivity() {  **this**.\_ds.\_httpRequest('getcpost', { classcode: **this.\_user.getSelectedClass**().classcode\_fld, type: '' }, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.activities = data.payload;  **for** (**let** i = **0**; i < **this**.activities.length; i++) {  **if** (**this**.activities[i].type\_fld === **0** || **this**.activities[i].type\_fld === **1** && **this**.activities[i].datesched\_fld < **this**.\_user.getDateToday()) {  **this**.activities[i].openQuiz = **true**;  } **else** {  **this**.activities[i].openQuiz = **false**;  }  }  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  *// console.log(er);*  })  }  getResources() {  **this**.\_ds.\_httpRequest('getreslist', { classcode: **this.\_user.getSelectedClass**().classcode\_fld }, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.resources = **this**.splitLinkResource(data.payload);  console.log(**this**.resources);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  getTopic() {  **let** load = {  classcode: **this.\_user.getSelectedClass**().classcode\_fld  }  **this**.\_ds.\_httpRequest('gettopic', load, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a)  **this**.topicObj = data.payload;  **this**.\_user.setTopic(data.payload);  *// console.log(data);*  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.topicObj = [];  *// console.log(er);*  })  }  previewResource(link, name) {  **let** data = {  resourceString: **link**,  reourcename: **name**  }  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  })  }  splitLinkResource(data: **any**) {  data.forEach(element => {  **if** (!element.filedir\_fld.includes("%=!!=%")) {  element.filedir\_fld = **this**.uploadservice.splitFilestring(element.filedir\_fld);  } **else** {  **let** temp = element.filedir\_fld.split("%=!!=%");  element.filedir\_fld = **this**.uploadservice.splitFilestring(temp[**0**]);  element.link\_fld = temp[**1**].split("//\*//");  }  });  **return** data;  }  } |

**View Assignment**

|  |
| --- |
| **export** **class** ViewAssignComponent **implements** OnInit {    isLoading = **0**  activity: **any** =[];  actTitle: **any**;  datePosted: **any**;  dueDate: **any**;  description: **any**;  totalScore: **any**;  attachments: **any**;  withfile: **number** = **0**;  type: **any**;  commentcount: **number**;  comments: **any** =[];  works: **any**;  files:**any** = [];  issubmitted: **any** = **0**;  isscored: **any**;  filepathtoupload: **any**;  withfileact: **number**;  isUploading: **boolean** = **false**;  submittedFiles=[];  filesToBeUpdated: **any**=[];  *// saveNewWork: number = 0;*  existingDir: **any**;  split: **any** = [];  combined: **any** = [];  replyobject: **any** = [];  replystatus:**number** = **0**;  recipientcode: **any**;  i: **any**;  commentcodeforreply: **any**;  commentcode: **any**;  commentcontent: **any**;  actObj: **any** = [];  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);    *//For Url Submission Settings*  urlToSubmit = [];  listOfUploadedUrl = [];  submissionControl:**number** = SubmissionType.DEFAULT  existingUrl = []  urlControlUI:**number** = GeneralControl.ADD;  *//Controlled by GeneralControl Enums*  urlStatus:**number** = **0**;  existingUrlStatus:**number** = **0**;  urlControlUISubmitOrResubmit:**number** = GeneralControl.CLOSE;  *//Mat menu for file and url choices*  file\_attachment:**boolean** = **true**;  url\_attachment:**boolean** = **true**;  **constructor**(**public** \_upload:**UploadsService**,  **public** route: **Router**,  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds:**DataService**,  **public** \_user:**UserService**,  **public** \_us: **UploadsService**,  **private** \_snackbar:**MatSnackBar**,  **public** \_quest:**QuestService**  ) { }  arr = **this**.route.url.split('/');  questObject = **this**.\_user.getQuestData();  ngOnInit(): **void** {  **this**.getActivity();  **this**.getComments();  **this**.getWorks();  }  getActivity(){  **this**.\_ds.\_httpRequest('getcpost',{classcode:**this.\_user.getSelectedClass**().classcode\_fld, actcode:**this.arr**[**4**],type:'act'},**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.actObj = data.payload;    **for** (**let** i = **0**; i < **this**.actObj.length; i++) {  **if** (**this**.arr[**4**] == **this**.actObj[i].actcode\_fld) {  **this**.activity.push(**this**.actObj[i]);  }  }    **this**.actTitle = **this**.activity[**0**].title\_fld;  **this**.datePosted = **this**.activity[**0**].datetime\_fld;  **this**.dueDate = **this**.activity[**0**].deadline\_fld;  **this**.description = **this**.activity[**0**].desc\_fld;  **this**.totalScore = **this**.activity[**0**].totalscore\_fld;  **this**.attachments = **this**.\_upload.splitFilestring(**this**.activity[**0**].filedir\_fld);  **this**.withfileact = **this**.activity[**0**].withfile\_fld;  **this**.type = **this**.activity[**0**].type\_fld;  **this**.commentcount = **this**.activity[**0**].commentcount;    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_snackbar.open("Failed to load activity.",**null**,{duration:**1500**});  })  }  getComments(){  **let** load = {  acode:**this.arr**[**4**]  }  **this**.\_ds.\_httpRequest('getccomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);    **this**.comments = data.payload;    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.comments = [];  })  }  getWorks(){  **let** load = {  userid:**this.\_user.getUserID**(),  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  actcode:**this.arr**[**4**],  type:'act'  }  **this**.\_ds.\_httpRequest('getstudworks',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.works = data.payload;  **switch** (**this**.works[**0**].type\_fld) {  **case** ActivityType.DOCUMENTS:  **this.urlOrFileAttachment**(SubmissionType.FILE)  **this**.submissionControl = SubmissionType.FILE    **if** (**this**.works[**0**].dir\_fld == '') {  **this**.submittedFiles = [];  **return**  }    **this**.submittedFiles = **this**.\_upload.splitFilestring(**this**.works[**0**].dir\_fld)  **this**.existingDir = **this**.works[**0**].dir\_fld;  **break**;  **case** ActivityType.URL:  **this.urlOrFileAttachment**(SubmissionType.URL)  **this**.submissionControl = SubmissionType.URL    **this**.urlControlUI = GeneralControl.EDIT  **if** (**this**.works[**0**].dir\_fld == '') {  **this**.listOfUploadedUrl = []  **return**  }  **this**.listOfUploadedUrl = **this**.works[**0**].dir\_fld.split(',');  **this**.existingUrl = **this**.works[**0**].dir\_fld;  **this**.existingUrlStatus = GeneralControl.SUCCESS;  **break**;    **default**:  **break**;  }  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **this**.urlStatus = GeneralControl.SUCCESS  },(er) => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  })  }  addComment(e){  **this**.\_user.setLoading(**true**);  e.preventDefault()  **let** textcontent:**string** = e.target[**0**].value;  **if** (textcontent == **null** || textcontent == **undefined** || textcontent == '') {  **this**.\_user.setLoading(**false**);  **this**.\_snackbar.open('Please write a content for your comment.', **null**, {duration:**1500**});  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld:**this.arr**[**4**],  content\_fld : **textcontent**,  withfile\_fld: **0**,  dir\_fld : ''  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' added a comment on '+**this**.\_user.getSelectedClass().classcode\_fld,  module: 'classroom'  }  }    **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  e.target[**0**].value = **null**;  **this**.commentcount = **this**.commentcount + **1**;    **this**.comments.unshift(data.payload[**0**]);  **this**.\_user.setLoading(**false**);  })  }    }  async addWork(){  await **this**.Filepath().then((filepath:**any**)=>{  **new** Promise<**void**>(() => {  **let** load = **this**.dataToSubmit(filepath,ActivityType.DOCUMENTS,'file')    **this**.\_ds.\_httpRequest('addwork',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.isUploading = **false**;  **this**.works = data.payload;  **this**.files = [];  **this**.existingDir = **this**.works[**0**].dir\_fld;  **this**.submittedFiles = **this**.\_upload.splitFilestring(**this**.works[**0**].dir\_fld);  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;    *//Update Quest User Data*  **if** (**this**.questObject.taskcnt\_fld\_limit > **0**) {  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.taskcnt\_fld);  }    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.isUploading = **false**;  })  });  }).**catch**(e=>{  });    }  editComment(index,data,code,options){  **let** condel  **let** load = {  option: **options**,  isConfirmed: **condel**,  data: **data**  };  **const** dialogRef = **this**.dialog.open(DialogComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  data: **load**,    disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('30%', 'auto');  }  });    dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result.data) {  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**result.data**,  *// withfile\_fld:0,*  *// dir\_fld:'',*  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' edited a comment on this activity'+ **this**.actTitle,  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('editcomm/'+code, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.comments[index] = res.payload[**0**];  }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  **if** (err.payload == **null**) {  **this**.getComments();  }    })  }  });  }  *// Start of uploading files*  getFile(event) {  **let** sum: **number** = **0**;  **for** (**var** i = **0**; i < event.target.files.length; i++) {  sum += event.target.files[i].size;  **this**.files.push(event.target.files[i]);  }    **if** (sum > **30000000**) {  **this**.\_snackbar.open((sum / **1048576**).toFixed(**2**).toString() + "File to big error",**null**,{duration:**1500**})  **this**.\_snackbar.open('Your total upload file(S) is ' + ((sum / **1048576**).toFixed(**2**).toString()) + 'MB. Please upload only atleast 30MB of file(s)', "", {duration:**1500**});  **this**.files = [];  (<HTMLInputElement>document.getElementById('files')).value = '';  }**else**{  **if** (**this**.files.length > **0**) {  **this**.urlOrFileAttachment(SubmissionType.FILE)  **this**.submissionControl = SubmissionType.FILE  **if** (**this**.dueDate < **this**.\_user.getDateToday()) {  **this**.withfile = **2**; *//issubmitted 1 ontime 2 late*  }**else**{  **this**.withfile = **1**;  }  }  (<HTMLInputElement>document.getElementById('files')).value = '';  }  }    deleteDialog(i, option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  **if** (**this**.\_user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.minWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '15vh';  dialogConfig.minWidth = '15vw';  dialogConfig.maxHeight = 'auto';  }  dialogConfig.data = {  option: **option**,  isConfirmed: **condel**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  **if** (result.data) {  **this**.unlinkedFile(i);  }  });  }  async unlink(path){  **let** load = {dir\_fld:**path**}  **this**.isLoading = **1**  **return** **new** Promise((resolve,rejects)=>{  **this**.\_ds.\_httpRequest('deletefile',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  resolve(data.status.remarks);  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **return** **new** Promise(()=>{  rejects(er.status.remarks)  })  })  })  }  async unlinkedFile(i){  **this**.\_user.setLoading(**true**);  **let** newFiles:**any** = [];  await **this**.unlink(**this**.submittedFiles[i].path).then(()=>{  **this**.submittedFiles.splice(i,**1**);  **this**.submittedFiles.map((e)=>{  newFiles.push(e.name + '?' + e.path);  })  newFiles = newFiles.join(':');  **let** load = {  data:{  dir\_fld:**newFiles**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' remove a file on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }    }  **let** api = `editsubmit/${**this**.works[**0**].submitcode\_fld}/${**this**.works[**0**].actcode\_fld}`  **this**.\_ds.\_httpRequest(api,load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.existingDir = data.payload[**0**].dir\_fld;  **if** (data.payload[**0**].dir\_fld == '') {  **this**.urlOrFileAttachment(SubmissionType.DEFAULT)  **this**.withfile = **0**  }**else**{  **this**.withfile = data.payload[**0**].issubmitted\_fld;  }  **this**.isLoading = **0**  **this**.\_user.setLoading(**false**);    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setLoading(**false**);  })    })      }    async Filepath(){  **let** formdata: **FormData**;  formdata = **this**.uploadFile(**this**.files);  **return** **new** Promise((resolve, rejects) => {  **this**.\_ds.\_httpRequest('upload/' + **this**.\_user.getUserID(), formdata, **3**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  resolve(data.payload.filepath);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  rejects(er.error.a)  });  })  }    uploadFile(payload) {  **this**.isUploading = **true**;  **const** formData = **new** FormData();  **for** (**var** i = **0**; i < **this**.files.length; i++) {  formData.append('file[]', **this**.files[i]);  }  formData.append('payload', JSON.stringify(payload));  **return** formData;  }  *// End of uploading files*  unsubmit(){  **let** load ={  data:{  dir\_fld:**this.filepathtoupload**,  issubmitted\_fld: **0**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' save a work in '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }  }  **let** api = `editsubmit/${**this**.works[**0**].submitcode\_fld}/${**this**.works[**0**].actcode\_fld}`    **this**.\_ds.\_httpRequest(api,load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a)  **this**.issubmitted = **0**  **this**.isUploading = **false**;  },er=>{  er = **this**.\_user.\_decrypt(er.error.a)  })  }  removeFile(i) {    **this**.files.splice(i, **1**);  **if** (**this**.files.length == **0**) {  **this**.urlOrFileAttachment(SubmissionType.DEFAULT)  **this**.withfile = **0**;  }  }  *//start of saving activity*  async save(){  **if** (**this**.files.length != **0**) {  await **this**.Filepath().then((filepath)=>{  **if** (**this**.existingDir === '' || **this**.existingDir === **undefined** || **this**.existingDir === **null**) {  **this**.filepathtoupload = filepath;  **return**  }  **this**.split = **this**.existingDir.split(':');  **this**.split.push(filepath);  **this**.combined = **this**.split.join(':');  **this**.filepathtoupload = **this**.combined;  }).**catch**(e=>{  **this**.filepathtoupload = '';  });  }**else**{  **this**.filepathtoupload = **this**.existingDir;  }  **if**(**this**.filepathtoupload == '' || **this**.filepathtoupload == **undefined**) {  **this**.\_snackbar.open('Add a File or Url',**null**,{duration:**1500**});  **return**  }    **let** load = **this**.dataToSubmit(**this**.filepathtoupload,ActivityType.DOCUMENTS,'file')  **this**.isLoading = **1**    **let** api = `editsubmit/${**this**.works[**0**].submitcode\_fld}/${**this**.works[**0**].actcode\_fld}`  **this**.\_ds.\_httpRequest(api,load,**1**).subscribe((data:**any**)=>{  **this**.isLoading = **0**  data = **this**.\_user.\_decrypt(data.a);  **this**.existingDir = data.payload[**0**].dir\_fld;  **this**.works = data.payload;  **this**.files = [];  **this**.issubmitted = data.payload[**0**].issubmitted\_fld;  **this**.isUploading = **false**;  **if** (data.payload[**0**].dir\_fld == '') {  **this**.submittedFiles = []  **return**  }  **this**.submittedFiles = **this**.\_upload.splitFilestring(data.payload[**0**].dir\_fld);    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  })    }  *// end of saving activity*  back() {  **this**.route.navigateByUrl('main/classes/'+**this**.\_user.getSelectedClass().classcode\_fld);  }    viewQuiz(i){  **let** load: **any**;  **if**(i==**0**){  load = {view: **0**, load: **this.activity**};  }  **else**{  load = {view: **1**, load: **this.works**[**0**]};  }  **const** dialogRef = **this**.dialog.open(ViewQuizComponent, {  panelClass: 'quiz',  maxWidth: '100vw',  maxHeight: '100vh',  data: **load**,  disableClose: **true**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result.data) {  **let** data = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  actcode\_fld: **this.arr**[**4**],  studnum\_fld:**this.\_user.getUserID**(),  type\_fld:**result.data.type**,  dir\_fld:**result.data.dir\_fld**,  issubmitted\_fld: **result.data.submitted**,  isscored\_fld:**result.data.isscored\_fld**,  score\_fld:**result.data.score\_fld**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' submitted the quiz ',  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('addwork',data,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.works = data.payload;    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  })  }  });    }  deletecomment(i,commentcode , option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.data = {  option: **option**,  isConfirmed: **condel**,  data:**commentcode**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  **if** (result.data) {  **let** load = {    data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' created a comment on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('editcomm/'+commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.comments.splice(i,**1**);  **this**.commentcount = **this**.commentcount - **1**;  })  }  });  }  deletereply(i,j,commentcode , option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.minWidth = '30vw',  dialogConfig.minHeight = '20vh',  dialogConfig.width = '30vw',  dialogConfig.data = {  option: **option**,  isConfirmed: **condel**,  data:**commentcode**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  **if** (result.data) {  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' created a comment on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('editcomm/'+commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.comments[i].reply.splice(j,**1**);  })  }  });  }  reply(authorid\_fld,actioncode\_fld){  **this**.replystatus = **1**;  **this**.recipientcode = actioncode\_fld;    }  cancelreply(){  **this**.replystatus = **0**;  }  addReply(e,item,i){  e.preventDefault();  **this**.\_user.setLoading(**true**);    **let** replycontent = e.target[**0**].value;    **if** (replycontent == '' || replycontent == **undefined** || replycontent == **null**) {  **this**.\_snackbar.open('Please write a content for your reply.', **null**, {duration:**1500**});  **this**.\_user.setLoading(**false**);  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld:**item.commentcode\_fld**,  content\_fld : **replycontent**,  withfile\_fld: **0**,  dir\_fld : ''  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' added a reply in'+ **this**.actTitle,  module: 'classroom'  }    }    **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);    **if** (**this**.comments[i].reply == **null**) {  **this**.comments[i].reply = [];  **this**.comments[i].reply.push(data.payload[**0**]);  } **else** {  **this**.comments[i].reply.push(data.payload[**0**]);  }  e.target[**0**].value = **null**;  **this**.replystatus = **0**;  **this**.\_user.setLoading(**false**);  *// this.editstatus = 0;*  *// this.postcomments.unshift(this.\_user.\_convert(data.payload[0]));*  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setLoading(**false**);  *// this.\_snackbar.open(er.message, null, {duration:1500});*    })  }    }  editthis(index,reply,i){  **this**.commentcode = reply.commentcode\_fld;  **this**.commentcontent = reply.content\_fld;  **this**.i = index;  (<HTMLInputElement>document.getElementById(i + 'reply\_content\_fld' + index)).value = **this**.commentcontent;    **let** reditbox = document.getElementById(i + 'redit-box' + index);    reditbox.style.display === "none" ? reditbox.style.display = "flex" : reditbox.style.display = "none";  }  showReply(i){  **var** x = document.getElementById('replydiv'+i);  x.style.display === "none" ? x.style.display = "block" : x.style.display = "none";  **let** j = document.getElementById('replybtn' + i);  j.style.display === "none" ? j.style.display = "block" : j.style.display = "none";  }  getFileExtension(filename) {  **if** (filename == 'docx') { **return** '#004db3'; }  **if** (filename == 'pptx') { **return** '#c34524'; }  **if** (filename == 'txt') { **return** '#95a5a6'; }  **if** (filename == 'pdf') { **return** '#ad0b00'; }  **else** {  **return** '#1f6499';  }  }  getfileExt(filename) {  **return** filename.split('.').pop();  }  editReply(e,i){  e.preventDefault();  **this**.\_user.setLoading(**true**);  **let** commentcontent = e.target[**0**].value;  **if** (commentcontent == '' || commentcontent == **undefined** || commentcontent == **null**) {  **this**.\_snackbar.open('Please write a content for your comment.', **null**, {duration:**1500**});  **this**.\_user.setLoading(**false**);  }**else**{  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**commentcontent**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' added a comment in'+ **this**.actTitle,  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('editcomm/'+**this**.commentcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.comments[i].reply[**this**.i] = res.payload[**0**];  *// this.replyobject[this.i] = res.payload[0];*  *// this.editstatus = 0;*  **this**.replystatus = **0**;  **this**.\_user.setLoading(**false**);  }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  })  }    }  cancelEditReply(i,j){  **let** replybox = document.getElementById(i + 'replybox' + j);  **let** redit = document.getElementById(i + 'redit-box' + j);  redit.style.display === "flex" ? redit.style.display = "none" : redit.style.display = "none";  replybox.style.display = 'flex';  }  previewResource(link, name) {  **let** data = {  resourceString: **link**,  reourcename: **name**  }  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  });    dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  })  }  */\*\**  *\* Open Dialog to insert url in the array*  *\* and push it to urlToSubmit Array*  *\*/*  addLink(){  **const** dialogConfig = **new** MatDialogConfig;  dialogConfig.data = {  option:'addLink'  }  **const** dilaogRef = **this**.dialog.open(DialogComponent, dialogConfig)  dilaogRef.afterClosed().subscribe(result => {  **if** (result) {    **this**.urlToSubmit.push(result.data)  **this**.works == **null** ? **this**.urlControlUISubmitOrResubmit = GeneralControl.SUBMIT : **this.urlControlUISubmitOrResubmit** = GeneralControl.SAVE    *// this.dueDate < this.\_user.getDateToday() ? this.withfile = 2 : this.withfile = 1;*  **this**.urlOrFileAttachment(SubmissionType.URL)  **this**.submissionControl = SubmissionType.URL  **this**.urlStatus = GeneralControl.REMOVE    }  })  }  */\*\**  *\* Remove a item before uploading to the database*  *\* @method removeLinkBeforeUpload*  *\* @param i*  *\*/*  removeLinkBeforeUpload(i){  **this**.urlToSubmit.splice( i, **1**);  **if** (**this**.urlToSubmit.length == **0**) {  **this**.urlOrFileAttachment(SubmissionType.DEFAULT)  **this**.urlControlUISubmitOrResubmit = GeneralControl.CLOSE  }  }  removeExistingLink(i){  **this**.listOfUploadedUrl.splice(i,**1**)  **if** (**this**.listOfUploadedUrl.length == **0**) {  **this**.urlOrFileAttachment(SubmissionType.DEFAULT)  **this**.urlControlUISubmitOrResubmit = GeneralControl.SAVE  }  }  **public** get generalControl(): **typeof** GeneralControl {  **return** GeneralControl;  }  **public** get submissionType(): **typeof** SubmissionType {  **return** SubmissionType  }  */\*\**  *\* @method submitLinkToDatabase*  *\* Submit list of links to the database*  *\*/*  submitLinkToDatabase(){  **let** urlList = **this**.urlToSubmit.join(',')  **let** load = **this**.dataToSubmit(urlList,ActivityType.URL,'URL')    **this**.\_ds.\_httpRequest('addwork',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.works = data.payload;  **this**.urlToSubmit = []; *//To remove duplicate in display list of links*    **this**.listOfUploadedUrl = **this**.works[**0**].dir\_fld.split(',');  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **this**.urlControlUI = GeneralControl.EDIT;  **this**.urlStatus = GeneralControl.SUCCESS;  **this**.existingUrlStatus = GeneralControl.SUCCESS;      *//Update Quest User Data*  **if** (**this**.questObject.taskcnt\_fld\_limit > **0**) {  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.taskcnt\_fld);    }    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.isUploading = **false**;  })  }  resubmitLink(){  *//Merge two array then submit as edit in db*  **let** mergeUrlResult = [...**this**.listOfUploadedUrl,...**this**.urlToSubmit]  **if** (mergeUrlResult.length == **0**) {  **this**.\_snackbar.open('Add Url or File',**null**,{duration:**1500**});  **return**  }  **let** urlListToResubmit = mergeUrlResult.join(',')  **let** load = **this**.dataToSubmit(urlListToResubmit,ActivityType.URL,'url')  **let** api = `editsubmit/${**this**.works[**0**].submitcode\_fld}/${**this**.works[**0**].actcode\_fld}`    **this**.\_ds.\_httpRequest(api,load,**1**).subscribe((data:**any**)=> {  data = **this**.\_user.\_decrypt(data.a)    **this**.urlToSubmit = []  **this**.listOfUploadedUrl = data.payload[**0**].dir\_fld.split(',')  **this**.issubmitted = data.payload[**0**].issubmitted\_fld  **this**.urlControlUI = GeneralControl.EDIT  **this**.existingUrlStatus = GeneralControl.SUCCESS  **this**.urlStatus = GeneralControl.SUCCESS;  })    }  editLinkLists(){  **this**.issubmitted = **0**;  **this**.existingUrlStatus = GeneralControl.REMOVE\_EXISTING;  **this**.urlStatus = GeneralControl.REMOVE  **this**.urlControlUISubmitOrResubmit = GeneralControl.SAVE;  **this**.urlControlUI = GeneralControl.ADD;  }  dataToSubmit(dir,type,message){  **this**.dueDate < **this**.\_user.getDateToday() ? **this**.withfile = 2 : **this.withfile** = **1**;  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  actcode\_fld: **this.arr**[**4**],  studnum\_fld:**this.\_user.getUserID**(),  type\_fld:**type**,  dir\_fld:**dir**,  issubmitted\_fld: **this.withfile**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: `${**this**.\_user.getFullname()} submitted a ${message} on ${**this**.actTitle}`,  module: 'classroom'  }  }  **return** load  }  urlOrFileAttachment(state){  **switch** (state) {  **case** SubmissionType.URL:  **this.url\_attachment** = **true**  **this**.file\_attachment = **false**  **break**;  **case** SubmissionType.FILE:  **this.url\_attachment** = **false**  **this**.file\_attachment = **true**;  **break**;  **case** SubmissionType.DEFAULT:  **this.url\_attachment** = **true**  **this**.file\_attachment = **true**;  **break**;  **default**:  **this**.\_snackbar.open('Error in url or file attachment',**null**,{duration:**1000**})  **break**;  }  }  } |

**View Quiz**

|  |
| --- |
| **export** **class** ViewQuizComponent **implements** OnInit {  quizpath: **any**;  status: **number**;  totalquestion: **any**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** \_snackbar:**MatSnackBar**,  **public** \_ds:**DataService**,**public** \_user:**UserService**,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **public** dialogReg: **MatDialogRef**<ViewQuizComponent>,  **public** dialog: **MatDialog**) { }  count:**number** = **0**;  quizObject = [];  questionObject;  answerkeyObject = [];  isSubmitConfirmed = **false**  quizScore = [];  index = **0**;  submit = **0**;  answerObject = [{  questionid: '',  question: '',  answer: ''  }];  question: **string**;  questiontype: **any**;  choice: **string**;  answer: **string**;  start:**number** = **0**;  open: **boolean** = **false**;  newdata = [];  overall: **number** = **0**;  quiztotal: **number** = **0**;  totalscore: **number** = **0**;  passingscore: **number** = **0**;  randomQuestion = [];  ngOnInit(): **void** {  **if**(**this**.data.view == **1** ){  **this**.getQuizScore(**this**.data.load['dir\_fld']);  **this**.start = **2**;  }  **else**{  **this**.getQuiz(**this**.data.load[**0**]['filedir\_fld']);  **if** (**this**.data.load[**0**]['deadline\_fld'] < **this**.\_user.getDateToday()) {  **this**.status = **2**;  }**else**{  **this**.status = **1**;  }      }    }  initializeAnswerObject() {  **for** (**let** i = **0**; i < **this**.questionObject.length - **1**; i++) {  **this**.answerObject.push({ questionid: '', question: '', answer: '' })  }    }  setAnswers(i, answer) {    **let** questionItem = **this**.questionObject[i]  **this**.answerObject[i] = {  questionid: **questionItem.questionid**,  question: **questionItem**,  answer: **answer**  };  }  isSubmitButtonDisabled = **false**;  async confirmQuiz(){  **this**.isSubmitButtonDisabled = **true**    **let** data = {  option: 'quizConfirmation',  isConfirmed: '',  data: ''  };  **const** dialogRef = await **this**.dialog.open(DialogComponent, {  panelClass: 'dialogpadding',  autoFocus: **true**,  maxWidth: '100vw',  maxHeight: '100vh',  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('20%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if**(result.data == **1**) **this**.SubmissionQuiz();  **this**.isSubmitButtonDisabled = **false**  });  }  async SubmissionQuiz() {  **for** (**let** index = **0**; index < **this**.answerObject.length; index++) {  **if**(**this**.answerObject[index] != **null** && **this**.answerObject[index].question != '' ){  }**else**{  **let** emptyAnswer = {  question: "Not Answered Yet!",  questionid: **index.toString**(),  answer: "Not Answered Yet!"  }    **this**.answerObject.splice(index,**1**,emptyAnswer);  }  }  **for** (**let** index = **0**; index < **this**.answerObject.length; index++) {  **if**(**this**.answerObject[index].question == "Not Answered Yet!"){  **this**.\_snackbar.open("Please answer all questions.",**null**,{duration:**1500**});  **return**;  }  }    **let** load = {  data:{  filepath:**this.data.load**[**0**]['filedir\_fld'],  answer: **await** **this**.calculateQuiz()  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' submitted the quiz ',  module: 'classroom'  }  }  **this**.\_ds.\_httpRequest('addanswer', load, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.quizpath = res.payload.filepath;  **this**.quizScore = res.payload.result.result;  **this**.totalscore = res.payload.result.totalscore;  **this**.quiztotal = res.payload.result.quiztotal;  **this**.passingscore = **this**.quiztotal \* .**6**;  **this**.start = **2**;  **this**.dialogReg.close({  data:{  dir\_fld:**this.quizpath**,  submitted:**this.status**,  type:**1**,  score\_fld:**this.totalscore**,  isscored\_fld:**1**  }  });    }, er => {  er = **this**.\_user.\_decrypt(er.error.a);    })  }  *// submitQuiz(){*  *// }*  Previewanswer() {  **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  **this**.dialogReg.updateSize('100%', '100%');  } **else** {  **this**.dialogReg.updateSize('100%', '100%');  }  });  **if**(**this**.data.load['quizoptions\_fld'] == **1**){  **this**.open = !**this**.open;  }  }  cancelQuiz() {  **this**.dialogReg.close('');  }  getQuiz(str) {  **this**.\_ds.\_httpRequest('getquiz', { filepath: **str** }, **1**).subscribe( async (res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.quizObject = await res.payload.quiz;  **this**.answerkeyObject = await res.payload.answerkey.content  **this**.questionObject = **this**.arrayshuffle(**this**.quizObject['content']);  **this**.initializeAnswerObject()  }, er => {  })  }  arrayshuffle(data){  **let** newPos:**number**, temp:**number**;  **for** (**let** i = data.length - **1**; i > **0**; i--) {  newPos = Math.floor(Math.random() \* ( i+**1** ));  temp = data[i];  data[i] = data[newPos];  data[newPos] = temp;  }  **return** data;  }  getQuizScore(str) {  **this**.\_ds.\_httpRequest('getresult', { filepath: **str** }, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.quizScore = res.payload.result;  **this**.totalquestion = res.payload.result.length;  **this**.totalscore = res.payload.totalscore;  **this**.quiztotal = res.payload.quiztotal;  **this**.passingscore = **this**.quiztotal \* .**6**;  **this**.start = **2**;  }, er => {  })  }  getAnswers(id) {  **for** (**let** i = **0**; i <= **this**.answerkeyObject.length; i++) {  **if** (id == **this**.answerkeyObject[i].questionid) {  **return** **this**.answerkeyObject[i].answer;  }  }  }  startQuiz() {  **this**.start = **1**;  }  splitChoices(**string**) {  **return** **string**.split('//\*//');  }  calculateQuiz(){  **let** answer = **this**.answerObject  **let** answerkey = **this**.answerkeyObject  **let** totalScore = **0**  **let** totalQuizScore = **0**  answer.forEach((element, i) => {  **let** key = answerkey.find((item: **any** ) => { **return** element.questionid == item.questionid });  answer[i]['points'] = **0**  answer[i]['mark'] = **0**  totalQuizScore += key.score  **let** studAnswer = element.answer.trim()  **let** quizAnswer = key.answer.trim()  **if**(studAnswer.toUpperCase() == quizAnswer.toUpperCase()){  answer[i]['points'] = key.score  answer[i]['mark'] = **1**  totalScore += key.score  }  })  **let** answerJson = {  totalscore: **totalScore**,  quiztotal: **totalQuizScore**,  result: **answer**  }  **return** answerJson  }  checkIfQuestionIsString(question, isImage){  **if**(**typeof** question === 'string' && isImage === **0**) **return** question  **if**(**typeof** question !== 'object' && isImage === **1**) **return** **null**  **return** isImage == **1** ? question[**1**] : question[**0**]  }  viewimg(i){  *// const dialogConfig = new MatDialogConfig();*  *// dialogConfig.autoFocus = true;*  *// if (this.\_user.isMobile()) {*  *// dialogConfig.minHeight = 'auto';*  *// dialogConfig.minWidth = '90vw';*  *// dialogConfig.width = '90vw';*  *// } else {*  *// dialogConfig.minHeight = '83vh';*  *// dialogConfig.minWidth = '70vw';*  *// dialogConfig.width = '70vw';*  *// }*  *// dialogConfig.data = {*  *// height: '90vh',*  *// width: '70vw',*  *// resourceString: i*  *// }*  *// const dialogRef = this.dialog.open(ResourcePreviewComponent, dialogConfig)*  *// dialogRef.afterClosed().subscribe(result => {*  *// })*  *// const responsiveDialogSubscription = this.isExtraSmall.subscribe(result => {*  *// if (result.matches) {*  *// dialogRef.updateSize('1000px', '490px');*  *// } else {*  *// dialogRef.updateSize('1000px', '490px');*  *// }*  *// });*  }  } |

**Classlist**

|  |
| --- |
| **export** **class** MembersComponent **implements** OnInit {  instructor: **any**;  students: **any**;  fullname: **any**;  department: **any**;  profilepic: **any**;  pageslice;  **constructor**(**public** \_user:**UserService**, **public** \_ds:**DataService**) { }  ngOnInit(): **void** {  **this**.getMembers();    }  OnpageChange(event: **PageEvent**) {  **const** startIndex = event.pageIndex \* event.pageSize;  **let** endIndex = startIndex + event.pageSize;  **if** (endIndex > **this**.students.length) {  endIndex = **this**.students.length;  }  **this**.pageslice = **this**.students.slice(startIndex, endIndex);  }  getMembers(){  **this**.instructor = **this**.\_user.getTeachers();  **if** (**this**.instructor[**0**]['fname\_fld'] == **null**) {  **this**.fullname = "TBA";  **this**.department = "TBA";  **this**.profilepic = **null**;  }**else**{  **this**.fullname = **this**.instructor[**0**]['fname\_fld'] +" "+**this**.instructor[**0**]['lname\_fld'];  **this**.department = **this**.instructor[**0**]['dept\_fld'];  **this**.profilepic = **this**.instructor[**0**]['profilepic\_fld'];  }  **this**.students = **this**.\_user.getStudents();  **this**.pageslice = **this**.students.slice(**0**, **18**);  *// console.log(this.students,this.instructor);*    *// console.log(this.instructor);*    }  } |

**STUDENT WORKS**

|  |
| --- |
| **export** **class** StudentWorksComponent **implements** OnInit {  studworks: **any**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  **constructor**(**public** \_upload:**UploadsService**,  **public** \_user:**UserService**,  **public** \_ds:**DataService**,  **private** dialog:**MatDialog**,  **private** breakpointObserver: **BreakpointObserver**) { }  ngOnInit(): **void** {  *// console.log(this.\_user.getSelectedClass());*  **this**.getWorks();  }    previewResource(link, name) {  **let** data = {  resourceString: **link**,  reourcename: **name**  }  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  })  }  getWorks(){  *// console.log(this.\_user.getSelectedClass().classcode\_fld);*  **let** load = {  userid:**this.\_user.getUserID**(),  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  actcode:'',  type:''  }    **this**.\_ds.\_httpRequest('getstudworks',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.studworks = data.payload;  },er=>{  er = **this**.\_user.\_decrypt(er.error.a)  **throw** er  })  }  splitUrl(data){  **let** split = data.split(',')  **return** split;  }  } |

**FORUMS**

|  |
| --- |
| **export** **class** ForumComponent **implements** OnInit {  forumsdata: **any** = [];  showLoader: **boolean** = **true**;  filter: **string** = '';  allforum: **any** = [];  **constructor**(**private** router: **Router**, **public** \_user:**UserService**, **public** \_ds:**DataService**) { }  ngOnInit(): **void** {  **this**.getTopics();  }  getTopics(){  **this**.\_ds.\_httpRequest('getforumtopic',**null**,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.forumsdata = data.payload;  **this**.allforum = data.payload;  **this**.\_user.setMainForums(**this**.forumsdata);  *// console.log(this.forumsdata);*  **this**.showLoader = **false**;    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.forumsdata = [];  **this**.allforum = [];  **this**.showLoader = **false**;  *// console.log(er);*    })  }  filterlist(){  **let** results: **any** = []  **if**(**this**.filter != ''){  **this**.allforum.forEach(index => {  **if**(index.forumtitle\_fld.toLowerCase().includes(**this**.filter.toLowerCase())||index.forumdesc\_fld.toLowerCase().includes(**this**.filter.toLowerCase())){  results.push(index);  *// console.log(results);*    }  })  **this**.forumsdata = results;  } **else** {  **this**.forumsdata = **this**.allforum;  }  }  } |

**SUBFORUMS**

|  |
| --- |
| **export** **class** ForumSubComponent **implements** OnInit {  subForumContent: **any** = [];  mainforumcontent: **any** = [];  forumcode;  **constructor**(**public** \_upload:**UploadsService**,**public** \_ds: **DataService**, **private** ar: **ActivatedRoute**, **public** \_user: **UserService**, **private** dialog: **MatDialog**, **private** breakpointObserver: **BreakpointObserver**, **private** \_snackbar: **MatSnackBar**) { }  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  ngOnInit(): **void** {  **this**.getSubforum();  }  getSubforum() {  **let** mainforum = **this**.\_user.getMainForums();        **this**.ar.paramMap.subscribe((p) => { **this**.forumcode = p.get('id'); });  **for** (**let** i = **0**; i < mainforum.length; i++) {  **if** (mainforum[i].forumcode\_fld == **this**.forumcode) {  **this**.mainforumcontent.push(mainforum[i]);  }  }  *// console.log(this.forumcode);*    **this**.\_ds.\_httpRequest('getsubforum', { forumcode: **this.forumcode** }, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.subForumContent = dt.payload;  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  })  }  gotoContent(s: **Object**) {  **this**.\_user.setSubForums(s);  }  addSubForum() {  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.width = '100%',  dialogConfig.height = '100%',  dialogConfig.maxWidth = '100vw',  dialogConfig.maxHeight = '100vh',  dialogConfig.panelClass = 'dialogpadding',  dialogConfig.data = {  type: 'subforum',  code:**this.forumcode**  }  **const** dialogRef = **this**.dialog.open(ForumAddComponent, dialogConfig);  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('99%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  *// console.log(result.data);*  **if** (result.data) {  **this**.\_ds.\_httpRequest('addsubforum',result.data,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.subForumContent.push(data.payload[**0**]);  **this**.\_snackbar.open('Success!',**null**,{duration:**1000**})  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_snackbar.open('Failed!',**null**,{duration:**1000**})  })  }  });  }  } |

**Create Subforums**

|  |
| --- |
| **export** **class** ForumAddComponent **implements** OnInit {  **constructor**(**public** \_user:**UserService**, **public** \_ds:**DataService**,@Inject(MAT\_DIALOG\_DATA) **public** data: **any**,**private** dialogReg: **MatDialogRef**<DialogComponent>) { }  ngOnInit(): **void** {  *// console.log(this.data);*    }  addForum(e){  e.preventDefault();  **let** title = e.target[**0**].value;  **let** details = e.target[**1**].value;  **let** type = e.target[**2**].value;  **this**.dialogReg.close({  data : {  data:{  authorid\_fld: **this.\_user.getUserID**(),  subtitle\_fld: **title**,  subdesc\_fld: **details**,  type\_fld:**type**,  isapproved\_fld: **1**,  forumcode\_fld:**this.data.code**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' requested to open a subforum.',  module: 'forums'  }  }  });    }  } |

**FORUMS CONTENT**

|  |
| --- |
| **export** **class** ForumContentComponent **implements** OnInit {  contents: **any** = [];  count: **any**;  replystatus:**number** = **0**;  recipientcode: **any**;  **constructor**(**public** \_upload:**UploadsService**,  **public** ar: **ActivatedRoute**, **public** \_ds: **DataService**,  **private** router: **Router**, **public** \_user: **UserService**,  **public** dialog: **MatDialog**,  **private** breakpointObserver: **BreakpointObserver**,  **public** \_quest:**QuestService**  ) { }  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  ngOnInit(): **void** {  **this**.getContents();  }    getContents(){  **this**.\_ds.\_httpRequest('getsubcontent',{subcode:**this.\_user.getSubForums**().subcode\_fld},**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.contents = data.payload;  **this**.count = **this**.contents.length;  console.log(**this**.contents);    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  *// console.log(er);*    **this**.contents = [];  **this**.count = **0**;  *// console.log(er);*    })  }  addContent(e){  e.preventDefault();  **this**.\_user.setLoadingInput(**true**);  **let** content = e.target[**0**].value;  **let** data = {  data:{  authorid\_fld:**this.\_user.getUserID**(),  content\_fld: **content**,  subcode\_fld:**this.\_user.getSubForums**().subcode\_fld  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' added a comment in a thread.',  module: 'forums'  }    }  *// console.log(data);*  **this**.\_ds.\_httpRequest('addreply',data,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.contents.push(data.payload[**0**]);  **this**.count = **this**.count + **1**;  e.target[**0**].value = '';  **this**.\_user.setLoadingInput(**false**);  *// console.log(data.payload);*  *//Update Quest User Data*  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.cifcnt\_fld);      })  }  delcomment(forumcode , option){  **let** condel  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.panelClass = 'dialogpadding'  dialogConfig.data = {  option: **option**,  isConfirmed: **condel**  }  **const** dialogRef = **this**.dialog.open(DialogComponent, dialogConfig);  dialogRef.afterClosed().subscribe(result => {  *// console.log(result.data,forumcode);*    **if** (result.data) {  **let** load = {  data:{  isdeleted\_fld:**1**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' deleted a comment in forum.',  module: 'forum'  }  }  **this**.\_ds.\_httpRequest('editreply/'+forumcode, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  *// console.log(res);*    }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  **this**.getContents();  *// console.log(err);*      })  }  });  }  editSubForum(index,code,content) {  **const** dialogConfig = **new** MatDialogConfig();  dialogConfig.width = '100%',  dialogConfig.height = '100%',  dialogConfig.maxWidth = '100vw',  dialogConfig.maxHeight = '100vh',  dialogConfig.panelClass = 'dialogpadding'  dialogConfig.data = {  content:**content**  }  **const** dialogRef = **this**.dialog.open(ForumEditComponent, dialogConfig);  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('99%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  *// console.log(result.data);*  **if** (result.data) {  **this**.\_ds.\_httpRequest('editreply/'+code, result.data , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.contents[index] = res.payload[**0**];  *// console.log(res);*    }, er => {  **let** err = **this**.\_user.\_decrypt(er.error.a);  *// this.getContents();*  *// console.log(err);*      })  }  });  }  addReply(e){  e.preventDefault();    **let** replycontent = e.target[**0**].value;  *// console.log(replycontent);*    **if** (replycontent == '' || replycontent == **undefined** || replycontent == **null**) {    *// console.log("put replycontent");*  }**else**{  **let** load = {    data:{  *// classcode\_fld:this.\_user.getSelectedClass().classcode\_fld,*  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld:**this.recipientcode**,  content\_fld : **replycontent**,  withfile\_fld: **0**,  dir\_fld : ''  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' added a reply in a thread.',  module: 'forums'  }  }  *// console.log(load);*    **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  *// this.getcomments();*  *// console.log(data);*    e.target[**0**].value = **null**;  **this**.replystatus = **0**;  *// this.postcomments.unshift(this.\_user.\_convert(data.payload[0]));*  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);    })  }    }  replycontent(authorid,code){  **this**.replystatus = **1**;  **this**.recipientcode = code;  *// console.log(authorid,code);*  }  cancelreply(){  **this**.replystatus = **0**;  }  } |

**EDIT FORUMS COMMENTS**

|  |
| --- |
| **export** **class** ForumEditComponent **implements** OnInit {  content: **any**;  **constructor**(**public** \_user:**UserService**, **public** \_ds:**DataService**,@Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** dialogReg: **MatDialogRef**<DialogComponent>) { }  ngOnInit(): **void** {  **this**.content = **this**.data.content;  *// console.log(this.data.content);*    }  editforum(e){  e.preventDefault();  **let** content = e.target[**0**].value;  **this**.dialogReg.close({  data : {  data:{  content\_fld:**content**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' edited a comment in a thread.',  module: 'forums'  }  }  });  }  } |

**ELIBRARY**

|  |
| --- |
| **export** **class** LibraryComponent **implements** OnInit {  isactive: **boolean** = **false**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(  Breakpoints.XSmall  );  isTiled: **boolean** = **true**;  bookTitle: **string**;  bookObject: **any** = [];  bookObjectIndividual;  searchList;  **constructor**(  **private** breakpointObserver: **BreakpointObserver**,  **public** dialog: **MatDialog**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**  ) {}  ngOnInit(): **void** {  **this**.getBooks();  }  toggleview() {  **this**.isTiled = !**this**.isTiled;  }  Search() {  **let** book: **any**;  **let** author: **any**;  book = **this**.searchList.filter((res: **any**) =>  res.title\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  author = **this**.searchList.filter((res: **any**) =>  res.author\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  **if** (**this**.bookTitle == '') {  **this**.getBooks();  } **else** **if** (**this**.bookTitle != '') {  **if** (book == '') {  **this**.bookObject = author;  } **else** {  **this**.bookObject = book;  }  }  }  getBooks() {  **this**.\_ds.\_httpRequest('getbooks', '', **1**).subscribe(  (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.bookObject = dt.payload;  *// this.\_user.setBook(this.bookObject);*  **this**.searchList = **this**.bookObject;  },  (er) => {  *// let err = this.\_user.\_decrypt(er.error.a);*  console.clear();  **this**.bookObject = **null**;  }  );  }  viewBook(link) {  **let** data = {  resourceString: `${**this**.\_ds.booksURL}${link}#toolbar=**1**&navpanes=**1**`,  reourcename: **name**,  };  **const** dialogRef = **this**.dialog.open(ResourcePreviewComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**,  data: **data**,  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(  (result) => {  **if** (result.matches) {  dialogRef.updateSize('100%', '100%');  } **else** {  dialogRef.updateSize('100%', '100%');  }  }  );  dialogRef.afterClosed().subscribe((result) => {  responsiveDialogSubscription.unsubscribe();  });  }  } |

**NEWS AND ANNOUNCEMENTS**

|  |
| --- |
| **export** **class** NewsComponent **implements** OnInit {  image: **any**;  latestimg: **any**;  filter: **string**;  allnews: **any** = [];  latestreset: **any** = [];  **constructor**(**public** \_upload:**UploadsService**,**private** \_router: **Router**, **public** \_ds: **DataService**, **public** \_user: **UserService**) { }  newsdata=[**1**,**2**,**3**,**4**,**5**,**6**];  announcements = [];  latest = [];  showLoader: **boolean** = **true**;  ngOnInit(): **void** {  **this**.getAnnouncement();  }  viewContent() {  **this**.\_router.navigate(['./main/news/',**21**]);  }  getAnnouncement() {  **this**.\_ds.\_httpRequest('getannounce', { dept: **this.\_user.getDepartment**(), program: **this.\_user.getProgram**() }, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.announcements = data.payload;    **this**.allnews = data.payload;  **this**.latest = data.payload[**0**];  **this**.latestreset = data.payload[**0**];  **this**.showLoader = **false**;    },er => {  er = **this**.\_user.\_decrypt(er.error.a);  **this**.showLoader = **false**;    })  }  viewAnnouncement(i) {  **let** a = JSON.stringify([**this**.announcements[i]]);  **this**.\_user.setContentNews(a);  **this**.\_router.navigate(['./main/news', **this**.announcements[i].announcecode\_fld]);  }  filterlist(){  **let** results: **any** = []  **if**(**this**.filter != ''){  **this**.allnews.forEach(index => {  **if**(index.title\_fld.toLowerCase().includes(**this**.filter.toLowerCase()) || index.content\_fld.toLowerCase().includes(**this**.filter.toLowerCase())){  results.push(index);  }  })  **this**.announcements = results;  **this**.latest = [];  } **else** {  **this**.announcements = **this**.allnews;  **this**.latest = **this**.latestreset;  }  }  } |

**NEWS CONTENT**

|  |
| --- |
| **export** **class** NewContentComponent **implements** OnInit {  announcement = [];  randomannounce = [];  randomNumber: **any**;  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  image: **any**;  randimage: **any** = [];  **constructor**(**private** \_router: **Router**, **private** user: **UserService**, **public** \_ds: **DataService**, **public** dialog: **MatDialog**, **private** breakpointObserver: **BreakpointObserver**) { }  ngOnInit(): **void** {  **let** a = **this**.user.getContentNews();  **this**.announcement = JSON.parse(a);  *// console.log(this.announcement);*    **this**.randomNumber = Math.floor(Math.random() \* **3**) + **1**;  **this**.getimg();  **this**.getAnnouncement();  }    viewAnnouncement(data) {  *// this.\_router.navigate(['./main/news', data['announcecode\_fld']]);*  **this**.announcement = [{  announcecode\_fld: **data**['announcecode\_fld'],  content\_fld: **data**['content\_fld'],  datetime\_fld: **data**['datetime\_fld'],  imgdir\_fld: **data**['imgdir\_fld'],  title\_fld: **data**['title\_fld'],  withimg\_fld: **data**['withimg\_fld'],  recipientcode\_fld: **data**['recipientcode\_fld'],  timestamp\_fld: **data**['timestamp\_fld']  }];    }  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string**,path:**string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.fileUrl** + arr2[**0**], path: **arr2**[**1**] });  }  **return** filearray;  }  getimg() {  **let** imagepath = **this**.splitFilestring(**this**.announcement[**0**]['imgdir\_fld']);  **this**.image = imagepath[**0**].link;  **return** **this**.image;  }  getAnnouncement() {  **this**.\_ds.\_httpRequest('getannounce', { dept: **this.user.getDepartment**(), program: **this.user.getProgram**() }, **1**).subscribe((data: **any**) => {  data = **this**.user.\_decrypt(data.a);  **this**.randomannounce = data.payload;  *// console.log(this.randomannounce);*    *// for (let i = 0; i < this.randomannounce.length; i++) {*  *// if (this.randomannounce[i].withimg\_fld == 1) {*  *// this.randimage = this.\_ds.fileUrl + this.randomannounce[i].imgdir\_fld*    *// // this.randimage = imagepath[i].link*  *// // console.log(imagepath[i].link);*    *// }*    *// }*    })  }  openComments(acode,count){  **let** data = {  acode: **acode**,  commentcnt: **count**  };  **const** dialogRef = **this**.dialog.open(NewsCommentsComponent, {  panelClass: '',  maxWidth: '100vw',  maxHeight: '100vh',  data:**data**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();    });  }  } |

**PROFILE**

|  |
| --- |
| **export** **class** ProfileComponent **implements** OnInit {  student;  value = **70**;  showLoader : **boolean** = **true**;  questList = **new** QuestDataItem();  shopItems = **new** ShopItems();  itemsAcquired = **new** Array();  badgesAcquired = **new** Array();  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  **constructor**(**public** dialog: **MatDialog**, **public** \_ds: **DataService**, **public** \_user: **UserService**, **private** breakpointObserver: **BreakpointObserver**, **public** \_snackbar:**MatSnackBar**) { }  userQuestData = **this**.\_user.getQuestData();  ngOnInit(): **void** {  **this**.InitializeClaimed()  **this**.initializeProfileComponent();  }  InitializeClaimed()  {  **this**.getAchievements()  **this**.getItems()  }  changePassword():**void**{  **const** dialogRef = **this**.dialog.open(ChangePassModalComponent, {  maxWidth: '100vw',  maxHeight: '100vh',  panelClass: 'changepass',  disableClose: **true**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('50%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();    });  }  updateProfilePicture():**void**{  **const** dialogRef = **this**.dialog.open(ChangeProfilePictureComponent, {  panelClass: 'dialogpadding',  maxWidth: '100vw',  maxHeight: '100vh',  autoFocus: **true**,  disableClose: **true**,  data: **this.student**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('40%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  });  }  updateProfile():**void**{  **const** dialogRef = **this**.dialog.open(UpdateProfileModalComponent, {  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('98%', 'auto');  } **else** {  dialogRef.updateSize('70%', 'auto');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  **if** (result.data) {  **this**.\_ds.\_httpRequest('updateprofile/'+**this**.\_user.getUserID(),result.data,**1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.student = data.payload;  **this**.\_snackbar.open("Profile updated successfully",**null**,{duration:**1500**});  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  })  }  });  }  initializeProfileComponent(): **void**{  **if**(btoa('profile') **in** sessionStorage){  **this**.student = **this**.\_user.getStudentProfile();  **this**.showLoader = **false**;  }  **else**{  **this**.getStudentInfo();  }  }  getStudentInfo():**void** {  **this**.\_ds.\_httpRequest('studentprofile', {userid:**this.\_user.getUserID**()}, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.setStudentProfile(dt.payload);  **this**.student = dt.payload;  **this**.showLoader = **false**;  },er=>{  });  }  getAchievements () {  **let** userDataArrayListCode = **this**.userQuestData.badges\_acquired\_fld.split(';')  **this**.questList.quest.filter((questData) => {  userDataArrayListCode.forEach(badgeAcquired => {  questData.questcode\_fld === badgeAcquired ? **this**.badgesAcquired.push(questData) : **null**  });  })  }  getItems() {  **let** itemDataArrayListCode = **this**.userQuestData.items\_acquired\_fld.split(';')  **this**.shopItems.shopItems.filter((shopItems) => {  itemDataArrayListCode.forEach((itemAcquired) => {  shopItems.itemcode\_fld === itemAcquired ? **this**.itemsAcquired.push(shopItems) : **null**  })  })  }  } |

**CHANGE PASSWORD**

|  |
| --- |
| **export** **class** ChangePassModalComponent **implements** OnInit {  hide: **boolean**;  newpasshide:**boolean**;  newpasshide2:**boolean**;  **constructor**(**public** \_ds:**DataService**, **public** \_user: **UserService**,@Inject(MAT\_DIALOG\_DATA) **public** data: **any**,**private** dialogReg: **MatDialogRef**<DialogComponent>,**private** \_snackbar:**MatSnackBar**) { }  ngOnInit(): **void** {    }  changePass(e){  e.preventDefault();  **let** id = e.target[**0**].value;  **let** oldPass = e.target[**1**].value;  **let** newPass = e.target[**2**].value;  **let** confirmPass = e.target[**3**].value;  *// console.log(oldPass,newPass,confirmPass);*  **var** hasUpperCase = /[A-Z]/.test(newPass);  **var** hasLowerCase = /[a-z]/.test(newPass);  **var** hasNumbers = /\d/.test(newPass);  *// var hasNonalphas = /\W/.test(newPass);*    **if** (hasUpperCase == **true** && hasLowerCase == **true** && hasNumbers == **true** && newPass.length >= **8**) {  **if** (newPass == confirmPass) {    **this**.\_ds.\_httpRequest('changepass' ,{ id: **id**,param1: **oldPass**,param2: **newPass**,param3: **confirmPass** }, **1**).subscribe((dt: **any**)=>{  dt = **this**.\_user.\_decrypt(dt.a)  **this**.\_snackbar.open("Password change successfully",**null**,{duration:**1500**});  **this**.closeDialog(**true**);    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  console.log(er)  **this**.\_snackbar.open("Failed to update password",**null**,{duration:**1500**});  })    }**else**{  **this**.\_snackbar.open('Password Mismatch.', "", {duration:**1500**});  *// console.log("Mismatch password");*    }    }**else**{  **this**.\_snackbar.open('Your password is too weak.', "", {duration:**1500**});  *// console.log("Password too weak");*    }  }  closeDialog(data = **false**) {  **this**.dialogReg.close();  }  } |

**UPDATE PROFILE**

|  |
| --- |
| **export** **class** UpdateProfileModalComponent **implements** OnInit {  region: **any** = [];  province: **any** = [];  city: **any** = [];  brgy: **any**;  **constructor**(**public** \_user: **UserService**, **private** \_ds: **DataService**,@Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** dialogReg: **MatDialogRef**<DialogComponent>) { }  student;  regCode;  ngOnInit(): **void** {  **this**.getStudentInfo()  **this**.initializeAddress()  }  initializeAddress(){  **this**.getRegion();  *// this.displayProvince();*  }  getStudentInfo() {  **this**.\_ds.\_httpRequest('studentprofile', {userid:**this.\_user.getUserID**()}, **1**).subscribe((dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.\_user.setStudentProfile(dt.payload);  **this**.student = dt.payload;    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  });  }  getRegion(){  **this**.\_ds.\_httpRequest('getRegion',{},**1**).subscribe((data:**any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.region = data.payload;  })  }  closeDialog(data) {  **this**.dialogReg.close(data);  }  getProvince(e){  **this**.\_ds.\_httpRequest('getProvince',{region\_id:**e.target.value**},**1**).subscribe((data:**any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.province = data.payload;  **for**(**let** i = **0**; i < **this**.province.length; i++) {  **if**(**this**.province[i].regCode != e.target.value){  **this**.province.splice(i,**1**);  i--;  }  }  **this**.province.sort(**function**(a, b){  **return** a.provDesc.localeCompare(b.provDesc)  })    })  }  getCity(e){  **this**.\_ds.\_httpRequest('getCity',{province\_id:**e.target.value**},**1**).subscribe((data:**any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.city = data.payload;  **for**(**let** i = **0**; i < **this**.city.length; i++) {  **if**(**this**.city[i].provCode != e.target.value){  **this**.city.splice(i,**1**);  i--;  }  }  **this**.city.sort(**function**(a,b){  **return** a.citymunDesc.localeCompare(b.citymunDesc);  })  })  }  getBrgy(e){  **this**.\_ds.\_httpRequest('getBrgy',{municipality\_id:**e.target.value**},**1**).subscribe((data:**any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.brgy = data.payload;  **for**(**let** i = **0**; i < **this**.city.length; i++) {  **if**(**this**.brgy[i].citymunCode != e.target.value){  **this**.brgy.splice(i,**1**);  i--;  }  }  **this**.brgy.sort(**function**(a,b){  **return** a.brgyDesc.localeCompare(b.brgyDesc);  })  })  }  updateProfile(e){  e.preventDefault();  **let** mname\_fld = e.target[**1**].value;  **let** extname\_fld = e.target[**3**].value;  **let** birthplace\_fld = e.target[**5**].value;  **let** sex\_fld = e.target[**6**].value;  **let** civilstatus\_fld = e.target[**7**].value;  **let** contactnum\_fld = e.target[**8**].value;  **let** nationality\_fld = e.target[**9**].value;  **let** religion\_fld = e.target[**10**].value;  **let** region\_fld = e.target[**11**].value;  **let** province\_fld = e.target[**12**].value;  **let** city\_fld = e.target[**13**].value;  **let** brgy\_fld = e.target[**14**].value;  **let** house\_fld = e.target[**15**].value;  **let** zipcode\_fld = e.target[**16**].value;  **let** load = {  data:{  mname\_fld:**mname\_fld**,  extname\_fld:**extname\_fld**,  birthplace\_fld:**birthplace\_fld**,  sex\_fld:**sex\_fld**,  civilstatus\_fld:**civilstatus\_fld**,  contactnum\_fld:**contactnum\_fld**,  nationality\_fld:**nationality\_fld**,  religion\_fld:**religion\_fld**,  region\_fld:**region\_fld**,  province\_fld:**province\_fld**,  city\_fld:**city\_fld**,  brgy\_fld:**brgy\_fld**,  house\_fld:**house\_fld**,  zipcode\_fld:**zipcode\_fld**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' updated profile ',  module: 'profile'  }    }  **this**.dialogReg.close({  data : **load**    });  *// console.log(load);*    }  } |

**UPDATE PROFILE PICTURE**

|  |
| --- |
| **export** **class** ChangeProfilePictureComponent **implements** OnInit {  files: **any** = [];  filepath: **string**;  message: **string** = "Only accepts png file.";  orientation: **any**;  base64Image: **string** = **null**;  croppedImage: **string** = **null**;  **constructor**(  **private** \_snackbar: **MatSnackBar**,  **public** \_ds: **DataService**,  **public** \_user: **UserService**, @Inject(MAT\_DIALOG\_DATA)  **public** data: **any**,  **private** dialogReg: **MatDialogRef**<ChangeProfilePictureComponent>,  **private** \_imageCompress: **NgxImageCompressService**  ) { }  imageUrl: **string** | ArrayBuffer = **this**.\_ds.fileUrl + **this**.\_user.getProfilePicture();  ngOnInit(): **void** { }  compressFile() {  **this**.\_imageCompress.uploadFile().then(({ image, orientation }) => {  **this**.base64Image = image;  **this**.orientation = orientation;  });  }  imageCropped(e: **ImageCroppedEvent**) {  **this**.croppedImage = e.base64;  }  convertToBlob(e) {  **let** arr = e.split(','),  mime = arr[**0**].match(/:(.\*?);/)[**1**],  bstr = atob(arr[**1**]),  n = bstr.length,  u8arr = **new** Uint8Array(n);  **while** (n--) {  u8arr[n] = bstr.charCodeAt(n);  }  **return** **new** File([u8arr], 'Profile.png', { type: **mime** });  }  async updateProfile() {  **this**.\_user.setLoading(**true**);  **this**.\_imageCompress.compressFile(**this**.croppedImage, **this**.orientation, **50**, **100**).then(res => {  **let** imgData = **new** FormData();  **let** img: **string**;  **let** imgToUpload: **File**;  img = res;  imgToUpload = **this**.convertToBlob(img)  imgData.append('file[]', imgToUpload);  **this**.\_ds.\_httpRequest('editProfile/' + **this**.\_user.getUserID(), imgData, **3**).subscribe(async (data: **any**) => {  data = await **this**.\_user.\_decrypt(data.a);  **let** load = {  data: {  profilepic\_fld: **data.payload.filepath**  },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**() + ' profile picture update.',  module: 'profile'  }  }  **this**.\_ds.\_httpRequest('updateprofile/' + **this**.\_user.getUserID(), load, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.\_user.setLoading(**false**);  **this**.\_user.updateUserData({ img: **data.payload**[**0**].profilepic\_fld + "?e=" + Math.random().toString() },'studentuser');  **this**.dialogReg.close();  });  });  });  }  } |

**QUEST**

|  |
| --- |
| **export** **class** QuestComponent **implements** OnInit {  isExtraSmall: **Observable**<BreakpointState> = **this**.breakpointObserver.observe(Breakpoints.XSmall);  questList = **new** QuestDataItem()  */\*\**  *\* Declaration of Experience and levelup*  *\*/*  resetExperienceBar: **number** = **0**;  experienceGain:**number** = **0**;  levelCount: **number** = **0**;  */\*\**  *\* number of points decleration*  *\*/*  pointGained: **number** = **0**;  */\*\**  *\* Progress bar limit declaration*  *\*/*  progressBarLimit: **number** = **0**;  */\*\**  *\**  *\* @param \_user*  *\*/*  **constructor**(**public** \_user:**UserService**,  **public** \_ds:**DataService**,  **public** \_quest:**QuestService**,  **public** dialog:**MatDialog**,  **private** breakpointObserver: **BreakpointObserver**) { }  questDetails :**any**;  questProgress:**any** = **this**.\_user.getQuestData();  *// showLoader: boolean = true;*    ngOnInit(): **void** {  **this**.InitializeStudentAchievements();  }  */\*\**  *\* InitializeStudentAchievements method*  *\*/*  **public** InitializeStudentAchievements() {  */\*\* Get data for mapping of achievements \*/*  **this**.GetAchievementData();  }  */\*\**  *\* GetAchievementData in the database*  *\*/*  **public** GetAchievementData() {    */\*\* For resetting of experience \*/*  **this**.ExperienceResetAndLevelUp(**this**.questProgress.experience\_fld);  */\*\* For points gained \*/*  **this**.PointsGained(**this**.questProgress.points\_fld);  }  */\*\**  *\* Reseting Experience when reach 100%*  *\*/*  **public** ExperienceResetAndLevelUp(experience:**number**) {  */\*\* For reset experience \*/*  **this**.resetExperienceBar = experience % **100**;  */\*\* For leveling \*/*  **this**.levelCount = Math.floor(experience / **100**);  }  */\*\**  *\* PointsGained method*  *\*/*  **public** PointsGained(points:**number**) {  **this**.pointGained = points;  }  */\*\**  *\* ProgressBarControl*  *\*/*  **public** ProgressBarControl(data, count:**number**) {  **if**(data =='QC001' || data =='QC002' || data =='QC003' ||data =='QC004' ){  **if**(**this**.questProgress['cifcnt\_fld'] <= count ){  **return** count == **this**.questProgress['cifcnt\_fld'] ? count/count \* 100: **this.questProgress**['cifcnt\_fld']/count \* **100**  }**else** {  **return** count/count \* **100**;  }  }  **else** **if**(data =='QC005' || data =='QC006' || data =='QC007' ||data =='QC008' ){  **if**(**this**.questProgress['piccnt\_fld'] <= count ){  **return** count == **this**.questProgress['piccnt\_fld'] ? count/count \* 100: **this.questProgress**['piccnt\_fld']/count \* **100**  }**else** {  **return** count/count \* **100**;  }  }  **else** **if**(data =='QC009' || data =='QC010' || data =='QC011' ||data =='QC012' ){  **if**(**this**.questProgress['ciccnt\_fld'] <= count ){  **return** count == **this**.questProgress['ciccnt\_fld'] ? count/count \* 100: **this.questProgress**['ciccnt\_fld']/count \* **100**  }**else** {  **return** count/count \* **100**;  }  }  **else** **if**(data =='QC013' || data =='QC014' || data =='QC015' ||data =='QC016' ){  **if**(**this**.questProgress['taskcnt\_fld'] <= count ){  **return** count == **this**.questProgress['taskcnt\_fld'] ? count/count \* 100: **this.questProgress**['taskcnt\_fld']/count \* **100**  }**else** {  **return** count/count \* **100**;  }  }  **else** **if**(data =='QC017' || data =='QC018' || data =='QC019' ||data =='QC020' ){  **if**(**this**.questProgress['class\_on\_time\_fld'] <= count ){  **return** count == **this**.questProgress['class\_on\_time\_fld'] ? count/count \* 100: **this.questProgress**['class\_on\_time\_fld']/count \* **100**  }**else** {  **return** count/count \* **100**;  }  }  }  questCode(questCode, target){  **if**(questCode =='QC001' || questCode =='QC002' || questCode =='QC003' ||questCode =='QC004' ){  **if**(**this**.questProgress['cifcnt\_fld'] <= target ){  **return** target == **this**.questProgress['cifcnt\_fld'] ? target+'/'+target : **this.questProgress**['cifcnt\_fld']+'/'+target  }**else** {  **return** target+'/'+target;  }  }  **else** **if**(questCode =='QC005' || questCode =='QC006' || questCode =='QC007' ||questCode =='QC008' ){  **if**(**this**.questProgress['piccnt\_fld'] <= target ){  **return** target == **this**.questProgress['piccnt\_fld'] ? target+'/'+target : **this.questProgress**['piccnt\_fld']+'/'+target  }**else** {  **return** target+'/'+target;  }  }  **else** **if**(questCode =='QC009' || questCode =='QC010' || questCode =='QC011' ||questCode =='QC012' ){  **if**(**this**.questProgress['ciccnt\_fld'] <= target ){  **return** target == **this**.questProgress['ciccnt\_fld'] ? target+'/'+target : **this.questProgress**['ciccnt\_fld']+'/'+target  }**else** {  **return** target+'/'+target;  }  }  **else** **if**(questCode =='QC013' || questCode =='QC014' || questCode =='QC015' ||questCode =='QC016' ){  **if**(**this**.questProgress['taskcnt\_fld'] <= target ){  **return** target == **this**.questProgress['taskcnt\_fld'] ? target+'/'+target : **this.questProgress**['taskcnt\_fld']+'/'+target  }**else** {  **return** target+'/'+target;  }  }  **else** **if**(questCode =='QC017' || questCode =='QC018' || questCode =='QC019' ||questCode =='QC020' ){  **if**(**this**.questProgress['class\_on\_time\_fld'] <= target ){  **return** target == **this**.questProgress['class\_on\_time\_fld'] ? target+'/'+target : **this.questProgress**['class\_on\_time\_fld']+'/'+target  }**else** {  **return** target+'/'+target;  }  }  }  openShop():**void** {  **const** dialogRef = **this**.dialog.open(ShopdialogComponent, {  panelClass: 'shop',  maxWidth: '100vw',  maxHeight: '100vh',  disableClose: **true**  });  **const** responsiveDialogSubscription = **this**.isExtraSmall.subscribe(result => {  **if** (result.matches) {  dialogRef.updateSize('100%', 'auto');  } **else** {  dialogRef.updateSize('100%', '100%');  }  });  dialogRef.afterClosed().subscribe(result => {  responsiveDialogSubscription.unsubscribe();  })  }  } |

**QUEST SHOPS**

|  |
| --- |
| **export** **class** ShopdialogComponent **implements** OnInit {  shopList:**any** = **new** ShopItems();  **constructor**(**public** dialog:**MatDialog**,  **public** \_user:**UserService**,  **public** \_quest:**QuestService**,  **public** \_ds:**DataService**,  **public** \_snackbar:**MatSnackBar**,  **private** dialogReg: **MatDialogRef**<ShopdialogComponent>) { }    ngOnInit(): **void** {  **this**.itemChecker()  }  buyItem(itemcode\_fld,cost){  **let** questData = **this**.\_user.getQuestData()    **for** (**let** i = **0**; i < **this**.shopList.shopItems.length; i++) {  **if** (**this**.shopList.shopItems[i].cost\_fld > questData.points\_fld) {  **this**.\_snackbar.open('Not enough points.',**null**,{duration:**1000**})  **return**  }  }  **const** dialogConfig = **new** MatDialogConfig()  dialogConfig.autoFocus = **true**;  **if** (**this**.\_user.isMobile()) {  dialogConfig.maxHeight = '90vw';  dialogConfig.minHeight = 'auto';  dialogConfig.minWidth = '70vw';  dialogConfig.maxWidth = '90vw';  } **else** {  dialogConfig.minHeight = '20vh';  dialogConfig.minWidth = '15vw';  }  dialogConfig.data = {  option:'buyItem',  itemcode\_fld:**itemcode\_fld**  }  **const** dialogRef = **this**.dialog.open(DialogComponent,dialogConfig)  dialogRef.afterClosed().subscribe(result => {  **if** (result) {  **let** splitItems = **new** Array() *//for Splitting the items in the database*  **let** itemsRedeem:**string** = ''; *//data to pass in database*  **let** questData = **this**.\_user.getQuestData(); *//get data from session storage*  **if** (questData.items\_acquired\_fld === "")  {  itemsRedeem = itemcode\_fld  }  **else**  {  splitItems = questData.items\_acquired\_fld.split(';');  splitItems.push(itemcode\_fld) *//push the newly redeem item*  itemsRedeem = splitItems.join(';') *//joined by ';'*  }  **this**.\_ds.\_httpRequest('updategameprogress',{items\_acquired\_fld:**itemsRedeem**},**1**).subscribe(res => {  res = **this**.\_user.\_decrypt(res.a);  **this**.\_snackbar.open('Redeem Successfully!',**null**,{duration:**1000**})  **this**.\_user.updateUserData({items\_acquired\_fld:**itemsRedeem**},'questsdata');  **let** questDataUpdate = **this**.\_user.getQuestData().items\_acquired\_fld  **let** splitQuestUpdate = questDataUpdate.split(';');    **for** (**let** i = **0**; i < **this**.shopList.shopItems.length; i++) {  **let** item = **this**.shopList.shopItems[i].itemcode\_fld  **if** (splitQuestUpdate.includes(item)) {  **this**.shopList.shopItems[i].isRedeemed = **false**  }**else**{  **this**.shopList.shopItems[i].isRedeemed = **true**  }  }  *//Subtract cost to points*  **this**.\_quest.SubtractCostToPoints(cost)  })  }  })    }  *//init checker if item already redeemed*  itemChecker(){  **let** questData = **this**.\_user.getQuestData().items\_acquired\_fld  **let** splitQuestData = questData.split(';');  **for** (**let** i = **0**; i < **this**.shopList.shopItems.length; i++) {  **let** item = **this**.shopList.shopItems[i].itemcode\_fld  **if** (splitQuestData.includes(item)) {  **this**.shopList.shopItems[i].isRedeemed = **false**  }**else**{  **this**.shopList.shopItems[i].isRedeemed = **true**  }  }  console.log(**this**.shopList.shopItems);    }  closeDialog() {  **this**.dialogReg.close();  }  } |

**TODOLIST**

|  |
| --- |
| **export** **class** TodolistComponent **implements** OnInit {  list: **any** = [];  tasklist: **any**=[];  classArr:**any** = [];  showLoader: **boolean** = **true**;  showTable = **false**;  subObj: **any** = []  **constructor**(**public** \_user:**UserService**, **public** \_ds:**DataService**,**private** \_router:**Router**,) { }  ngOnInit(): **void** {  **this**.classArr = **this**.\_user.getStudentSchedule();  **this**.getlist();  }    ngAfterViewInit(): **void**{  console.clear()  }  **public** get activityState(): **typeof** ActivityState {  **return** ActivityState;  }  date\_diff\_indays(date1, date2) {  **var** dt1 = **new** Date(date1);  **var** dt2 = **new** Date(date2);  **return** Math.floor((Date.UTC(dt2.getFullYear(), dt2.getMonth(), dt2.getDate()) - Date.UTC(dt1.getFullYear(), dt1.getMonth(), dt1.getDate()) ) /(**1000** \* **60** \* **60** \* **24**));  }  showName(){  **if**(**this**.\_user.getLoginState()){  **return** **this**.\_user.getFullname();  }  }  getlist(){  **this**.\_ds.\_httpRequest('gettodolist',{param1:**this.\_user.getUserID**()},**1**).subscribe( async (data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  **this**.subObj = await data.payload.sub  **this**.list = await **this**.getTodoList(data.payload.**class**, data.payload.act);  console.log(**this**.list);    **this**.showLoader = **false**;  }, er => {    er = **this**.\_user.\_decrypt(er.error.a);  **this**.list = [];  **this**.showLoader = **false**;      });  }  isShowTodoList(li){  **let** actCount = **0**;  **let** doneCount = **0**;  **for** (**let** i = **0**; i < li.length; i++) {  actCount += li[i].activity.length  doneCount += li[i].done\_count  }  **if**(actCount== doneCount){  console.log(actCount);  **return** **true**  }  **return** **false**;  }  viewActivity(classcode){  *// console.log(this.classArr,classcode);*  **for** (**let** i = **0**; i < **this**.classArr.length; i++) {  **if** (**this**.classArr[i].classcode\_fld === classcode) {  **this**.\_user.setSelectedClass(**this**.classArr[i]);    }    }  }  getTodoList(sClass, sActivity){  **let** todoObj: **any** = []  sClass.forEach(element=>{  todoObj.push({  classcode: **element.classcode\_fld**,  subjdesc: **element.subjdesc\_fld**,  activity: **this.getClassActivity**(element.classcode\_fld, sActivity)  })  })  **return** todoObj  }  getClassActivity(classcode, actobj){  **let** actList: **any**    **let** arr: **any** = actobj.filter(item =>  (classcode == item.classcode\_fld)  )  arr.forEach( (element, i) => {  **let** submit = **this**.subObj  .find( (item: **any** ) => {  **return** item.actcode\_fld == element.actcode\_fld && item.classcode\_fld == classcode  })  **if**(arr[i]!=**undefined**){  **if**(submit!=**undefined**){  arr[i] = {  ...arr[i], ...submit  }    }  }  });          **return** arr  }  } |

**OTHER DIALOGS (STUDENT)**

**GLOBAL DIALOG**

|  |
| --- |
| **export** **class** DialogComponent **implements** OnInit {  textcontent: **any**;  newpass = '';  link:**string** = '';  **constructor**(**private** \_ds: **DataService**, **public** \_user:**UserService**, @Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** dialogReg: **MatDialogRef**<DialogComponent>) { }  ngOnInit(): **void** {  **if** (**this**.data.newpw == **undefined** || **this**.data.newpw == **null**) {  **return**  }**else**{  **this**.newpass = **this**.data.newpw;  }  **if** (**this**.data.data == **undefined** || **this**.data.data.content\_fld == **undefined** || **this**.data.data.content\_fld == **null**) {  **return**;  }**else**{  **this**.textcontent = **this**.data.data.content\_fld;  }  }    condel(v: **number**) { **this**.dialogReg.close({ data: **v** }); }  editcomment(v: **number**) { **this**.dialogReg.close({ data: **this.textcontent** }); }  turnin(v: **number**) { **this**.dialogReg.close({ data: **v** }); }  unsubmit(v: **number**) { **this**.dialogReg.close({ data: **v** }); }  getFilename(data) { **return** data.replace(/^.\*[\\\/]/, ''); }  returnFileUrl(path) { **return** **this**.\_ds.baseURL + path }  logout(v: **number**){  **this**.dialogReg.close({data:**v**});  }  quizSubmit(v:**number**){  **this**.dialogReg.close({data:**v**});  }  confirmRedeem(){  **this**.dialogReg.close({data:**true**})  }  myreg = /(^|\s)((https?:\/\/)?[\w-]+(\.[\w-]+)+\.?(:\d+)?(\/\S\*)?)/gi  linkFormControl = **new** FormControl('',[Validators.required,Validators.pattern(**this**.myreg)])  addLink(){  **if** (**this**.linkFormControl.hasError('required')) {  **return** 'Link is required.'  }**else** **if**(**this**.linkFormControl.hasError('pattern'))  {  **return** 'Invalid URL.'  }  **this**.dialogReg.close({data:**this.link**})  }  } |

**IMAGE PREVIEW**

|  |
| --- |
| **export** **class** ImagePreviewComponent **implements** OnInit {  **constructor**(  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**,  **private** dialogReg: **MatDialogRef**<ImagePreviewComponent>  ) {}  ngOnInit(): **void** {}  } |

**EDIT POST**

|  |
| --- |
| **export** **class** PostsEditComponent **implements** OnInit {  datatoedit: **any**;  textcontent = **this**.data.data['content\_fld'];  files: **any** = [];  fileButton: **boolean**;  photoButton: **boolean**;  videoButton: **boolean**;  removeFiles: **boolean**;  withfile: **number** = **0**;  filepathtoupload: **any**;  isUploading: **boolean**;  filepath: **FormData**;  disableButton:**number**;  submittedFiles: **any** = [];  filesToBeUpdated: **any** = [];  existingDir: **any**;  split: **any**;  combined: **any**;  editFiles: **any** = [];  **constructor**(**public** \_upload:**UploadsService**,  **private** \_ds: **DataService**,  **public** dialog: **MatDialog**,  **private** \_snackbar:**MatSnackBar**,  **public** \_user:**UserService**,  @Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** dialogReg: **MatDialogRef**<DialogComponent>) { }  ngOnInit(): **void** {  **this**.buttondisablerpost();  }    async editpost(v: **number**) {  **this**.\_user.setLoading(**true**);  **if** (**this**.files.length != **0**) {  await **this**.\_upload.Filepath(**this**.files).then((filepath:**any**)=>{  *// console.log(filepath);*  **if** (**this**.existingDir === **null** || **this**.existingDir === **undefined** ) {  **this**.filepathtoupload = filepath;  **this**.\_user.setLoading(**false**);  *// console.log(this.existingDir);*    }**else**{  **this**.split = **this**.existingDir.split(':');  **this**.split.push(filepath);  **this**.combined = **this**.split.join(':');  *// console.log(this.combined);*    **this**.filepathtoupload = **this**.combined;  **this**.\_user.setLoading(**false**);    }    }).**catch**(e=>{  **return**;    });  }**else**{  **this**.filepathtoupload = **this**.existingDir;  **this**.\_user.setLoading(**false**);  *// console.log(this.filepathtoupload);*    }      **this**.dialogReg.close({  data : {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**this.textcontent**,  withfile\_fld:**this.withfile**,  dir\_fld:**this.filepathtoupload**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' edited a post on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }  }  });  }  buttondisablerpost(){  *// console.log(this.data);*    **if** (**this**.data.data['dir\_fld'] != '') {  **this**.existingDir = **this**.data.data['dir\_fld'];  **this**.submittedFiles = **this**.\_upload.splitFilestring(**this**.data.data['dir\_fld']);  *// console.log(this.submittedFiles);*  **for** (**let** i = **0**; i < **this**.submittedFiles.length; i++) {  **var** ext = **this**.getext(**this**.submittedFiles[i].name);  **switch** (ext) {  **case** 'txt':  **case** 'doc':  **case** 'docx':  **case** 'html':  **case** 'htm':  **case** 'odt':  **case** 'pdf':  **case** 'xls':  **case** 'xlsx':  **case** 'ods':  **case** 'pdf':  **case** 'ppt':  **case** 'pptx':  **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **true**;  **this**.withfile = **5**;  **break**;  **case** 'm4v':  **case** 'avi':  **case** 'mpg':  **case** 'mp4':  **this**.fileButton = **true**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  **this**.withfile = **2**;  **break**;  **case** 'jpg':  **case** 'gif':  **case** 'bmp':  **case** 'png':  **case** 'jfif':  **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  **this**.withfile = **1**;  **break**;  }    }  }**else**{  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  }    }  async getFile(event) {  **let** sum: **number** = **0**;  **for** (**var** i = **0**; i < event.target.files.length; i++) {  sum += event.target.files[i].size;  **this**.files.push(event.target.files[i]);  **var** ext = **this**.getext(**this**.files[i].name);  **switch** (ext) {  **case** 'txt':  **case** 'doc':  **case** 'docx':  **case** 'html':  **case** 'htm':  **case** 'odt':  **case** 'pdf':  **case** 'xls':  **case** 'xlsx':  **case** 'ods':  **case** 'pdf':  **case** 'ppt':  **case** 'pptx':  **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **true**;  **this**.withfile = **5**;  **break**;  **case** 'm4v':  **case** 'avi':  **case** 'mpg':  **case** 'mp4':  **this**.fileButton = **true**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  **this**.withfile = **2**;  **break**;  **case** 'jpg':  **case** 'gif':  **case** 'bmp':  **case** 'png':  **case** 'jfif':  **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  **this**.withfile = **1**;  **break**;  }  **this**.\_upload.getFile(**this**.files)  }  **if** (sum > **30000000**) {  **this**.\_snackbar.open((sum / **1048576**).toFixed(**2**).toString() + "File to big error",**null**,{duration:**1500**})  *// console.log((sum / 1048576).toFixed(2).toString() + "File to big error");*  **this**.files = [];  (<HTMLInputElement>document.getElementById('files')).value = '';  }**else**{  (<HTMLInputElement>document.getElementById('files')).value = '';  }  }  async deletefile(path){  **let** load = {  dir\_fld:**path**  }  **return** **new** Promise((resolve,rejects)=>{  **this**.\_ds.\_httpRequest('deletefile', load, **1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  resolve(data.status.remarks);  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **return** **new** Promise(()=>{  rejects (er.status.remarks)  })  })  })  }  deletefileconfirmation(i,option){  **let** condel  **const** dialogRef = **this**.dialog.open(DialogComponent, {  data: {  option: **option**,  isConfirmed: **condel**  },  });  dialogRef.afterClosed().subscribe(result => {    **if** (result.data) {  **this**.unlinkedFile(i);  }  });  }  async unlinkedFile(i){  **let** newFiles:**any** = [];  **this**.\_user.setLoading(**true**)  await **this**.deletefile(**this**.submittedFiles[i].path).then(()=>{  **this**.submittedFiles.splice(i, **1**);  **this**.submittedFiles.map((e)=>{  newFiles.push(e.name+'?'+e.path);  });  newFiles = newFiles.join(':');  *// console.log(newFiles);*  **let** load = {  data:{  withfile\_fld: **newFiles** == '' ? 0 : **this.withfile**,  dir\_fld: **newFiles**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' remove a post on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  }  };  **if** (newFiles == '') {  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  }  **this**.\_ds.\_httpRequest('editpost/'+**this**.data.data['postcode\_fld'], load, **1**).subscribe((data:**any**)=>{  data = **this**.\_user.\_decrypt(data.a);  *// console.log(data);*  **if** (data.payload[**0**].dir\_fld == '') {  **this**.existingDir = **null**;  }**else**{  **this**.existingDir = data.payload[**0**].dir\_fld;  }      **this**.withfile = data.payload[**0**].withfile\_fld;  **this**.\_user.setLoading(**false**);    *// console.log(data);*    },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  *// console.log(er);*    })    });    }  async removeFile(i) {  **this**.files.splice(i, **1**);  **if** (**this**.files.length == **0**) {  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  }  *// console.log("remove");*    }  getext(data) {  **return** data.split('.').pop();  }  getFileExtension(filename) {  **if** (filename == 'docx') { **return** '#004db3'; }  **if** (filename == 'pptx') { **return** '#c34524'; }  **if** (filename == 'txt') { **return** '#95a5a6'; }  **if** (filename == 'pdf') { **return** '#ad0b00'; }  **else** {  **return** '#1f6499';  }  }  getfileExt(filename) {  **return** filename.split('.').pop();  }  } |

**RESOURCES PREVIEW**

|  |
| --- |
| **export** **class** ResourcePreviewComponent **implements** OnInit {  linkPath: **any**;  name: **string**;  **constructor**(**public** \_upload:**UploadsService**,**private** \_ds: **DataService**, **public** \_user:**UserService**, @Inject(MAT\_DIALOG\_DATA) **public** data: **any**, **private** dialogReg: **MatDialogRef**<DialogComponent>,**private** sanitizer: **DomSanitizer**) { }  ngOnInit(): **void** {  **this**.getLink(**this**.data.resourceString);  }  getLink(link){  **let** embbed:**string**;  **this**.name = **this**.\_upload.getfileExt(link);  **if** (**this**.name.includes('docx') || **this**.name.includes('xlsx') || **this**.name.includes('pptx')) {  embbed = `https:*//view.officeapps.live.com/op/embed.aspx?src=${link}&embedded=true`*  }  **if** (**this**.name.includes('txt') || **this**.name.includes('pdf') || **this**.name.includes('csv')) {  embbed = link;  }  **if** (**this**.name.includes('jpg') || **this**.name.includes('jpeg') || **this**.name.includes('png')) {  embbed = link;  }  *// console.log(embbed);*    **if** (embbed != **undefined**) {  **this**.linkPath = **this**.sanitizer.bypassSecurityTrustResourceUrl(embbed);  }**else**{  **this**.linkPath = **null**  }    *// this.linkPath = this.sanitizer.bypassSecurityTrustResourceUrl(embbed);*  }  } |

**STUDENT MOBILE VERSION**
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**Login.ts**

|  |
| --- |
| networkStatus: **any**;  networkListener: **PluginListenerHandle**;  loginCredentials: **any** = {  param1: '',  param2: ''  };  passwordType: **string** = 'password';  passwordIcon: **string** = 'eye-off';  autoInput=**false**;  ionViewWillEnter(){  **this**.getNetWorkStatus()  *// console.clear()*  **let** auth :**boolean** = **false**  **try** {  **const** autologin = **this**.\_storage.get('autologin').then(async (res)=>{  **if**(res != **null**){ auth = await res.isAuth }  });  } **catch** (error) {  console.log(error);  }  **if** (**this**.loginCredentials.param1 == "" || **this**.loginCredentials.param1 == "" || auth) {  **return**  }  **this**.OnSubmit("")  }  async getNetWorkStatus() {  **this**.networkStatus = await Network.getStatus();  *// console.log(this.networkStatus);*  }  async ngOnInit() {  await **this**.\_storage.create();  **try** {  **const** autologin = **this**.\_storage.get('autologin').then((res)=>{  **if**(res !=**null**){  **if**(res.isAuth ==**true**){  **this**.loginCredentials.param1 = res.us;  **this**.loginCredentials.param2= res.ps;  }**else**{ console.log('error') }  }**else**{ console.log('error') } });  } **catch** (error) {  **this**.\_user.presentToast('Remember Password failed!','danger');  } **if**(**this**.\_user.isLoggedIn()){**this**.\_router.navigate(['/main']);} }  hideShowPassword() {  **this**.passwordType = **this**.passwordType === 'password' ? 'text' : 'password';  **this**.passwordIcon = **this**.passwordIcon === 'eye' ? 'eye-off' : 'eye';  }  *//getAcadyear*  async getSettings(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getsettings',**null**,**2**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.setSettings(res.payload[**0**]);  },er=>{ loading.dismiss(); }); }  *//end of Acadyear*  *//remember me the last user*  async remember(e): Promise<any> {  **try** {  **const** result = await **this**.\_storage.set('isStay', e.target.checked);  **this**.autoInput = result;  } **catch** (reason) {console.log(reason);}  }  *//end of remember me*  async passwordChange(){  **const** modal = await **this**.\_modal.create({  component: **PasswordChangePage**,  });  await modal.present();  }  *//submit*  async OnSubmit(e){  e.preventDefault();  await **this**.getSettings();  **if**(**this**.loginCredentials.param1 == '' || **this**.loginCredentials.param2 ==''){  **this**.\_user.presentToast('Invalid Credentials!',"danger");  **return**;}  **let** param1 = **this**.loginCredentials.param1;  **let** param2 = **this**.loginCredentials.param2;  **let** param3: **number** = **1**;  **let** param4: **string** = **this**.\_user.isMobile()?'Web Access using Mobile phone':'Web Access using Desktop/Laptop';  **this**.\_ds.\_httpRequest('studentlogin', { param1 , param2, param3, param4}, **2**).subscribe((res: **any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.\_storage.set('autologin',{ us: **this.loginCredentials.param1**, ps:**this.loginCredentials.param2**,isAuth: **this.autoInput**} );  **this**.\_user.setData('user', res.payload);  **this**.\_user.setLoginState();  **this**.\_user.presentToast("Welcome " + **this**.\_user.getFullname(), "dark");  **if**(res.payload['reset'] == **1**){  **this**.passwordChange();  }  **this**.loginCredentials.param1 = ""  **this**.loginCredentials.param2 = ""  **this**.\_router.navigate(['main/tabs/classes']);  }, er => {  **this**.\_user.presentToast('The username/password you entered is invalid!',"danger");  **let** data = **this**.\_user.\_decrypt(er.error.a); }); }  *//end of submit }* |

**Classes**

|  |
| --- |
| color='';  allClasses=[];  classes: **any**[] = [];  mon = []; tue = []; wed = []; thu = []; fri = []; sat = []; sun = [];  sched =[];  searchItem = '';  questProgress :**any** =[];  ngOnInit() {  **this**.color = '#07b559';  **this**.getclasslist();  **this**.getGameProgress();  }  *//get ClassList*  async getclasslist(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getclasslist', { userid: **this.\_user.getUserID**(), acadyear:**this.\_user.getAcadYear**(), semester:**this.\_user.getSemester**()}, **1**).subscribe((res: **any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.allClasses = **this**.sortClass(res.payload);  **this**.classes = **this**.allClasses;  **this**.\_user.setStudentSchedule(**this**.allClasses);  }, er => {  loading.dismiss();  **this**.allClasses = [];  **this**.\_user.presentToast("No Classes Yet!","danger");  });}  *//end of ClassList*  *//open Open Educational Resources*  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{  **return** **this**.\_ds.fileUrl + data;  }}  *//end of profile pic*  *//faculty Name*  facultyName(data){  **if**(data.includes("null")){  **return** "TBA";  }**else**{ **return** data; }  }  *//end of faculty name*  filterClass(ev) {  **let** searchItem = ev.target.value;  **this**.classes = **this**.allClasses.filter((x)=>{  **return** (  x.classcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) || x.subjcode\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subjdesc\_fld.toUpperCase().includes(searchItem.toUpperCase()) ); });}  sortClass(payload): any {  **let** arrDays: **string**[] = ['Mon', 'Tue', 'Wed', 'Thu', 'Fri', 'Sat', 'Sun'];  **let** tmp: **any** = payload;  **let** items: **any**[]=[];  arrDays.forEach(x => {  tmp.forEach(y => {  **let** found=**0**;  **if**(y.day\_fld.includes(x)) {  items.forEach(z=>{  **if**(y.classcode\_fld==z.classcode\_fld) found = **1**;  });  **if**(found!=**1**) items.push(y);  }  });});**return** items}  async getGameProgress(){  **let** load = **this**.\_user.getUserID();  **this**.\_ds.\_httpRequest('gameprogress', load ,**1** ).subscribe(async ( data: **any**) => {  data = await **this**.\_user.\_decrypt(data.a);  **this**.questProgress = data.payload[**0**];  **this**.\_user.setQuestData(**this**.questProgress);  }, er => {  **this**.presentToast("No Classes Yet!","danger");  });}  viewClass(data){  **this**.\_user.setSelectedClass(data);  **this**.\_router.navigate(['/sub/tabs/classfeed']);  }  async viewProfile(e){  **this**.\_router.navigate(['main/tabs/profile',{ id:'classes' }]);  }  viewSchedule(){  **this**.\_router.navigate(['main/tabs/schedule']);  }  async viewMessage(e){  **const** modal = await **this**.\_modal.create({  component: **MessagingPage**,  });  await modal.present();  }  async viewNotification(e){  **const** modal = await **this**.\_modal.create({  component: **NotificationPage**,  componentProps: { value: **123** }  });  await modal.present();  } |

**Activities**

|  |
| --- |
| classobject = []; resourceObject = [];limitResources = [];  activities = []; topicObj = [];  disabledBtn = **false**;  showResource = **false**;  datenow = **new** Date;  refresh = **0**;  isResources = **false**;  isActivities = **true**;  selectedSlide: **any**;  segment = **0**;  sliderOption = {  initialSlide : **0**,  slidesPerView: **1**,  speed: **400**  }  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  }  ionViewWillEnter(){  **this**.topicObj = []; **this**.resourceObject = [];  **this**.limitResources = []; **this**.activities = [];  **this**.getResource();  **this**.getActivity();  **this**.getTopic();}  getResource(){  **this**.\_ds.\_httpRequest('getreslist',{ classcode:**this.classobject**['classcode\_fld'] },**1**).subscribe((res:**any**) =>{  res = **this**.\_user.\_decrypt(res.a);  **for** (**let** index = **0**; index < res.payload.length; index++) {  **this**.refresh = **0**;  **if**(res.payload[index].datesched\_fld <= **this**.\_user.getDateToday() || res.payload[index].datesched\_fld == **null** ){  **this**.resourceObject.push({data:**res.payload**[index], show:**false** });}}  },er=>{  **this**.\_user.presentToast('No Upload Resources!','danger'); **this**.limitResources = [];});}  async getActivity(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getcpost',{ classcode:**this.classobject**['classcode\_fld'] ,type:''},**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **for** (**let** index = **0**; index < res.payload.length; index++) {  **if**(res.payload[index].datesched\_fld == **null**){  res.payload[index].datesched\_fld = **this**.\_user.getDateToday();  }  **if**(res.payload[index].recipient\_fld.includes(**this**.\_user.getUserID()) && (res.payload[index].datesched\_fld <= **this**.\_user.getDateToday()) ){  **this**.activities.push(res.payload[index]) }}  },er=>{ loading.dismiss(); **this**.activities = []; })}  getTopic(){  **let** load = {  classcode:**this.\_user.getSelectedClass**().classcode\_fld  }  **this**.\_ds.\_httpRequest('gettopic',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a)  **for** (**let** index = **0**; index < res.payload.length; index++) {  **this**.topicObj.push({data: **res.payload**[index], show:**false**}) ;  }  **this**.\_user.setTopic(res.payload);  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **this**.topicObj = []; }) }  async resTab(e){  **this**.isResources = **true**;  **this**.isActivities = **false**;  }  async actTab(e){  **this**.isResources = **false**;  **this**.isActivities = **true**;  }  doRefresh(event) {  **if**(**this**.refresh == **0**){  **this**.ionViewWillEnter();  }  setTimeout(() => {  event.target.complete();  }, **2000**);  }  async preview(e,data){  **const** modal = await **this**.\_modal.create({  component: **PreviewPage**,  componentProps: { preview: **data** }  });  await modal.present();}  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.fileUrl** + arr2[**1**] }); } **return** filearray; }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{  **return** data;} }  *//end of get profile pic*  back(){  **this**.\_router.navigate(['main/tabs/classes']);  }  async viewActivities(e,a){  **const** modal = await **this**.\_modal.create({  component: **ViewActivitiesPage**,  componentProps: { activity: **a** }  });  await modal.present();  }  async viewQuiz(e){  **const** modal = await **this**.\_modal.create({  component: **ViewQuizzesPage**,  });  await modal.present();  }  async segmentChange(ev){  await **this**.selectedSlide.slideTo(**this**.segment);  }  slideShange(slides: **IonSlides**){  **this**.selectedSlide = slides;  slides.getActiveIndex().then(index =>{  **this**.segment = index; }) }  async classinfo(){  **const** alert = await **this**.alertControl.create({  subHeader: **this.classobject**['subjdesc\_fld'],  message: 'Classcode : ' + **this**.classobject['classcode\_fld'] + '<br>' +  **this**.classobject['day\_fld'] +'<br>'+ **this**.classobject['starttime\_fld'] + ' - ' + **this**.classobject['endtime\_fld'],  buttons: [{text : 'OK', cssClass: 'defaultbtn', }] });  await alert.present();  await alert.onDidDismiss();  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292'; }  **else** **if** (filename == 'ppt') {  **return** '#CA4223'; }  **else** **if** (filename == 'zip') {  **return** '#B23333'; }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** { **return** '#222'; } }  getfileExt(filename) {  **return** filename.split('.').pop();  } }  Classlist.page.ts  classobject=[]; instructor = []; classList = [];  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.getMembers();  }  getMembers(){  **let** load = {  data:{  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  acadyear:**this.\_user.getAcadYear**(),  semester:**this.\_user.getSemester**()  }}  **this**.\_ds.\_httpRequest('getmembers',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.instructor = res.payload.instructor;  **this**.classList = res.payload.student;  **this**.classList.sort((a, b) => a.lname\_fld.localeCompare(b.lname\_fld))  }); }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{  **return** **this**.\_ds.fileUrl + data;  } }  *//end of get profile pic*  *//faculty Name*  facultyName(data){  **if**(data.includes("null")){  **return** "TBA";  }**else**{**return** data; }}  *//end of faculty name*  back(){  **this**.\_router.navigate(['main/tabs/classes']);  }  async classinfo(){  **const** alert = await **this**.alertControl.create({  subHeader: **this.classobject**['subjdesc\_fld'],  message: 'Classcode : ' + **this**.classobject['classcode\_fld'] + '<br>' +  **this**.classobject['day\_fld'] +'<br>'+ **this**.classobject['starttime\_fld'] + ' - ' + **this**.classobject['endtime\_fld'],  buttons: [{text : 'OK', cssClass: 'defaultbtn', }]  }); await alert.present(); await alert.onDidDismiss();} } |

**Classfeed**

|  |
| --- |
| classobject = []; classFeed= []; classpost = [];  textLimit = **180**;  img = ['jpg','gif','bmp','png','jpeg'];  video = ['avi','mpg','m4v','mp4','wmv'];  filext = ['txt', 'doc' , 'docx' ,'html' ,'htm' ,'odt' ,'pdf' ,'xls', 'xlsx' ,'ods', 'pdf' ,'pptx', 'ppt','sql'];  index = **0**; refresh = **0**;  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  }  ionViewWillEnter(){  **this**.classFeed = [];  **this**.getClassFeed();  }  async getClassFeed(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getcpost',{classcode:**this.classobject**['classcode\_fld'],type: 'post'},**1**).subscribe((res)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.classFeed = **this**.\_user.\_convert(res.payload);  **this**.refresh = **0**;  **this**.classpost = **this**.addfiles(**this**.classFeed);  **for** (**let** index = **0**; index < **this**.classpost.length; index++) {  **if**(**this**.classpost[index].poll\_fld.length != **0**){  **let** load ={  filepath: **this.classpost**[index].dir\_fld,  postcode: **this.classpost**[index].postcode\_fld  }  **this**.\_ds.\_httpRequest('getpoll',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.classpost[index].options = res.payload.options;  **this**.classpost[index].respcode = res.payload.respcode;  },er=>{ console.log(er) })}}  },er=>{  loading.dismiss();  **this**.classpost = []; }); }  disable(){  **this**.\_user.presentToast('Disabled Poll!','danger');  }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  addfiles(array) {  array.forEach(e => {  e.images\_fld = [];  e.video\_fld = [];  e.attachment\_fld = [];  e.poll\_fld = [];  e.pollchoices\_fld = [];  e.pollresponse\_fld = [];  e.respcode\_fld = '';  e.showMore = **false**;  e.youtube\_fld = [];  e.content\_fld = e.content\_fld;  e.authorid\_fld == **this**.\_user.getUserID() ? e.author\_owner = **true** : e.author\_owner = **false**;  **if** (e.withfile\_fld >= **1**) {  **let** files = [];  **if**(e.dir\_fld != **null**){  files = **this**.splitFilestring(e.dir\_fld);  }  files.forEach(f => {  *// console.log(f)*  **if** (**this**.img.includes(**this**.getext(f.name))) {  e.images\_fld.push(f);  }  **if** (**this**.video.includes(**this**.getext(f.name))) {  e.video\_fld.push(f);  }  **if** (**this**.filext.includes(**this**.getext(f.name))) {  e.attachment\_fld.push(f);  }  **if** (**this**.getext(f.name) == 'json') {  e.poll\_fld.push(f);  }});}  **if**(e.content\_fld == **null**){ e.content\_fld = ''; }  **if**(e.content\_fld.includes('youtube.com') || e.content\_fld.includes('google.com/file/d/')){  e.youtube\_fld = **this**.getVideoEmbedURL(e.content\_fld);  }**else** {  e.youtube\_fld = **null**;  }  **if** ((e.withfile\_fld == **3** || e.withfile\_fld == **4**)) {  **let** pollObj = **this**.\_upload.splitPollContent(e);  e.content\_fld = pollObj.content\_fld;  e.pollchoices\_fld = pollObj.pollchoices\_fld;  **let** load = {  postcode: **e.postcode\_fld**,  filepath: {  options: [] } }  e.pollchoices\_fld.map((chc) => {  load.filepath.options.push({ "choice": chc, "votes": **0**, "respondents": [] });  });  **this**.\_commonservice.commonSubscribe('getpoll', load, **1**)  .then(async (dt: **any**) => {  e.pollresponse\_fld = await dt.payload.options  e.respcode\_fld = dt.payload.respcode;  e.pollresponse\_fld.map(poll => {  poll.respondents.map(e => {  **if** (e.studnum\_fld === **this**.\_user.getUserID()) {  poll.userpollvoted = **true**;  } }) }) }); } }); **return** array;  }  *// Addedd by Melner*  getVideoEmbedURL(content: **string**): any {  **let** replacePattern1 = /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  **let** replacedText = content.replace(replacePattern1, '<\*>$1<\*>');  **let** content\_arr: **string**[] = replacedText.split('<\*>');  **let** a: **any** = content\_arr.filter((x) => {  **if** (x.includes('http')) {  **return** x}; });  **for** (**let** i = **0**; i < a.length; i++) {  **if** (a[i].includes('youtube.com')) {  a[i] = a[i].replace('watch?v=', 'embed/');;  }  **else** {  a[i] = a[i].replace('view?usp=sharing', 'preview');  }  a[i] = **this**.\_sanitizer.bypassSecurityTrustResourceUrl(a[i]);  } **return** a; }  async setAnswers(e,index,post, postIndex){  **let** load = {  data:{  postcode\_fld: **post**['postcode\_fld'],  studnum\_fld: **this.\_user.getUserID**(),  response\_fld: **index**,  respcode\_fld: **post**['respcode\_fld']  },  filepath: {  options: **post.pollresponse\_fld**,  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' reponded in a poll on '+**this**.\_user.getSelectedClass().subjdesc\_fld,  module: 'classroom'  } }  **this**.\_ds.\_httpRequest('answerpoll', load, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.classpost[postIndex].pollresponse\_fld.map( (poll: **any**) => {  poll.userpollvoted = **false**;  poll.respondents.map( (e, indx) =>{  **if** (e.studnum\_fld === **this**.\_user.getUserID()) {  poll.respondents.splice(indx, **1**)  poll.votes -= **1** } }) })  **this**.classpost[postIndex].pollresponse\_fld[index].userpollvoted = **true**  **this**.classpost[postIndex].pollresponse\_fld[index].votes += **1**  **this**.classpost[postIndex].pollresponse\_fld[index].respondents.push({  fullname: **this.\_user.getFullname**(),  profilepic\_fld: **this.\_user.getProfilePic**(),  studnum\_fld: **this.\_user.getUserID**()  }) });  sanitize(data){  **return** **this**.\_sanitizer.bypassSecurityTrustResourceUrl(data);  }  async addpost(e){  **let** modal = await **this**.\_modal.create({  component: **AddPostPage**,  });  modal.onDidDismiss().then((dataReturned) => {  **if**(dataReturned.data == 'exit'){**return**;}  **let** addpost = **this**.addfiles(dataReturned.data)  **this**.classpost.unshift(**this**.\_user.\_convert(addpost[**0**]));  });  **return** await modal.present();  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{  **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  doRefresh(event) {  **if**(**this**.refresh == **0**){  **this**.getClassFeed();  **this**.refresh++;  }  setTimeout(() => {  event.target.complete();  }, **2000**);  }  async preview(e,data){  **const** modal = await **this**.\_modal.create({  component: **PreviewPage**,  componentProps: { preview: **data** } });  await modal.present(); }  async viewComments(e,data,i, module){  **let** modal = await **this**.\_modal.create({  component: **CommentsPage**,  componentProps:{actionCode: **data**,  module: **module**},  cssClass: ''  });  modal.onDidDismiss().then((dataReturned) => {  **this**.classpost[i].commentcount = dataReturned.data;  }); **return** await modal.present(); }  async presentPopover(ev,f,i,option){  **const** popover = await **this**.\_popover.create({  component: **PopoverPage**,  componentProps: { classfeed: **f** ,  option: **option**,  index: **i**  },  cssClass: 'my-popover-class',  mode:'ios',  event: **ev**,  translucent: **true**  });  await popover.present();  popover.onDidDismiss().then((dataReturned) => {  **if**(dataReturned.role == 'backdrop' || dataReturned.data == 'exit'){**return**;}  **if**(dataReturned.role == **null**){  **this**.classpost.splice(dataReturned.data,**1**);  **return**; }  **let** post = **this**.addfiles(dataReturned.data);  **for** (**let** index = **0**; index < **this**.classpost.length; index++) {  **if**(**this**.classpost[index].postcode\_fld == dataReturned.data[**0**].postcode\_fld){  **this**.classpost[index] = post[**0**]; } } });  **return** await popover.present(); }  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string**; }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.fileUrl** + arr2[**1**]}); } **return** filearray;  }  getext(data) { **return** data.split('.').pop(); }  back(){  **this**.\_router.navigate(['main/tabs/classes']);  }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292'; }  **else** **if** (filename == 'ppt') {  **return** '#CA4223'; }  **else** **if** (filename == 'zip') {  **return** '#B23333'; }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {**return** '#222'; } }  getfileExt(filename) {  **return** filename.split('.').pop();  }  async classinfo(){  **const** alert = await **this**.alertControl.create({  subHeader: **this.classobject**['subjdesc\_fld'],  message: 'Classcode : ' + **this**.classobject['classcode\_fld'] + '<br>' +  **this**.classobject['day\_fld'] +'<br>'+ **this**.classobject['starttime\_fld'] + ' - ' + **this**.classobject['endtime\_fld'],  buttons: [{text : 'OK', cssClass: 'defaultbtn', }]});  await alert.present();  **let** result = await alert.onDidDismiss(); } } |

**Comments**

|  |
| --- |
| @ViewChild('myInput', {**static**: **true**}) myInput: **ElementRef**;  @Input() actionCode = ""; @Input() module ='';  postcomments = []; editComment = []; reply = [];  classobject = [];  textLimit = **100**;  comments = ''; recipientcode = ''; edit = '';  replyComment=''; editPost = ''; editClasscode = '';  stats = 'add';  editIndex = **0**;  replystatus = **false**;  replies = **false**;  index = **0**;  editreplyIndex = **0**;  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.getcomments();  }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  *//comments*  async getcomments(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getccomment',{ acode:**this.actionCode** },**1**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.postcomments = **this**.\_user.\_convert(res.payload);  **for** (**let** index = **0**; index < **this**.postcomments.length; index++) {  **this**.postcomments[index].showMore = **false**;  **this**.postcomments[index].replies = **false**;  **this**.postcomments[index].writeReply = **false**;  }  },er=>{loading.dismiss()  **this**.postcomments = []; }); }  *//end of comments*  *//add and edit comments*  async addComments(e,d){  *//add*  **if**(d == 'add'){ **this**.addComment();  *//edit*  }**else** **if**(d == 'edit'){ **this**.editComments();  }}  *//end add and edit*  async addComment(){  **if**(**this**.comments.trim() == ''){  **this**.\_user.presentToast('Please Write Something!','danger');  **return**; }  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld: **this.actionCode**,  content\_fld : **this.comments.trim**(),  withfile\_fld: **0**,  dir\_fld : ''  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' created a comment on ' + **this**.classobject['subjdesc\_fld'] ,  module: **this.module**  }}  **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  res.payload[**0**].showMore = **false**;  res.payload[**0**].replies = **false**;  res.payload[**0**].reply = [];  res.payload[**0**].replycount = **0**;  **this**.postcomments.unshift(res.payload[**0**]);  **this**.comments = '';  **this**.myInput.nativeElement.style.height = '40px';  **this**.\_user.presentToast('Successfully Posted!','dark');  **if**(res.payload[**0**].actioncode\_fld.includes("CP")){  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.ciccnt\_fld);  }},er=>{  loading.dismiss();  **this**.\_user.presentToast('Invalid Post!','danger');  er = **this**.\_user.\_decrypt(er.error.a);  });}  async editComments(){  **if**(**this**.comments.trim() == ''){  **this**.\_user.presentToast('Please Write Something!','danger');  **return**; }  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **let** load = {  data:{  classcode\_fld:**this.editComment**['classcode\_fld'],  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**this.comments.trim**(),  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' edited a comment on ' + **this**.classobject['subjdesc\_fld'] ,  module: **this.module**} }  **this**.\_ds.\_httpRequest('editcomm/'+ **this**.editComment['commentcode\_fld'] , load , **1**).subscribe((res) => {  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **if**(**this**.edit == 'comment'){  **this**.postcomments[**this**.editIndex].content\_fld = res.payload[**0**].content\_fld;  }**else**{  **for** (**let** index = **0**; index < **this**.postcomments.length; index++) {  **if**(**this**.postcomments[index].commentcode\_fld == res.payload[**0**].actioncode\_fld){  **this**.postcomments[index].reply[**this**.editIndex].content\_fld = **this**.\_user.\_convert(res.payload[**0**].content\_fld);  } } }  **this**.stats = 'add';  **this**.comments = '';  **this**.\_user.presentToast('Successfully Updated!','dark');  },er=>{  loading.dismiss();  **this**.\_user.presentToast('Invalid Post!','danger');  er = **this**.\_user.\_decrypt(er.error.a); }); }  async editReply(e){  e.preventDefault();  **if**(e.target[**0**].value.trim() == ''){  **this**.\_user.presentToast('Please Write Something!','danger');  **return**; }  **let** load = {  data:{  classcode\_fld:**this.classobject**['classcode\_fld'],  authorid\_fld:**this.\_user.getUserID**(),  content\_fld:**e.target**[**0**].value.trim(),  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' edited a comment on ' + **this**.classobject['subjdesc\_fld'] ,  module: **this.module**  }}  **this**.\_ds.\_httpRequest('editcomm/'+ **this**.editClasscode , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.postcomments[**this**.editreplyIndex].reply[**this**.editIndex].content\_fld = res.payload[**0**].content\_fld; **this**.postcomments[**this**.editreplyIndex].reply[**this**.editIndex].showEdit = **false**;  **this**.stats = 'add';  **this**.comments = '';  **this**.\_user.presentToast('Successfully Updated!','dark');  },er=>{  **this**.\_user.presentToast('Invalid Post!','danger');  er = **this**.\_user.\_decrypt(er.error.a);  }); }  async addreply(e,comment,i){  **if**(**this**.replyComment.trim() == ''){  **this**.\_user.presentToast('Please Write Something!','danger');  **return**; }  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld : **this.\_user.getUserID**(),  actioncode\_fld: **comment.commentcode\_fld**,  content\_fld : **this.replyComment.trim**(),  withfile\_fld: **0**,  dir\_fld : ''  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' replied a comment on ' + **this**.classobject['subjdesc\_fld'] ,  module: **this.module**  } } **this**.\_ds.\_httpRequest('addcomment',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.postcomments[i].replycount +=**1**;  **if** (**this**.postcomments[i].reply == **null**) {  **this**.postcomments[i].reply = [];  **this**.postcomments[i].reply.push(res.payload[**0**]);  } **else** {  **this**.postcomments[i].reply.push(res.payload[**0**]); }  **this**.replyComment = '';  **this**.replystatus = **false**;  **this**.\_user.presentToast('Successfully Posted!','dark');  },er=>{  **this**.\_user.presentToast('Invalid Post!','danger');  er = **this**.\_user.\_decrypt(er.error.a); })}  removeReply(){  **this**.replystatus = **false**;  **this**.stats = 'add';  }  async presentPopover(ev,c,j,i,option){  **const** popover = await **this**.\_popover.create({  component: **PopoverPage**,  componentProps: { classcomment: **c** ,  option: **option**, index: **j**,  postIndex: **I** },  cssClass: 'my-popover-class',  mode:'ios',  event: **ev**,  translucent: **true**  });  await popover.present();  popover.onDidDismiss().then((dataReturned) => {  **if**(dataReturned.role == 'backdrop'){**return**;}  **if**(dataReturned.data.option == 'comment'){  *//edit comment*  **this**.editIndex = dataReturned.data.postIndex;  **this**.stats = 'edit';  **this**.edit = dataReturned.data.option;  **this**.editComment = dataReturned.data.data;  **this**.comments = **this**.editComment['content\_fld'];  }**else** **if**(dataReturned.data.option == 'reply comment'){    *//edit reply*  **this**.editIndex = dataReturned.data.index;  **this**.editreplyIndex = dataReturned.data.postIndex;  **this**.stats = 'edit';  **this**.edit = dataReturned.data.option;  **this**.editPost = **this**.postcomments[dataReturned.data.postIndex].reply[dataReturned.data.index].content\_fld;  **this**.editClasscode = **this**.postcomments[dataReturned.data.postIndex].reply[dataReturned.data.index].commentcode\_fld;  **this**.postcomments[dataReturned.data.postIndex].reply[dataReturned.data.index].showEdit = **true**;  }**else** **if**(dataReturned.data.option == 'delete comment'){  *//delete comment*  **this**.postcomments.splice(dataReturned.data.postIndex,**1**);  }**else** **if**(dataReturned.data.option == 'reply delete'){  *//delete reply*  **this**.postcomments[dataReturned.data.postIndex] = dataReturned.data.data;  }});  **return** await popover.present();  }  resize() {  **if**(**this**.comments.length > **20** || **this**.comments.length < **20**){ **this**.myInput.nativeElement.style.height = '40px'; }  **this**.myInput.nativeElement.style.height = **this**.myInput.nativeElement.scrollHeight + 'px';  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; }  }  *//end of get profile pic*  back(){  **if**(**this**.postcomments.length == **0**){  **this**.\_modal.dismiss(**0**);  }**else**{  **this**.\_modal.dismiss(**this**.postcomments.length); }}}  Studentworks.page.ts  classobject = []; studWorks = []; activities = [];  index = **0**;  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.getActivity();  }  ionViewWillEnter(){  **this**.studWorks = [];  **this**.getStudentWorks();  }  async getStudentWorks(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getstudworks',{userid: **this.\_user.getUserID**(),classcode:**this.classobject**['classcode\_fld'],actcode:'',type:""},**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.studWorks = res.payload;  *// console.log(this.studWorks);*  },er=>{  loading.dismiss();  **this**.studWorks = [];  });  }  getActivity(){  **this**.\_ds.\_httpRequest('getcpost',{classcode:**this.classobject**['classcode\_fld'] ,type:''},**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.activities = res.payload;  },er=>{  **this**.activities = [];  }) }  async viewActivity(e,actcode){  **let** act = []  **for** (**let** index = **0**; index < **this**.activities.length; index++) {  **if**(**this**.activities[index].actcode\_fld == actcode){  act = **this**.activities[index]; } }  **const** modal = await **this**.\_modal.create({  component: **ViewActivitiesPage**,  componentProps: {activity : **act** }  });  await modal.present();  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{  **return** data; } }  *//end of get profile pic*  back(){  **this**.\_router.navigate(['main/tabs/classes']);  }  async classinfo(){  **const** alert = await **this**.alertControl.create({  subHeader: **this.classobject**['subjdesc\_fld'],  message: 'Classcode : ' + **this**.classobject['classcode\_fld'] + '<br>' +  **this**.classobject['day\_fld'] +'<br>'+ **this**.classobject['starttime\_fld'] + ' - ' + **this**.classobject['endtime\_fld'],  buttons: [{text : 'OK',cssClass: 'defaultbtn',}] });  await alert.present();  **let** result = await alert.onDidDismiss();} }  ViewActivies.page.ts  @Input() activity = [];  works= []; files=[]; dupefile = []; alreadyuploaded = [];  issubmitted = **0**;  isscored = **0**;  withfile = **0**;  dueDate:**any**;  displayCloseIcon : **boolean** = **true**;  saveBtn: **boolean**;  index = **0**;  filepathtoupload = **undefined**;  downloadfiles = []; updateFile =[]; viewQuiz = [];  classobject= [];  score = ''; quiztotal = '';  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.downloadfiles = **this**.splitFilestring(**this**.activity['filedir\_fld']);  **if**(**this**.activity['type\_fld'] == **1**){  **this**.downloadfiles = [];}  **this**.dupefile = [];}  ionViewWillEnter(){  **this**.works = [];  **this**.alreadyuploaded = [];  **this**.issubmitted = **0**;  **this**.isscored = **0**;  **this**.getWorks();  }  async getWorks(){  **let** load = {  userid:**this.\_user.getUserID**(),  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  actcode:**this.activity**['actcode\_fld'],  type:'act' }  **this**.\_ds.\_httpRequest('getstudworks',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.works = res.payload;  **if**(**this**.activity['type\_fld'] == **0**){  **this**.alreadyuploaded = **this**.splitFilestring(**this**.works[**0**].dir\_fld);  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  }**else** **if**(**this**.activity['type\_fld'] == **1**){  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **if**(**this**.isscored == **1**){  **this**.getQuizResult(**this**.works[**0**].dir\_fld); }}  },(er) => {  **this**.works = [];  **let** err = **this**.\_user.\_decrypt(er.error.a);  }) }  async getQuizResult(data){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **this**.\_ds.\_httpRequest('getresult', { filepath: **data** }, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.viewQuiz = res.payload;  **this**.score = **this**.viewQuiz['totalscore'];  **this**.quiztotal = **this**.viewQuiz['quiztotal'];  },er=>{  loading.dismiss();})}  *//getFile in the storage*  getFile(event) {  **let** sum: **number** = **0**;  **for** (**var** i = **0**; i < event.target.files.length; i++) {  sum += event.target.files[i].size;  **if**(**this**.dupefile.includes(event.target.files[i].name)){  **this**.presentToast('Files already exist!','danger');  **return**;  }**else**{  **this**.files.push(event.target.files[i]);  **this**.dupefile.push(event.target.files[i].name); } }  **if** (sum > **10000000**) {  **this**.presentToast((sum / **1048576**).toFixed(**2**).toString() + "File to big error",'danger');  **this**.files = [];  }**else**{  **if** (**this**.files.length > **0**) {  **if** (**this**.dueDate < **this**.\_user.getDateToday()) {  **this**.withfile = **2**;  }**else**{**this**.withfile = **1**; }} }  **this**.displayCloseIcon = **false**; }  *//end of getFile*  async Filepath(){  **let** formdata: **FormData**;  formdata = **this**.uploadFile(**this**.files);  **return** **new** Promise((resolve, rejects) => {  **this**.\_ds.\_httpRequest('upload/' + **this**.\_user.getUserID(), formdata, **3**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  resolve(data.payload.filepath);  }, er => {  er = **this**.\_user.\_decrypt(er.error.a);  rejects(er.error.a)  });})}  uploadFile(payload) {  **const** formData = **new** FormData();  **for** (**var** i = **0**; i < **this**.files.length; i++) {  formData.append('file[]', **this**.files[i]);  }  formData.append('payload', JSON.stringify(payload));  **return** formData;  }  *//submit work*  async addWork(e,i){  **if**(i == 'Submit'){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **if**(**this**.files.length == **0**){  **this**.presentToast("Please add file/s first!",'danger');  **return**;  }  await **this**.Filepath().then((filepath:**any**)=>{  **new** Promise<**void**>(() => {  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  actcode\_fld: **this.activity**['actcode\_fld'],  studnum\_fld:**this.\_user.getUserID**(),  type\_fld:**this.\_user.getSelectedClass**().type\_fld,  dir\_fld:**filepath**,  issubmitted\_fld: **this.withfile**  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**()+' submitted a file on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'activities'  }}  **this**.\_ds.\_httpRequest('addwork',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.works = **this**.\_user.\_convert(res.payload);  **this**.files = [];  **this**.alreadyuploaded = **this**.splitFilestring(**this**.works[**0**].dir\_fld);  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **this**.displayCloseIcon = **true**;  **this**.getWorks();  },er => {  er = **this**.\_user.\_decrypt(er.error.a);  })});}).**catch**(e=>{});  }**else**{  **this**.displayCloseIcon = **false**;  **this**.saveBtn = **true**;  } }  *//end of submit work*  async save(e){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present();  **if**(**this**.files.length == **0** && **this**.alreadyuploaded.join()== ""){  **this**.presentToast("Please add file/s first!",'danger');  **return**; }  **if**(!(**this**.files.length == **0**)) {  await **this**.Filepath().then((filepath:**any**)=>{  **new** Promise<**void**>(() => {  **this**.filepathtoupload = filepath;  }) }); }  **for** (**let** index = **0**; index < **this**.alreadyuploaded.length; index++) {  **if**(**this**.alreadyuploaded[index].name == ''){  **this**.alreadyuploaded = [];  }**else**{  **let** name = **this**.alreadyuploaded[index].name;  **let** link = **this**.removeBaseUrl(**this**.alreadyuploaded[index].link);  **this**.alreadyuploaded[index] = name +"?"+ link;  } }  **if**(**this**.filepathtoupload == **undefined**){  **this**.filepathtoupload = '';  **this**.filepathtoupload = **this**.alreadyuploaded.join(":");  }**else** **if**(**this**.alreadyuploaded.join(':') == ''){  **this**.alreadyuploaded = [];  **this**.filepathtoupload = **this**.filepathtoupload;  }**else**{  **this**.filepathtoupload = **this**.filepathtoupload+ ":" + **this**.alreadyuploaded.join(":");  }  **if**(**this**.updateFile.length != **0**){  **for** (**let** index = **0**; index < **this**.updateFile.length; index++)  { **this**.deleteFile(**this**.updateFile[index]); }  **this**.updateFile = []; }  **let** load = {  data:{*// isdeleted\_fld: 1,*  dir\_fld: **this.filepathtoupload**,  isscored\_fld: **this.works**[**0**].isscored\_fld  }  ,notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' edited an activity on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'activities' } }  **this**.\_ds.\_httpRequest('editsubmit/'+**this**.works[**0**].submitcode\_fld, load ,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.dupefile =[];  **this**.alreadyuploaded = **this**.splitFilestring(res.payload[**0**].dir\_fld)  **this**.files = [];  **this**.filepathtoupload = **undefined**;  **this**.displayCloseIcon = **true**;  **this**.saveBtn = **false**;  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  loading.dismiss() }) }  async deleteFile(path){  **let** load = { dir\_fld:**path** }  **return** **new** Promise((resolve,rejects)=>{  **this**.\_ds.\_httpRequest('deletefile',load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  resolve(res.status.remarks);  },er=>{  er = **this**.\_user.\_decrypt(er.error.a);  **return** **new** Promise(()=>{  rejects(er.status.remarks)  }) }) }) }  async removeFile(i,data) {  **if**(data == 'add'){  **this**.files.splice(i, **1**);  **this**.dupefile.splice(i,**1**);  }**else**{  **this**.dupefile.splice(i,**1**);  **this**.updateFile.push(**this**.removeBaseUrl(**this**.alreadyuploaded[i].link));  **this**.alreadyuploaded.splice(i,**1**); }  **if** (**this**.files.length == **0** && **this**.alreadyuploaded.join() == '' ){  **this**.files = [];  **this**.alreadyuploaded = []; } }  removeBaseUrl(data){  **let** substring = data.replace(**this**.\_ds.fileUrl, "");  **return** substring;  }  async preview(e,data){  **const** modal = await **this**.\_modal.create({  component: **PreviewPage**,  componentProps: { preview: **data** }  });  await modal.present();  }  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  **this**.dupefile.push(arr2[**0**]);  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.fileUrl** + arr2[**1**] });  } **return** filearray; }  back(){ **this**.\_modal.dismiss(); }  async ViewSubmit() {  **const** modal = await **this**.\_modal.create({  component: **DrawerPage**,  componentProps: { activity: **this.activity** },  cssClass: 'Submissions',  swipeToClose: **true**,  presentingElement: **await** **this**.\_modal.getTop()  });  modal.onDidDismiss().then((dataReturned) => {  **if**(dataReturned){ **this**.getWorks();} });  **return** await modal.present(); }  async viewComments(e,data,module){  **const** modal = await **this**.\_modal.create({  component: **CommentsPage**,  componentProps: { actionCode: **data**,  module: **module** } });  modal.onDidDismiss().then((dataReturned) => {  **this**.activity['commentcount'] = dataReturned.data;  }); **return** await modal.present(); }  async startQuiz(e,data){  **if**(**this**.activity['withfile\_fld'] == **3** ){  **if**(data == 'start'){  **const** modal = await **this**.\_modal.create({  component: **SlidePage**,  componentProps: { quiz: **this.activity** ,page: 'quiz' }  });  modal.onDidDismiss().then((dataReturned) => {  **this**.quiztotal = dataReturned.data.quiztotal;  **this**.score = dataReturned.data.score  **this**.getWorks();  }); **return** await modal.present(); }  }**else** **if**( **this**.activity['withfile\_fld'] == **2**){  **this**.quizpreview();}}  async quizpreview(){  **const** modal = await **this**.\_modal.create({  component: **ViewQuizzesPage**,  componentProps: { quiz: **this.viewQuiz**, status: **this.activity**['withfile\_fld'],works: **this.works** }  }); await modal.present(); }  getFileExtension(filename) {  **if** (filename == 'pdf') {  **return** '#EA462E';  } **else** **if** (filename == 'docx') {  **return** '#2D5292'; }  **else** **if** (filename == 'ppt') {  **return** '#CA4223'; }  **else** **if** (filename == 'zip') {  **return** '#B23333'; }  **else** **if** (filename == 'txt') {  **return** '#546A7A';  } **else** {**return** '#222'; } }  getfileExt(filename) {  **return** filename.split('.').pop(); } } |

**Forums**

|  |
| --- |
| forums=[]; allForums =[];  search = ''; searchItem = '';  textLimit = **130**;  ngOnInit() {  **this**.getForums();  }  async getForums(){  **const** loading = await **this**.\_loading.create({  message:'Please Wait...' });  loading.present();  **this**.\_ds.\_httpRequest('getforumtopic',{},**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.allForums = res.payload;  **this**.forums = **this**.allForums;  **for** (**let** index = **0**; index < **this**.forums.length; index++) {  **this**.forums[index].showMore = **false**;  }loading.dismiss();  }, er => { loading.dismiss();  **let** data = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast("No Forum Posts! ","danger");  }); }  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  filterForums(ev) {  **let** searchItem = ev.target.value;  **this**.forums = **this**.allForums.filter((x)=>{  **return** ( x.forumdesc\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.forumtitle\_fld.toUpperCase().includes(searchItem.toUpperCase())  ); }); }  async viewProfile(e){  **this**.\_router.navigate(['main/tabs/profile',{ id:'forum' }]); }  async gotoClasses(e){  **this**.\_router.navigate(['main/tabs/classes']); }  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  async viewMessage(e){  **const** modal = await **this**.\_modal.create({  component: **MessagingPage**,  });await modal.present();}  async viewNotification(e){  **const** modal = await **this**.\_modal.create({  component: **NotificationPage**,  }); await modal.present(); }  async viewSubForum(e, data){  **const** modal = await **this**.\_modal.create({  component: **SubforumsPage**,  componentProps: { forum: **data** }  });  await modal.present(); } }  Subforums.page.ts  @Input() forum = [];  searchItem = ''; search ='';  subForum = []; searchForums=[]; allSub = [];  index = **0**;  textLimit = **150**;  ngOnInit() {  **this**.getSubforum();  }  async getSubforum(){  **const** loading = await **this**.\_loading.create({  message:'Please Wait...'  });  loading.present();  **this**.\_ds.\_httpRequest('getsubforum',{forumcode: **this.forum**['forumcode\_fld']},**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  **this**.allSub = res.payload;  **this**.subForum = **this**.allSub;  **for** (**let** index = **0**; index < **this**.subForum.length; index++) { **this**.subForum[index].showMore = **false**; }  }, er => { loading.dismiss();  **let** data = **this**.\_user.\_decrypt(er.error.a);  **this**.subForum = [];  **this**.\_user.presentToast("No Sub-Forum Post!","danger");}); }  filterSubForums(ev) {  **let** searchItem = ev.target.value;  **this**.subForum = **this**.allSub.filter((x)=>{  **return** (  x.subdesc\_fld.toUpperCase().includes(searchItem.toUpperCase()) ||  x.subtitle\_fld.toUpperCase().includes(searchItem.toUpperCase()) ); }); }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  back(){ **this**.\_modal.dismiss(); }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  async viewAddSubForum(e){  **const** modal = await **this**.\_modal.create({  component: **SubforumAddPage**,  componentProps: { forum: **this.forum**}  });  modal.onDidDismiss().then((dataReturned) => {  **if**(dataReturned.role == 'backdrop'){ **return**; }  **this**.getSubforum();  }); **return** await modal.present(); }  async viewContent(e,data,i){  **const** modal = await **this**.\_modal.create({  component: **SubforumContentsPage**,  componentProps: { subForum: **data**,index : **i** }  });  modal.onDidDismiss().then((dataReturned) => {  **this**.subForum[dataReturned.data.index].replies = dataReturned.data.count;  }); **return** await modal.present();}} |

**Subforums Content**

|  |
| --- |
| @ViewChild('myInput') myInput: **ElementRef**;  @Input() subForum = [];  @Input() index :**number**;  subForumcontents = [];  reply = ''; content = ''; editSubComment='';  commentCount = **0**; refresh = **0**; postIndex=**0**;  stats='add';  replystatus = **false**;  recipientcode = ''; postId = '';  ngOnInit() {  **this**.getContent();  }  async getContent(){  **const** loading = await **this**.\_loading.create({  message:'Please Wait...'  }); loading.present();  **this**.\_ds.\_httpRequest('getsubcontent',{ subcode: **this.subForum**['subcode\_fld'] },**1**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.refresh = **0**;  **this**.subForumcontents = res.payload;  **for** (**let** index = **0**; index < **this**.subForumcontents.length; index++) {  **this**.subForumcontents[index].editReply = **false**; }  **this**.commentCount = **this**.subForumcontents.length;  }, er => {loading.dismiss();  **let** data = **this**.\_user.\_decrypt(er.error.a);  **this**.subForumcontents = [];  **this**.\_user.presentToast(data.status.message,"danger"); }); }  async ForumComment(e,stats){  **if**(**this**.content == ''){  **this**.\_user.presentToast('Please Enter Something!','danger');  **return**; }  **if**(stats =='add'){  **this**.addcomment();  }**else** **if**(stats =='edit'){  }**else** **if**(stats =='reply'){  **this**.addreply(); } }  addcomment(){  **let** load = {  data:{  authorid\_fld:**this.\_user.getUserID**(),  content\_fld: **this.content.trim**(),  subcode\_fld: **this.subForum**['subcode\_fld']  },notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' added a comment in a thread.',  module: 'forums'}}  **this**.\_ds.\_httpRequest('addreply',load, **1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.content = '';  **this**.getContent();  **this**.myInput.nativeElement.style.height = '40px';  **this**.\_user.presentToast('Add Comment Successfully!',"dark");  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.cifcnt\_fld);  }, er => { er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast("Invalid Comment","danger");}); }  editcomment(e){  **let** load = {  data:{  authorid\_fld:**this.\_user.getUserID**(),  content\_fld: **e.target**[**0**].value,  isdeleted\_fld:**0**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' edited a comment in a thread.',  module: 'forums' } }  **this**.\_ds.\_httpRequest('editreply/'+ **this**.postId , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.getContent();  **this**.stats = 'add';  **this**.subForumcontents[**this**.postIndex].editReply = **false**;  **this**.subForumcontents[**this**.postIndex].content\_fld = e.target[**0**].value;  **this**.\_user.presentToast('Successfully Updated!',"dark");  },er=>{ er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast(er.status.message,"danger");}); }  addreply(){  **if**(**this**.content.trim() == ''){  **this**.\_user.presentToast('Please Write Something!','danger');  **return**; }  **let** load = {  data:{  actioncode\_fld:**this.recipientcode**,  authorid\_fld:**this.\_user.getUserID**(),  content\_fld: **this.content**,  isdeleted\_fld:**0**  },  notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' added a reply in a thread.',  module: 'forums' }}}  resize() {  **if**(**this**.content.length > **20** || **this**.content.length < **20**){  **this**.myInput.nativeElement.style.height = '40px';  }  **this**.myInput.nativeElement.style.height = **this**.myInput.nativeElement.scrollHeight + 'px';  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; }}  *//end of get profile pic*  async presentPopover(ev,c,option,i){  **const** popover = await **this**.\_popover.create({  component: **PopoverPage**,  componentProps: { forumContent: **c** ,  option: **option**, index: **I** },  cssClass: 'my-popover-class',  mode:'ios', event: **ev**,  translucent: **true**  }); await popover.present();  popover.onDidDismiss().then((dataReturned) => {  **if**(dataReturned.role == 'backdrop'){**return**;}  **if**(dataReturned.data.option == 'edit'){  **this**.postId = dataReturned.data.data.contentcode\_fld;  **this**.postIndex = dataReturned.data.postIndex;  **this**.subForumcontents[**this**.postIndex].editReply = **true**;  }**else** **if**(dataReturned.data.option == 'delete'){  **this**.replystatus = **false**;  **this**.content = '';  **this**.getContent();  **this**.commentCount--;  }**else** **if**(dataReturned.data.option == 'reply'){  **this**.content = '';  **this**.reply = dataReturned.data.data  **this**.recipientcode = **this**.reply['contentcode\_fld'];  **this**.replystatus = **true**;  **this**.stats = 'reply'; }});  **return** await popover.present(); }  removeReply(){  **this**.replystatus = **false**;  **this**.stats = 'add'; }  back(){  **this**.\_modal.dismiss({count: **this.commentCount**, index: **this.index**}); }  doRefresh(event) {  **if**(**this**.refresh == **0**){  **this**.getContent();  **this**.refresh++;  }  setTimeout(() => {  event.target.complete();  }, **2000**); }} |

**Add Subforums**

|  |
| --- |
| @Input() forum = [];  title=''; desc = '';  async addSubForum(){  **if**(**this**.title == '' || **this**.desc == ''){  **this**.\_user.presentToast('Please Enter Something!','danger');  **return**; }  **const** loading = await **this**.\_loading.create({  message:'Please Wait...'  }); loading.present();  **let** load = {  data:{  authorid\_fld: **this.\_user.getUserID**(),  forumcode\_fld:**this.forum**['forumcode\_fld'],  isapproved\_fld: **0**,  subdesc\_fld: **this.desc**,  subtitle\_fld: **this.title**  },notif:{  id:**this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' requested to open a subforum on' + **this**.forum['forumtitle\_fld'],  module: 'forums'}}  **this**.\_ds.\_httpRequest('addsubforum',load,**1**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.\_modal.dismiss(res.payload);  **this**.\_user.presentToast('Successfully Submitted but need to Approved!','dark');  },er=>{  **this**.\_modal.dismiss();  loading.dismiss();  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Invalid Post','danger'); }) }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  back(){ **this**.\_modal.dismiss('','backdrop'); }} |

**ELibrary**

|  |
| --- |
| isactive: **boolean** = **false**;  dupefile = []; bookObject: **any** = [];  isTiled: **boolean** = **true**;  bookTitle: **string**;  bookObjectIndividual;  searchList;  ngOnInit() { **this**.getBooks(); }  toggleview() { **this**.isTiled = !**this**.isTiled; }  Search() {  **let** book: **any**;  **let** author: **any**;  book = **this**.searchList.filter((res: **any**) =>  res.title\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  author = **this**.searchList.filter((res: **any**) =>  res.author\_fld  .toLocaleLowerCase()  .match(**this**.bookTitle.toLocaleLowerCase())  );  **if** (**this**.bookTitle == '') {  **this**.getBooks();  } **else** **if** (**this**.bookTitle != '') {  **if** (book == '') {  **this**.bookObject = author;  } **else** { **this**.bookObject = book; }}}  getBooks() {  **this**.\_ds.\_httpRequest('getbooks', '', **1**).subscribe(  (dt: **any**) => {  dt = **this**.\_user.\_decrypt(dt.a);  **this**.bookObject = dt.payload;  **this**.searchList = **this**.bookObject; },  (er) => { console.clear();  **this**.bookObject = **null**; } ); }  async viewBook(data) {  **let** array = [];  array = **this**.splitFilestring(data.file);  **const** modal = await **this**.\_modal.create({  component: **PreviewPage**,  componentProps: { preview: **array**[**0**] }, });  await modal.present(); }  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  **this**.dupefile.push(arr2[**0**]);  filearray.push({  name: **arr2**[**0**],  link: **this.\_ds.booksURL** + arr2[**0**], });}  **return** filearray; }  messaging.page.ts  @ViewChild('myInput') myInput: **ElementRef**;  @ViewChild('scrollMe') **private** myScrollContainer: **ElementRef**;  @ViewChild(IonContent, { **static**: **false** }) content: **IonContent**;  **private** unSubscribe = **new** Subject()  ScrollToBottom() {  **this**.content.scrollToBottom(**1500**);  }  data = []; rooms = []; classobject = [];  message =''; selectedRoom = '';  roomMessages: **any**;  webSocket: **WebSocket**;  openMessage = **false**;  sender = []; unreadMessages = [] openChat = [];  refresh = **0**;  messageForms: **FormGroup**;  ngOnInit() {  **this**.classobject = **this**.\_user.getSelectedClass();  **this**.messageForms = **this**.fb.group({  usermassage: ['', Validators.required], });}  ionViewWillEnter(){  **this**.rooms = [];  **this**.unreadMessages  **this**.getUnread(); }  ngOnDestroy(): **void** {  **this**.unSubscribe.unsubscribe()  }  doRefresh(event) {  **if**(**this**.refresh == **0**){  **this**.getRooms();  **this**.getMessage(event);  **this**.refresh++;  }  setTimeout(() => {  event.target.complete();  }, **2000**);  }  getRooms(){  **this**.\_ds.\_httpRequest('getmembers', {data:{classcode: **this.classobject**['classcode\_fld'], acadyear: **this.\_user.getSettings**().acadyear\_fld, semester: **this.\_user.getSettings**().sem\_fld}}, **1**).subscribe( async (res: **any**)=>{  **const** result = await **this**.\_user.\_decrypt(res.a)  **this**.rooms = await **this**.setRoom(result.payload);  },er=>{ }) }  setRoom(data: **any**) {  **const** student = data.student;  **const** instructor = data.instructor;  **const** socketid = [];  **const** tempRoom = [];  instructor.forEach(element => {  tempRoom.push({  id: **element.empcode\_fld**,  fullname:` ${element.lname\_fld}, ${element.fname\_fld}`,  image: **element.profilepic\_fld**,  unread: +**this**.getUnreadCount(element.empcode\_fld)  }) });  student.forEach(element => {  **if**(element.studnum\_fld != **this**.\_user.getUserID()){  tempRoom.push({  id: **element.studnum\_fld**,  fullname:` ${element.lname\_fld}, ${element.fname\_fld}`,  image: **element.profilepic\_fld**,  unread: +**this**.getUnreadCount(element.studnum\_fld)  } ) } });  **function** compare( a, b ) {  **if** ( a.unread > b.unread ){  **return** -**1**; }  **if** ( a.unread < b.unread ){  **return** **1**; }  **return** **0**; }  tempRoom.sort(compare)  **return** tempRoom; }  getUnreadCount(id){  **let** count = **0**  **this**.unreadMessages.forEach(element => {  **if**(element.authorid\_fld == id){ count += **1**}  }); **return** count }  getUnread() {  **this**.\_ds.\_httpRequest('getunread', { roomcode: **this.classobject**['classcode\_fld'], recipient: **this.\_user.getUserID**() }, **1**).subscribe(async(res:**any**) => {  **const** data = await **this**.\_user.\_decrypt(res.a);  **this**.unreadMessages = await data.payload;  **this**.getRooms();  }, async er => {  er = await **this**.\_user.\_decrypt(er.error.a)  **this**.getRooms(); }) }  isMessageMine(dt){  **if**(dt.receiver == **this**.\_user.getUserID() && dt.classcode==**this**.classobject['classcode\_fld'] && dt.sender == **this**.selectedRoom['id']){  **this**.roomMessages.push(dt['data'])  setTimeout(() =>{  **this**.myScrollContainer.nativeElement.scroll({  top: **this.myScrollContainer.nativeElement.scrollHeight**,  left: **0**,  behavior: 'smooth'});  }, **200**); }  **else**{console.log('different room') }  }  async chatBody(e,data){  **this**.roomMessages = [];  **this**.selectedRoom = data;  **this**.getMessage(data);  **this**.openMessage = **true**;  **this**.openChat = data;  **this**.unreadMessages.forEach(message => {  **if**(message.roommember\_fld.toString().includes(data['id'].toString())){  **this**.\_ds.\_httpRequest("readmsg", { roomcode: **this.classobject**['classcode\_fld'], recipient: **this.\_user.getUserID**(), authorid: **data**['id'] }, **1**).subscribe(async (res:**any**) => {  **const** data = await **this**.\_user.\_decrypt(res.a);  **this**.unreadMessages = data.payload  **this**.\_user.setMessageBadge(**this**.unreadMessages.length)  },async (er:**any**) => {  **const** err = await **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.setMessageBadge('')  **if**(err.status.message == "No data found") {  **this**.unreadMessages = []; }})}})}  sendChat(e){  **if**(**this**.message == "" || **this**.message.length == **0**){  **this**.\_user.presentToast("Please Enter Something!","danger");  **return**; }  **const** load = {  authorid\_fld: **this.\_user.getUserID**(),  content\_fld: **this.message**,  roomcode\_fld: **this.classobject**['classcode\_fld'],  roommember\_fld: `${**this**.\_user.getUserID()} - ${**this**.selectedRoom['id']}`  }  **this**.\_ds.\_httpRequest('addmsg', load, **1**).subscribe(async (res:**any**)=>{  **const** result = await **this**.\_user.\_decrypt(res.a)  **this**.roomMessages.push(result.payload[**0**]);  **this**.message = "";  **this**.ScrollToBottom();  }),er=>{ console.log(er); } }  getMessage(e){  **this**.\_ds.\_httpRequest('getmsg', {roomcode: **this.classobject**['classcode\_fld'],sender: **this.\_user.getUserID**(), receiver: **e.id**}, **1**).subscribe(async (res: **any**)=>{  **const** result = **this**.\_user.\_decrypt(res.a);  **this**.roomMessages = await result.payload  **this**.refresh = **0**;  **this**.ScrollToBottom();  },er=>{ console.log(er); }) }  resize() {  **if**(**this**.message.length > **20** || **this**.message.length < **20**){  **this**.myInput.nativeElement.style.height = '40px';  }  **this**.myInput.nativeElement.style.height = **this**.myInput.nativeElement.scrollHeight + 'px';  }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; }}  *//end of get profile pic*  back(data){  **if**(data == 'back'){  **this**.openMessage = **false**;  **this**.ionViewWillEnter();  }**else** **if**(data == 'exit'){  **this**.\_router.navigate(['main/tabs/classes']); } }  async classinfo(){  **const** alert = await **this**.alertControl.create({  subHeader: **this.classobject**['subjdesc\_fld'],  message: 'Classcode : ' + **this**.classobject['classcode\_fld'] + '<br>' +  **this**.classobject['day\_fld'] +'<br>'+ **this**.classobject['starttime\_fld'] + ' - ' + **this**.classobject['endtime\_fld'],  buttons: [{ text : 'OK', cssClass: 'defaultbtn', }] });  await alert.present();  **let** result = await alert.onDidDismiss(); } } |

**News**

|  |
| --- |
| searchItem = ''; search = '';  news = []; latest = []; searchNews= []; allNews = [];  index = **0**;  isSearch = **false**;  ngOnInit() {  **this**.getNews();  }  async getNews(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  });  loading.present().then(()=>{  **this**.\_ds.\_httpRequest('getannounce',{dept:**this.\_user.getDepartment**()},**1**).subscribe((res:**any**)=>{  loading.dismiss();  res = **this**.\_user.\_decrypt(res.a);  **this**.allNews = res.payload;  **this**.news = **this**.allNews;  }, er => { loading.dismiss();  **this**.latest = [];  **let** data = **this**.\_user.\_decrypt(er.error.a); **this**.\_user.presentToast(data.status.message,"danger");});});}  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  filterNews(ev) {  **let** searchItem = ev.target.value;  **this**.news = **this**.allNews.filter((x)=>{  **return** (  x.content\_fld.toUpperCase().includes(searchItem.toUpperCase()) || x.title\_fld.toUpperCase().includes(searchItem.toUpperCase()) ); }); }  noPicture(data){  **if** (data == '' || data == **null** || data == ' ') {  **return** 'assets/img/noimage.png';  } **else** { **return** **this**.\_ds.fileUrl + data; } }  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  errorImage(index){  **this**.news[index].imgdir\_fld = '';  }  async viewProfile(e){  **this**.\_router.navigate(['main/tabs/profile',{ id:'news' }]);  }  async gotoClasses(e){  **this**.\_router.navigate(['main/tabs/classes']);  }  async viewNews(e, data) {  **const** modal = await **this**.\_modal.create({  component: **ViewNewsPage**,  componentProps: { news: **data** }  });await modal.present(); }  async viewMessage(e){  **const** modal = await **this**.\_modal.create({  component: **MessagingPage**,  componentProps: { value: **123** }  }); await modal.present(); }  async viewNotification(e){  **const** modal = await **this**.\_modal.create({  component: **NotificationPage**,  }); await modal.present(); } } |

**View News**

|  |
| --- |
| @Input() news = [];  textLimit= **230**;  showMore =**false**;  ngOnInit() {  }  trimString(**string**, length) {  **return** **string**.length > length ?  **string**.substring(**0**, length) + '...' :  **string**;  }  noPicture(data){  **if** (data == '' || data == **null** || data == ' ') {  **return** 'assets/img/noimage.png';  } **else** { **return** **this**.\_ds.fileUrl + data; } }  back(){ **this**.\_modal.dismiss(); }  async viewImage(data){  **if**(data['imgdir\_fld'] == ""){  **this**.\_user.presentToast('No Image','danger');  **return**; }  **const** modal = await **this**.\_modal.create({  component: **PreviewPage**,  componentProps: { newsPreview: **data** }  }); await modal.present(); }  viewProfile(){  **this**.\_router.navigate(['main/tabs/profile']);  }  viewSchedule(){  **this**.\_router.navigate(['main/tabs/schedule']);  }  async viewMessage(e){  **const** modal = await **this**.\_modal.create({  component: **MessagingPage**,  }); await modal.present(); }  async viewNotification(e){  **const** modal = await **this**.\_modal.create({  component: **NotificationPage**,  }); await modal.present(); }  async viewComments(e,data){  **const** modal = await **this**.\_modal.create({  component: **NewsCommentsPage**,  componentProps: { news: **data** }  });  modal.onDidDismiss().then((dataReturned) => {  **this**.news['commentcount'] = dataReturned.data;  }); await modal.present(); } }  Profile.page.ts  student = [];  from = '';  ngOnInit() {**this**.getStudentInfo(); }  ionViewWillEnter(){  **this**.from = **this**.\_route.snapshot.paramMap.get('id');  }  getStudentInfo() {  **this**.\_ds.\_httpRequest('studentprofile', {userid:**this.\_user.getUserID**()}, **1**).subscribe((res: **any**) => {  res = **this**.\_user.\_decrypt(res.a);  **this**.student = res.payload;  },er=>{ **let** data = **this**.\_user.\_decrypt(er.error.a);});}  logout(){ **this**.\_user.setLogOut();  **this**.\_router.navigateByUrl('login'); }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  async back(e){  **this**.\_router.navigate(['main/tabs/' + **this**.from]); }  async editProfile(){  **const** modal = await **this**.\_modal.create({  component: **ProfileUpdatePage**,  componentProps: {student :**this.student**} });  modal.onDidDismiss().then((data) => {  **this**.getStudentInfo(); });  **return** await modal.present(); }  async changeProfilePic(e){  **const** modal = await **this**.\_modal.create({  component: **ChangeProfilePicturePage**,  }); **return** await modal.present(); }  async viewChangePassword(e){  **const** modal = await **this**.\_modal.create({  component: **PasswordChangePage**, });  modal.onDidDismiss().then((data) => {  **if**(data.data=='logout'){ **this**.\_user.setLogOut();  **this**.\_router.navigateByUrl('login'); } });  **return** await modal.present(); } }  profile-update.page.ts  @Input() student = [];  region: **any** = ""; province: **any** = ""; city: **any** = ""; brgy: **any**;  gender :**number**; civilstatus: **number**;  selectedRegion : **string**= "";  selectedProvince : **string** = "";  selectedCity : **string** = ""; selectedBrgy : **string** = "";  frmGroup:**FormGroup**;  ngOnInit() {  **this**.initializeAddress( 'r', 'getRegion', **null**);  **this**.frmGroup = **this**.\_fb.group({  fname\_fld: [**this**.student[**0**].fname\_fld],  mname\_fld: [**this**.student[**0**].mname\_fld],  lname\_fld: [**this**.student[**0**].lname\_fld],  extname\_fld: [**this**.student[**0**].extname\_fld],  sex\_fld: [**this**.student[**0**].sex\_fld.toString(), Validators.required],  civilstatus\_fld: [**this**.student[**0**].civilstatus\_fld.toString(), Validators.required],  religion\_fld: [**this**.student[**0**].religion\_fld, Validators.required],  nationality\_fld: [**this**.student[**0**].nationality\_fld, Validators.required],  birthdate\_fld:[**this**.student[**0**].birthdate\_fld, Validators.required],  birthplace\_fld: [**this**.student[**0**].birthplace\_fld, Validators.required],  contactnum\_fld: [**this**.student[**0**].contactnum\_fld, Validators.required],  region\_fld: [**this**.student[**0**].region\_fld, Validators.required],  province\_fld: [**this**.student[**0**].province\_fld, Validators.required],  city\_fld: [**this**.student[**0**].city\_fld, Validators.required],  brgy\_fld: [**this**.student[**0**].brgy\_fld, Validators.required],  house\_fld: [**this**.student[**0**].house\_fld,Validators.required],  zipcode\_fld: [**this**.student[**0**].zipcode\_fld, Validators.required],  }) }  regions: **any**[] = []; provinces: **any** = []; cities: **any** = [];  barangays: **any** = [];  initializeAddress(t: **string**, api: **string**, value: **string**): **void** {  **if**(api != ''){ **switch** (t) { **case** 'r':  **this**.\_ds.\_httpRequest(api, {}, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.regions = res.payload;  **this**.getActiveAddress('r');  },er=>{console.log(er); }); **break**;  **case** 'p':  **this**.\_ds.\_httpRequest(api, { region\_id:**value** }, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.provinces = res.payload;  **this**.getActiveAddress('p');  },er=>{ console.log(er); }); **break**;  **case** 'c':  **this**.\_ds.\_httpRequest(api, { province\_id:**value** }, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.cities = res.payload;  **this**.getActiveAddress('c');  },er=>{console.log(er); }); **break**;  **case** 'b':  **this**.\_ds.\_httpRequest(api, { municipality\_id:**value** }, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.barangays = res.payload;  **this**.barangays.filter((x: **any**, i: **number**)=>{  **if**(x.brgyCode == **this**.student[**0**].brgy\_fld) {  **this**.brgy = x.brgyDesc; } });  },er=>{ console.log(er); }); **break**;  **default**: **break**; } } }  selectNewAddress(t: **string**, api: **string**, value: **any**){  **switch** (t) {**case** 'p':  **this**.\_ds.\_httpRequest(api, { region\_id:**value**}, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.provinces = res.payload;  **for**(**let** i = **0**; i < **this**.provinces.length; i++) {  **if**(**this**.provinces[i].regCode != value.toString()){  **this**.provinces.splice(i,**1**); i--; } }  **this**.provinces.sort(**function**(a, b){  **return** a.provDesc.localeCompare(b.provDesc })  },er=>{console.log(er); }); **break**;    **case** 'c':  **this**.\_ds.\_httpRequest(api, { province\_id:**value** }, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.cities = res.payload;  **for**(**let** i = **0**; i < **this**.cities.length; i++) {  **if**(**this**.cities[i].provCode != value.toString()){  **this**.cities.splice(i,**1**); i--; } }  **this**.cities.sort(**function**(a,b){ **return** a.citymunDesc.localeCompare(b.citymunDesc); })  },er=>{console.log(er); }); **break**;  **case** 'b':  **this**.\_ds.\_httpRequest(api, { municipality\_id:**value** }, **1**).subscribe((res: **any**)=> {  res = **this**.\_user.\_decrypt(res.a);  **this**.barangays = res.payload;  **for**(**let** i = **0**; i < **this**.barangays.length; i++) {  **if**(**this**.barangays[i].citymunCode != value.toString()){  **this**.barangays.splice(i,**1**); i--; } }  **this**.barangays.sort(**function**(a,b){  **return** a.brgyDesc.localeCompare(b.brgyDesc); })  },er=>{console.log(er); });**break**;  **default**: **break**; } }  getActiveAddress(a: **string**): **void** {  **switch**(a) {**case** 'r':  **this**.regions.filter((x: **any**, i: **number**)=>{  **if**(x.regCode == **this**.student[**0**].region\_fld) {  **this**.initializeAddress('p', 'getProvince', x.regCode);  **this**.region = x.regDesc; } }); **break**;  **case** 'p':  **this**.provinces.filter((x: **any**, i: **number**)=>{  **if**(x.provCode == **this**.student[**0**].province\_fld) {  **this**.province = x.provDesc;  **this**.initializeAddress('c', 'getCity', x.provCode); } });  **break**;    **case** 'c':  **this**.cities.filter((x: **any**, i: **number**)=>{  **if**(x.citymunCode == **this**.student[**0**].city\_fld) {  **this**.city = x.citymunDesc;  **this**.initializeAddress('b', 'getBrgy', x.citymunCode); }});**break**; }}  hideRegion = **true**; hideProv = **true**; hideCity = **true**;  hideBrgy = **true**;  getCode(code, type: **string**): **string** {  **let** data : **string** = code.target.value;  **let** tmp: **any**; **let** res: **string** = '';  **switch** (type) {  **case** 'r':  **this**.hideRegion = **false**;  tmp = **this**.regions.filter((x: **any**)=> {  **if**(x.regCode===data) { **return** x } });  res = tmp[**0**].regCode  **this**.selectedRegion = res **break**;  **case** 'p':  **this**.hideProv = **false**;  tmp = **this**.provinces.filter((x: **any**)=> {  **if**(x.provCode===data) { **return** x } });  res = tmp[**0**].provCode  **this**.selectedProvince = res **break**;  **case** 'c':  **this**.hideCity = **false**;  tmp = **this**.cities.filter((x: **any**)=> {  **if**(x.citymunCode===data) { **return** x } });  res = tmp[**0**].citymunCode  **this**.selectedCity = res; **break**;  **case** 'b':  **this**.hideBrgy = **false**;  tmp = **this**.barangays.filter((x: **any**)=> {  **if**(x.brgyCode===data) { **return** x } });  res = tmp[**0**].brgyCode  **this**.selectedBrgy = res; **break**; } **return** res; }  async getGender($event) {  **this**.gender = $event.target.value ; }  async getCivil($event) {  **this**.civilstatus = $event.target.value ; }  OnSubmit(e){  e.preventDefault();  **let** ct = **this**.frmGroup.controls;  **let** load = {  data:{  mname\_fld: (ct.mname\_fld.value) == "" ? **this**.student[**0**].mname\_fld: (ct.mname\_fld.value),  extname\_fld: (ct.extname\_fld.value) == "" ? **this**.student[**0**].extname\_fld: (ct.extname\_fld.value),  sex\_fld: (ct.sex\_fld.value) == "" ? **this**.student[**0**].sex\_fld: (ct.sex\_fld.value),  civilstatus\_fld: (ct.civilstatus\_fld.value) == "" ? **this**.student[**0**].civilstatus\_fld: (ct.civilstatus\_fld.value),  birthplace\_fld: (ct.birthplace\_fld.value) == "" ? **this**.student[**0**].birthplace\_fld: (ct.birthplace\_fld.value),  contactnum\_fld : (ct.contactnum\_fld.value) == "" ? **this**.student[**0**].contactnum\_fld: (ct.contactnum\_fld.value),  nationality\_fld : (ct.nationality\_fld.value) == "" ? **this**.student[**0**].nationality\_fld: (ct.nationality\_fld.value),  religion\_fld : (ct.religion\_fld.value) == "" ? **this**.student[**0**].religion\_fld: (ct.religion\_fld.value),  house\_fld : **ct.house\_fld.value** == "" ? **this**.student[**0**].house\_fld: **ct.house\_fld.value**,  brgy\_fld : **this.selectedBrgy** == "" ? **this**.student[**0**].brgy\_fld: **this.selectedBrgy**,  city\_fld : **this.selectedCity** == "" ? **this**.student[**0**].city\_fld: **this.selectedCity**,  province\_fld : **this.selectedProvince** =="" ? **this**.student[**0**].province\_fld: **this.selectedProvince**,  region\_fld : **this.selectedRegion** =="" ? **this**.student[**0**].region\_fld: **this.selectedRegion**,  zipcode\_fld : **ct.zipcode\_fld.value** =="" ? **this**.student[**0**].zipcode\_fld: **ct.zipcode\_fld.value**,  },notif:{  id: **this.\_user.getUserID**(),  recipient:**this.\_user.getUserID**(),  message: **this.\_user.getFullname**()+' updated profile ',  module: 'profile'} }  **this**.\_ds.\_httpRequest('updateprofile/'+**this**.\_user.getUserID(),load,**1**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.student = **this**.\_user.\_convert(res.payload);  **this**.\_user.presentToast('Successfully Updated!','dark');  }); }  valueStringify(data){ **return** JSON.stringify(data); }  back(){ **this**.\_modal.dismiss(); } } |

**Change profile pic**

|  |
| --- |
| imageUrl: **string** = **this**.\_ds.fileUrl + **this**.\_user.getProfilePic();  files: **any** = [];  filepath: **string**;  message: **string** = "Only accepts png file.";  orientation: **any**;  base64Image: **string** = **null**; croppedImage: **string** = **null**;  imageChangedEvent: **any** = '';  oldpic = **true**;  ngOnInit() {  **if**(**this**.\_user.getProfilePic() == **null** || **this**.\_user.getProfilePic() ==""){  **this**.imageUrl = "assets/img/profile.jpg";} }  async getFile(e) {  e.preventDefault();  *//view img*  **if** (e.target.files && e.target.files[**0**]) {  **let** reader = **new** FileReader();  reader.onload = (e:**any**) => {  **this**.imageUrl = e.target.result; }  reader.readAsDataURL(e.target.files[**0**]);  *// to trigger onload*  **this**.oldpic = **false**; }  *//end view img }*  imageCropped(e: **ImageCroppedEvent**) {  **this**.croppedImage = e.base64; }  convertToBlob(e) {  **let** arr = e.split(','),  mime = arr[**0**].match(/:(.\*?);/)[**1**],  bstr = atob(arr[**1**]),  n = bstr.length,  u8arr = **new** Uint8Array(n);  **while** (n--) {  u8arr[n] = bstr.charCodeAt(n);  } **return** **new** File([u8arr], 'Profile.png', { type: **mime** }); }  async updateProfile() {  **const** loading = await **this**.\_loading.create({  message: 'Please wait...',  }); loading.present();  **let** imgData = **new** FormData();  **let** imgToUpload: **File**;  imgToUpload = **this**.convertToBlob(**this**.croppedImage)  imgData.append('file[]', imgToUpload);  **this**.\_ds.\_httpRequest('editProfile/' + **this**.\_user.getUserID(), imgData, **3**).subscribe(async (data: **any**) => {  data = await **this**.\_user.\_decrypt(data.a);  **let** load = {  data: { profilepic\_fld: **data.payload.filepath** },  notif: {  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**() + ' profile picture update.', module: 'profile' } }  **this**.\_ds.\_httpRequest('updateprofile/' + **this**.\_user.getUserID(), load, **1**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  **this**.\_user.updateUserData({ img: **data.payload**[**0**].profilepic\_fld + "?e=" + Math.random().toString() }); loading.dismiss();  },er=>{ loading.dismiss(); }); loading.dismiss();  **this**.\_user.presentToast("Profile Picture Update Successfully!","dark"); **this**.\_modal.dismiss();  },er=>{ loading.dismiss();}); }  async back(){ **this**.\_modal.dismiss(); } } |

**Quest**

|  |
| --- |
| quest = **new** QuestDataItem()  questProgress:**any** = **this**.\_user.getQuestData();  resetExperienceBar: **number** = **0**;  experienceGain:**number** = **0**;  levelCount: **number** = **0**; pointGained: **number** = **0**;  progressBarLimit: **number** = **0**; totalBadges = **0**;  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  questCode(questCode, target){  **if**(questCode =='QC001' || questCode =='QC002' || questCode =='QC003' ||questCode =='QC004' ){  **if**(**this**.questProgress['cifcnt\_fld'] <= target ){  **return** target == **this**.questProgress['cifcnt\_fld'] ? target+'/'+target : **this.questProgress**['cifcnt\_fld']+'/'+target  }**else** { **return** target+'/'+target; } }  **else** **if**(questCode =='QC005' || questCode =='QC006' || questCode =='QC007' ||questCode =='QC008' ){  **if**(**this**.questProgress['piccnt\_fld'] <= target ){  **return** target == **this**.questProgress['piccnt\_fld'] ? target+'/'+target : **this.questProgress**['piccnt\_fld']+'/'+target  }**else** { **return** target+'/'+target; } }  **else** **if**(questCode =='QC009' || questCode =='QC010' || questCode =='QC011' ||questCode =='QC012' ){  **if**(**this**.questProgress['ciccnt\_fld'] <= target ){  **return** target == **this**.questProgress['ciccnt\_fld'] ? target+'/'+target : **this.questProgress**['ciccnt\_fld']+'/'+target  }**else** { **return** target+'/'+target; } }  **else** **if**(questCode =='QC013' || questCode =='QC014' || questCode =='QC015' ||questCode =='QC016' ){  **if**(**this**.questProgress['taskcnt\_fld'] <= target ){  **return** target == **this**.questProgress['taskcnt\_fld'] ? target+'/'+target : **this.questProgress**['taskcnt\_fld']+'/'+target  }**else** { **return** target+'/'+target; } }  **else** **if**(questCode =='QC017' || questCode =='QC018' || questCode =='QC019' ||questCode =='QC020' ){  **if**(**this**.questProgress['class\_on\_time\_fld'] <= target ){  **return** target == **this**.questProgress['class\_on\_time\_fld'] ? target+'/'+target : **this.questProgress**['class\_on\_time\_fld']+'/'+target  }**else** { **return** target+'/'+target; } } }  **public** ProgressBarControl(data, count:**number**) {  **if**(data =='QC001' || data =='QC002' || data =='QC003' ||data =='QC004' ){  **if**(**this**.questProgress['cifcnt\_fld'] <= count ){  **return** count == **this**.questProgress['cifcnt\_fld'] ? count/count : **this.questProgress**['cifcnt\_fld']/count  }**else** { **return** count/count; } }  **else** **if**(data =='QC005' || data =='QC006' || data =='QC007' ||data =='QC008' ){  **if**(**this**.questProgress['piccnt\_fld'] <= count ){  **return** count == **this**.questProgress['piccnt\_fld'] ? count/count : **this.questProgress**['piccnt\_fld']/count  }**else** {**return** count/count; } }  **else** **if**(data =='QC009' || data =='QC010' || data =='QC011' ||data =='QC012' ){  **if**(**this**.questProgress['ciccnt\_fld'] <= count ){  **return** count == **this**.questProgress['ciccnt\_fld'] ? count/count : **this.questProgress**['ciccnt\_fld']/count  }**else** { **return** count/count; } }  **else** **if**(data =='QC013' || data =='QC014' || data =='QC015' ||data =='QC016' ){  **if**(**this**.questProgress['taskcnt\_fld'] <= count ){  **return** count == **this**.questProgress['taskcnt\_fld'] ? count/count : **this.questProgress**['taskcnt\_fld']/count  }**else** { **return** count/count ; } }  **else** **if**(data =='QC017' || data =='QC018' || data =='QC019' ||data =='QC020' ){  **if**(**this**.questProgress['class\_on\_time\_fld'] <= count ){  **return** count == **this**.questProgress['class\_on\_time\_fld'] ? count/count : **this.questProgress**['class\_on\_time\_fld']/count  }**else** {**return** count/count ; } } }  viewAchievements(){  **this**.\_router.navigate(['main/tabs/quest/achievement']); }  async viewProfile(e){  **this**.\_router.navigate(['main/tabs/profile',{ id:'quest' }]); }  viewSchedule(){**this**.\_router.navigate(['main/tabs/schedule'])}  async gotoClasses(e){  **this**.\_router.navigate(['main/tabs/classes']); }  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  async viewMessage(e){  **const** modal = await **this**.\_modal.create({  component: **MessagingPage**, });  await modal.present(); }  async viewNotification(e){  **const** modal = await **this**.\_modal.create({  component: **NotificationPage** });  await modal.present(); } |

**Achievements**

|  |
| --- |
| questProgress:**any** = **this**.\_user.getQuestData();  resetExperienceBar: **number** = **0**;  experienceGain:**number** = **0**;  levelCount: **number** = **0**; pointGained: **number** = **0**;  badges : **number** = **0**;  quest = **new** QuestDataItem()  badgeList = [];  ngOnInit() {  **this**.GetAchievementData();  **let** array = **this**.questProgress.badges\_acquired\_fld;  **this**.badgeList = array.split(";");  **this**.badges = array.split(";").length;  }  **public** GetAchievementData() { **this**.ExperienceResetAndLevelUp(**this**.questProgress.experience\_fld);  **this**.PointsGained(**this**.questProgress.points\_fld); }  **public** ExperienceResetAndLevelUp(experience:**number**) {  **this**.resetExperienceBar = experience % **100**;  **this**.levelCount = Math.floor(experience / **100**); }  **public** PointsGained(points:**number**) {  **this**.pointGained = points; }  back(){ **this**.\_router.navigate(['main/tabs/quest']); }  *//profile pic*  profile(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } } } |

**Schedule page**

|  |
| --- |
| classList:**any**;  switchDesign = **false**;  mon = []; tue = []; wed = []; thu = []; fri = [];  sat = []; sun = []; setDay = [];  ngOnInit() {  **this**.classList = (**this**.\_user.getStudentSchedule());  *//days*  **for** (**let** index = **0**; index < **this**.classList.length; index++) {  **if**(**this**.classList[index].day\_fld.includes("Mon")){  **this**.mon.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Tue")){  **this**.tue.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Wed")){  **this**.wed.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Thu")){  **this**.thu.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Fri")){  **this**.fri.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Sat")){  **this**.sat.push(**this**.classList[index]);  }**if**(**this**.classList[index].day\_fld.includes("Sun")){  **this**.sun.push(**this**.classList[index]); } }  *//end of days*  *// initialize*  **this**.setDay = **this**.mon;  **this**.days[**0**]['backgroudColor'] = "#047ccc";  **this**.days[**0**]['color']="#fff";  *//end of initialize }*  async myChange(e){  **this**.switchDesign = !**this**.switchDesign; }  *//set day*  **this**.days[index]['backgroudColor'] = "#047ccc";  **this**.days[index]['color']="#fff";  **switch**(**this**.days[index].title) {  **case** 'mon': { **this**.setDay = **this**.mon; **break**; }  **case** 'tue': { **this**.setDay = **this**.tue; **break**; }  **case** 'wed': { **this**.setDay = **this**.wed; **break**; }  **case** 'thu': { **this**.setDay = **this**.thu; **break**; }  **case** 'fri': { **this**.setDay = **this**.fri; **break**; }  **case** 'sat': { **this**.setDay = **this**.sat; **break**; }  **default**: { **this**.setDay = **this**.sun; **break**; } }  *//end of day}*  *//faculty Name*  facultyName(data){  **if**(data.includes("null")){ **return** "TBA";  }**else**{**return** data; } }  *//end of faculty name*  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{**return** **this**.\_ds.fileUrl + data; } }  *//end of profile pic*  back(){**this**.\_router.navigate(['main/tabs/classes']); } } |

**Todolist**

|  |
| --- |
| classArr : **any**;  classTitle= []; list = []; tasklist=[]; doneAct=[]  ngOnInit() {  **this**.classArr = JSON.stringify(**this**.\_user.getStudentSchedule());  **this**.classArr = JSON.parse(**this**.classArr);  }  ionViewWillEnter(){  **this**.classTitle= []; **this**.list = []; **this**.tasklist= [];  **this**.doneAct = [];  **this**.gettodolist(); }  date\_diff\_indays = **function**(date1, date2) {  **var** dt1 = **new** Date(date1);  **var** dt2 = **new** Date(date2);  **return** Math.floor((Date.UTC(dt2.getFullYear(), dt2.getMonth(), dt2.getDate()) - Date.UTC(dt1.getFullYear(), dt1.getMonth(), dt1.getDate()) ) /(**1000** \* **60** \* **60** \* **24**));  }  async gettodolist(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...', });loading.present();  **this**.\_ds.\_httpRequest('gettodolist',{},**1**).subscribe(async (res:**any**)=>{ res = **this**.\_user.\_decrypt(res.a);  loading.dismiss();  *//new version*  **this**.subObj = await res.payload.sub;  **this**.list = await **this**.getTodoList(res.payload.**class**, res.payload.act);  *//end of new version*  }, er => {loading.dismiss();  er = **this**.\_user.\_decrypt(er.error.a); }); }  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  *//profile pic*  facultyProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  async getTodoList(sClass, sActivity){  **let** todoObj: **any** = []  await sClass.forEach(element=>{  **this**.getClassActivity(element.classcode\_fld, sActivity).then(res =>  todoObj.push({  classcode: **element.classcode\_fld**,  subjdesc: **element.subjdesc\_fld**,  activity: **res** }) ); }) **return** todoObj }  async getClassActivity(classcode, actobj){  **let** actList: **any**  **let** arr: **any** = actobj.filter(item =>  (classcode == item.classcode\_fld) )  arr.forEach( (element, i) => {  **let** submit = **this**.subObj  .find( (item: **any** ) => {  **return** item.actcode\_fld == element.actcode\_fld && item.classcode\_fld == classcode })  **if**(arr[i]!=**undefined**){ **if**(submit!=**undefined**){  arr[i] = {...arr[i], ...submit}}}});**return** arr; }    isShowTodoList(li){  **let** actCount = **0**;  **let** doneCount = **0**;  **for** (**let** i = **0**; i < li.length; i++) {  actCount += li[i].activity.length  doneCount += li[i].done\_count }  **if**(actCount== doneCount){ **return** **true**} **return** **false**; }  viewActivity(classcode,act){  **for** (**let** index = **0**; index < **this**.classArr.length; index++) {  **if**(**this**.classArr[index].classcode\_fld == classcode){  **this**.\_user.setSelectedClass(**this**.classArr[index]); } }  **this**.viewActivities(act) }  async viewActivities(a){  **const** modal = await **this**.\_modal.create({  component: **ViewActivitiesPage**,  componentProps: { activity: **a** }  }); await modal.present(); }  async viewProfile(e){  **this**.\_router.navigate(['main/tabs/profile',{ id:'todolist' }]); }  async gotoClasses(e){  **this**.\_router.navigate(['main/tabs/classes']); } }  password-change.page.ts  studid= ''; oldpass = ''; newpass = ''; confirmpass= '';  passwordChange = **false**;  onSubmit(e){  e.preventDefault();  **var** hasUpperCase = /[A-Z]/.test(**this**.newpass);  **var** hasLowerCase = /[a-z]/.test(**this**.newpass);  **var** hasNumbers = /\d/.test(**this**.newpass);  **if** (hasUpperCase == **true** && hasLowerCase == **true** && hasNumbers == **true** && **this**.newpass.length >= **8**) {  **if**(**this**.newpass == **this**.confirmpass){  **this**.\_ds.\_httpRequest('changepass' ,{ id: **this.studid**,param1: **this.oldpass**,param2: **this.newpass**,param3: **this.confirmpass** }, **1**).subscribe((dt: **any**)=>{ dt = **this**.\_user.\_decrypt(dt.a)  **this**.\_user.presentToast("Password change successfully",'dark'); **this**.\_modal.dismiss('logout');  },er=>{ er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast("Failed to update password",'danger'); })  }**else**{ **this**.\_user.presentToast('Password Mismatch.','danger');}  }**else**{  **this**.\_user.presentToast('Your password is too weak.','danger'); }}  async back(){  **if**(**this**.\_user.getResetInfo() == **0**){  **this**.\_modal.dismiss('dismiss');  }**else**{  **this**.\_user.presentToast('Password must be change!','danger'); } } } |

**Forget Password**

|  |
| --- |
| getToday=**new** Date;  back(){ **this**.\_router.navigate(['/login']); }  OnSubmit(e){  e.preventDefault();  **this**.\_user.setConvertDate(e.target.param3.value,'yyyy-MM-dd');  **let** data = {  param1: **e.target.param1.value**,  param2: **this.\_user.getConvertDate**(),  param3: **e.target.param2.value**,  param4: **e.target.param4.value**  }  **this**.\_ds.\_httpRequest('forgotpass',data, **2**).subscribe((res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.\_user.presentToast(res.status.message,'dark');  **this**.alertChangePassword("hello");  e.target.param1.value = '';  e.targer.param2.value = '';  e.target.param3.value = '';  e.target.param4.value = '';  },er=>{ er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast(er.status.message,'danger'); }) }  alertChangePassword(data) {  **this**.\_alert.create({ header: 'Change Password',  message: 'Your temporary password is: ' + data +'<br>Please copy this password before closing this dialog. You will be asked to create a new password once you login.',  backdropDismiss: **false**,  buttons: [{text: 'Done', role: 'cancel', handler: () => {}}]})  .then(alert => {alert.present();});} } |

**Data schema**

|  |
| --- |
| **export** **class** KeyImage {  defaultimg: **string** = '';  defaultMessage: **string** = 'AvengersRockzWithZontheRocks';  generateHexString(len: **any**) {  **const** hex = '0123456789abcdef';  **let** output = '';  **for** (**let** i = **0**; i < len; ++i) {  output += hex.charAt(Math.floor(Math.random() \* hex.length)); } **return** output; } }  **export** **class** Haystack { generateString(len: **any**) {  **const** vString = '0123456789ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz';  **let** output = '';  **for** (**let** i = **0**; i < len; ++i) {  output += vString.charAt(Math.floor(Math.random() \* vString.length)); } **return** output; } }  **export** **class** QuestDataItem{  quest: **any** = [  { questcode\_fld: 'QC001', title\_fld:'Rising Idol', target\_fld: **10**, questcontent\_fld:'Write 10 comments on forum section',filedir\_fld: 'assets/badges/risingIdol.png' },  { questcode\_fld: 'QC002', title\_fld:'Dazzling Idol', target\_fld: **50**, questcontent\_fld:'Write 50 comments on forum section',filedir\_fld: 'assets/badges/dazzlingIdol.png'},  { questcode\_fld: 'QC003', title\_fld: 'Charming Idol',target\_fld: **100**, questcontent\_fld:'Write 100 comment on forum section', filedir\_fld:'assets/badges/charmingIdol.png'},  { questcode\_fld: 'QC004',title\_fld: 'Fantastic Idol',target\_fld: **500**,questcontent\_fld: 'Write 150 comment on forum section',filedir\_fld: 'assets/badges/fantasticIdol.png'},  { questcode\_fld: 'QC005',title\_fld: 'Achiever',target\_fld: **10**,questcontent\_fld: 'Write 10 posts in class', filedir\_fld:'assets/badges/achiever.png'},  { questcode\_fld: 'QC006',title\_fld: 'Brilliant',target\_fld: **50**,questcontent\_fld: 'Write 50 posts in class',filedir\_fld: 'assets/badges/brilliant.png'},  { questcode\_fld: 'QC007',title\_fld: 'Witty',target\_fld: **100**,questcontent\_fld: 'Write 100 posts in class', filedir\_fld:'assets/badges/witty.png'},  { questcode\_fld: 'QC008',title\_fld: 'Genius',target\_fld: **150**,questcontent\_fld: 'Write 150 posts in class', filedir\_fld:'assets/badges/genius.png'},  { questcode\_fld: 'QC009',title\_fld: 'Active Classmate',target\_fld: **10**,questcontent\_fld: 'Write 10 comments in CLASSES section',filedir\_fld: 'assets/badges/activeClassmate.png'},  { questcode\_fld: 'QC010',title\_fld: 'Lively Buddy',target\_fld: **50**,questcontent\_fld: 'Write 50 comments in CLASSES section',filedir\_fld: 'assets/badges/livelyBuddy.png'},  { questcode\_fld: 'QC011',title\_fld: 'Cooperative Mate',target\_fld: **100**,questcontent\_fld: 'Write 100 comments in CLASSES section',filedir\_fld: 'assets/badges/cooperativeMate.png'},  { questcode\_fld: 'QC012',title\_fld: 'Bubbly Student',target\_fld: **150**,questcontent\_fld: 'Write 150 comments in CLASSES section',filedir\_fld: 'assets/badges/bubblyStudent.png'},  { questcode\_fld: 'QC013',title\_fld: 'Task Finisher',target\_fld: **10**,questcontent\_fld: 'Complete 10 TASKS',filedir\_fld: 'assets/badges/taskFinisher.png'},  { questcode\_fld: 'QC014',title\_fld: 'Task Crusher',target\_fld: **50**,questcontent\_fld: 'Complete 50 TASKS',filedir\_fld: 'assets/badges/taskCrusher.png'},  { questcode\_fld: 'QC015',title\_fld: 'Task Topper',target\_fld: **100**,questcontent\_fld: 'Complete 100 TASKS', filedir\_fld:'assets/badges/taskTopper.png'},  { questcode\_fld: 'QC016',title\_fld: 'Task Clincher',target\_fld: **150**, questcontent\_fld:'Complete 150 TASKS', filedir\_fld:'assets/badges/taskClincher.png'},  { questcode\_fld: 'QC017',title\_fld: 'working One',target\_fld: **10**,questcontent\_fld: 'Attend 10 CLASSES',filedir\_fld: 'assets/badges/workingOne.png'},  { questcode\_fld: 'QC018',title\_fld: 'Hardworking One',target\_fld: **50**,questcontent\_fld: 'Attend 50 CLASSES',filedir\_fld: 'assets/badges/hardworkingOne.png'},  { questcode\_fld: 'QC019',title\_fld: 'Time Manager',target\_fld: **100**,questcontent\_fld: 'Attend 100 CLASSES',filedir\_fld: 'assets/badges/timeManager.png'},  { questcode\_fld: 'QC020',title\_fld: 'Clock Puncher',target\_fld: **150**,questcontent\_fld: 'Attend 150 CLASSES',filedir\_fld: 'assets/badges/clockPuncher.png'}]; }  data.service.ts  **public** booksURL: **string** = 'http://localhost/ChedROIIIAPI/Elibrary/';  *// Staging*  **public** prefix: **string** = 'GC';  **public** baseURL: **string** = "https://gordoncollegeccs.edu.ph/staging/r3lamp/api/student/";  **public** fileUrl: **string** = "https://gordoncollegeccs.edu.ph/staging/r3lamp/api/";  \_httpRequest(api: **string**, load: **any**, sw: **number**) {  **let** userDevice: **string** = **this**.\_user.isMobile()  ? 'Web Access using Mobile phone'  : 'Web Access using Desktop/Laptop';  **let** result: **any**;  **switch** (sw) {  **case** 1:  **let** dt = {  payload: **load**,  param1: **this.\_user.getUserID**(),  param2: **this.\_user.getToken**(),  param3: **1**,  param4: **userDevice**,  param5: **this.\_user.getRole**(),  param6: **this.\_user.getFullname**(),  param7: **this.\_user.getDepartment**(),  param8: **this.\_user.getProgram**(),  };  result = **this**.\_http.post(  **this**.baseURL + btoa(api),  **this**.\_user.\_convertmessage(  unescape(encodeURIComponent(JSON.stringify(dt)))));  **break**;  **case** 2:  **result** = **this**.\_http.post(  **this**.baseURL + btoa(api),  **this**.\_user.\_convertmessage(  unescape(encodeURIComponent(JSON.stringify(load)))));  **break**;  **case** 3:  **let** d = {  param1: **this.\_user.getUserID**(),  param2: **this.\_user.getToken**(),  param3: **1**,  param4: **userDevice**,  param5: **this.\_user.getRole**(),  param6: **this.\_user.getFullname**(),  param7: **this.\_user.getDepartment**(),  param8: **this.\_user.getProgram**(),  };  load.append('auth', JSON.stringify(d));  result = **this**.\_http.post(**this**.baseURL + btoa(api), load);  **break**;  **case** 4:  **result** = **this**.\_http.post(  **this**.baseURL + btoa(api),  JSON.stringify(load) ); **break**;  **case** 5:  **result** = **this**.\_http.post(  **this**.fileUrl + api,  unescape(encodeURIComponent(JSON.stringify(load))));  **break**;  **default**: **break**; } **return** result; }  downloadFile(filepath, filename) {  **let** userDevice: **string** = **this**.\_user.isMobile()  ? 'Web Access using Mobile phone'  : 'Web Access using Desktop/Laptop';  console.log(filepath, filename);  **let** dt = {  payload: { filepath: **filepath**, filename: **filename** },  param1: **this.\_user.getUserID**(),  param2: **this.\_user.getToken**(),  param3: **1**,  param4: **userDevice**,  param5: **this.\_user.getRole**(),  param6: **this.\_user.getFullname**(),  param7: **this.\_user.getDepartment**(),  param8: **this.\_user.getProgram**(),  };  **this**.\_http.post(**this**.baseURL + btoa('download'),  **this**.\_user.\_convertmessage(JSON.stringify(dt)),  { responseType: 'blob' }).subscribe((res) => {  **const** url = URL.createObjectURL(res);  **const** a = document.createElement('a');  a.href = url;  a.download = filename;  a.click();},(er) => {});}} |

**Quest services**

|  |
| --- |
| **public** UpdateCountAchievement(control:**number**,columnName:**any**) { **let** questObject = **this**.\_user.getQuestData();  **let** dataToPutInDatabase = **this**.UpdateControl(control,questObject[columnName]); **this**.AddAchievementPointsAndExp(questObject[columnName]);  **let** badgesAcquired = **this**.AddAchievementCode(columnName)  **if** (columnName === fldNames.taskcnt\_fld && questObject.taskcnt\_fld\_limit > **0**) {  **let** decrementTaskLimit = questObject.taskcnt\_fld\_limit - **1**;  **this**.SubmitToDatabase({taskcnt\_fld\_limit:**decrementTaskLimit**})}  **if** ( badgesAcquired !== **undefined** ) {  **this**.InsertBadges(badgesAcquired) } **this**.SubmitToDatabase({[columnName]:dataToPutInDatabase});  }  **private** UpdateControl(control:**number**, data:**any**): **number** {  **let** dataToPutInDatabase:**number** = **0**;  **switch** (control) {  **case** Crud.ADD: **return** dataToPutInDatabase = data + **1**;  **case** Crud.REMOVE: **return** dataToPutInDatabase = data - **1**;  **default**: **return** dataToPutInDatabase = data; } }  **private** AddAchievementPointsAndExp(fldPoints:**number**) {  **let** questObject = **this**.\_user.getQuestData();  **let** points:**number** = questObject.points\_fld;  **let** dataToPutInDatabase = **this**.PointsControl(fldPoints,points)  **let** experienceGained = questObject.experience\_fld;  **let** experienceAdded = experienceGained + **3**;    **let** payload = {  points\_fld: **dataToPutInDatabase**,  experience\_fld:**experienceAdded**  } **this**.SubmitToDatabase(payload) }  **private** SubmitToDatabase(payload:**any**) {  **this**.\_ds.\_httpRequest('updategameprogress',payload,**1**).subscribe((data:**any**)=>{  **this**.\_user.updateData(payload,'questsdata');  },er=>{er = **this**.\_user.\_decrypt(er.error.a); }) }  **private** PointsControl(fldPoints:**number**,points:**number**): **number** {  **switch** (fldPoints) {  **case** ControlForAddingPoints.BRONZE:  **points** = points + **5**; **return** points;  **case** ControlForAddingPoints.SILVER:  **points** = points + **5**; **return** points;  **case** ControlForAddingPoints.GOLD:  **points** = points + **5**; **return** points;  **case** ControlForAddingPoints.PLATINUM:  **points** = points + **5**; **return** points;  **default**: **return** points; } }  **private** AddAchievementCode(fldName:**string**):object[]  { **let** questObject = **this**.\_user.getQuestData()  **let** returnBadgesArray = **new** Array();  **if** (questObject.badges\_acquired\_fld !== "") *//if badges\_acquired\_fld is not empty split the string joined by ';'*  { returnBadgesArray = questObject.badges\_acquired\_fld.split(';'); }  **switch** (fldName) {  **case** fldNames.cifcnt\_fld:  **switch** (questObject[fldNames.cifcnt\_fld]) {  **case** ControlForAddingPoints.BRONZE:  **returnBadgesArray.push**('QC001')  **return** returnBadgesArray *//Rising Idol : Write 10 comments on forum section*  **case** ControlForAddingPoints.SILVER:  **returnBadgesArray.push**('QC002')  **return** returnBadgesArray  **case** ControlForAddingPoints.GOLD:  **returnBadgesArray.push**('QC003')  **return** returnBadgesArray  **case** ControlForAddingPoints.PLATINUM:  **returnBadgesArray.push**('QC004')  **return** returnBadgesArray  **default**: **break**; } **break**;  **case** fldNames.piccnt\_fld:  **switch** (questObject[fldNames.piccnt\_fld]) {  **case** ControlForAddingPoints.BRONZE:  **returnBadgesArray.push**('QC005')  **return** returnBadgesArray  **case** ControlForAddingPoints.SILVER:  **returnBadgesArray.push**('QC006')  **return** returnBadgesArray  **case** ControlForAddingPoints.GOLD:  **returnBadgesArray.push**('QC007')  **return** returnBadgesArray  **case** ControlForAddingPoints.PLATINUM:  **returnBadgesArray.push**('QC008')  **return** returnBadgesArray  **default**: **break**; } **break**;    **case** fldNames.ciccnt\_fld:  **switch** (questObject[fldNames.ciccnt\_fld]) {  **case** ControlForAddingPoints.BRONZE:  **returnBadgesArray.push**('QC009')  **return** returnBadgesArray  **case** ControlForAddingPoints.SILVER:  **returnBadgesArray.push**('QC010')  **return** returnBadgesArray  **case** ControlForAddingPoints.GOLD:  **returnBadgesArray.push**('QC011')  **return** returnBadgesArray  **case** ControlForAddingPoints.PLATINUM:  **returnBadgesArray.push**('QC012')  **return** returnBadgesArray  **default**: **break**; } **break**;  **case** fldNames.taskcnt\_fld:  **switch** (questObject[fldNames.taskcnt\_fld]) {  **case** ControlForAddingPoints.BRONZE:  **returnBadgesArray.push**('QC013')  **return** returnBadgesArray  **case** ControlForAddingPoints.SILVER:  **returnBadgesArray.push**('QC014')  **return** returnBadgesArray  **case** ControlForAddingPoints.GOLD:  **returnBadgesArray.push**('QC015')  **return** returnBadgesArray  **case** ControlForAddingPoints.PLATINUM:  **returnBadgesArray.push**('QC016')  **return** returnBadgesArray  **default**: **break**; } **break**;  **case** fldNames.class\_on\_time\_fld:  **switch** (questObject[fldNames.class\_on\_time\_fld]) {  **case** ControlForAddingPoints.BRONZE:  **returnBadgesArray.push**('QC017')  **return** returnBadgesArray  **case** ControlForAddingPoints.SILVER:  **returnBadgesArray.push**('QC018')  **return** returnBadgesArray  **case** ControlForAddingPoints.GOLD:  **returnBadgesArray.push**('QC019')  **return** returnBadgesArray  **case** ControlForAddingPoints.PLATINUM:  **returnBadgesArray.push**('QC020')  **return** returnBadgesArray  **default**: **break**; } **break**;  **default**: **break**; } }  **private** InsertBadges(badgesAcquired) { **try** {  **let** badgesAcquiredToString:**string** = '';  **if** (badgesAcquired.length === **1**)  { badgesAcquiredToString = badgesAcquired.toString(); }  **else**{badgesAcquiredToString = badgesAcquired.join(';');} **this**.SubmitToDatabase({badges\_acquired\_fld:**badgesAcquiredToString**});  } **catch** (error) { **throw** **new** Error("Error");} } }  User.service.ts  setConvertDate(data, format){ **this**.convertDate = data, **this**.format = format }  getConvertDate(){ **return** **this**.\_datePipe.transform(**this**.convertDate, **this**.format); }  setLoginState(): **void** {  window.sessionStorage.setItem('loginState', 'true');  }  getLoginState(): **string** {  **return** window.sessionStorage.getItem('loginState');  }  async setLogOut(){  await window.sessionStorage.setItem('loginState', 'false');  window.sessionStorage.clear();  }  setData(label, value): **void** {  **let** haystack = **new** Haystack();  window.sessionStorage.setItem(btoa(label), haystack.generateString(**17**) + btoa(unescape(encodeURIComponent(JSON.stringify(value))))); }  **private** userData: **any**;  **private** applicantsData: **any**;  **private** allApplicantsData: **any**;  **private** departments = ['CCS', 'CAHS', 'CEAS', 'CBA', 'CHTM', 'SHS']  **private** applicantsByDepartment: **any**[] = [];  **private** allApplicantsByDepartment: **any**[] = [];  **private** website: **string** = 'http://www.techmatesph.com';  **public** url: **string** = "https://gordoncollegeccs.edu.ph/api-gcatweb/"  **private** loading: **boolean** = **false**  **private** profilePicture: **string** = ''  setLoading(loadingStatus) {  **this**.loading = loadingStatus  }  getDateToday() : **string** {  **let** dt = **new** Date();  **let** mt = '';  **let** day = '';  **let** hours = '';  **let** min = '';  **let** seconds = '';  **if**((dt.getMonth()+**1**)<**10**) {  mt = '0' + (dt.getMonth()+**1**).toString();  } **else** {  mt = (dt.getMonth()+**1**).toString();  }  **if**((dt.getDate())<**10**) {  day = '0' + (dt.getDate()).toString();  } **else** {  day = (dt.getDate()).toString();  }  **if**((dt.getSeconds())<**10**) {  seconds = '0' + (dt.getSeconds()).toString();  } **else** {  seconds = (dt.getSeconds()).toString();  }  **if**((dt.getHours())<**10**) {  hours = '0' + (dt.getHours()).toString();  } **else** {  hours = (dt.getHours()).toString();  }  **if**((dt.getMinutes())<**10**) {  min = '0' + (dt.getMinutes()).toString();  } **else** {  min = (dt.getMinutes()).toString();  }  **let** datestring = dt.getFullYear().toString()+"-"+mt+"-"+day+" "+hours+":"+min+":"+seconds;  **return** datestring;  }  getElapsedTime(time){  *// Record end time*  **let** endTime:**Date** = **new** Date();  **let** startTime:**Date** = **new** Date(time);  *// Compute time difference in milliseconds*  **let** timeDiff:**number** = endTime.getTime() - startTime.getTime()  *// Convert time difference from milliseconds to seconds*  timeDiff = timeDiff / **1000**;  *// Extract integer seconds that do not form a minute using %*  **let** seconds:**number** = Math.floor(timeDiff % **60**);  *// Pad seconds with a zero (if necessary) and convert to string*  **let** secondsAsString:**string** | **number** = seconds;  *// Convert time difference from seconds to minutes using %*  timeDiff = Math.floor(timeDiff / **60**);  *// Extract integer minutes that don't form an hour using %*  **let** minutes:**number** = timeDiff % **60**;  *// Pad minutes with a zero (if necessary) and convert to string*  **let** minuteAsString:**string** | **number** = minutes;  *// Convert time difference from minutes to hours*  timeDiff = Math.floor(timeDiff / **60**);  *// Extract integer hours that don't form a day using %*  **let** hours:**number** = timeDiff % **24**;  *// Convert time difference from hours to day*  timeDiff = Math.floor(timeDiff / **24**);  *// The rest of timeDiff is number of days*  **let** days:**number** = timeDiff;  **let** totalHours:**number** = hours + (days \* **24**); *// add days to hours*  *// Pad hours with a zero (if necessary) and convert to string*  **let** totalHoursAsString:**string** | **number** = totalHours;  *// return secondsAsString*    **let** month = startTime.toLocaleString('default',{month:'long'});  **let** day = startTime.toLocaleString('default',{day:'numeric'});  **let** yr = startTime.toLocaleString('default',{year:'numeric'});  **let** hr = startTime.toLocaleString('default',{hour:'numeric'});  **let** min = startTime.toLocaleString('default',{minute:'2-digit'});  **let** sec = startTime.toLocaleString('default',{second:'2-digit'});  **if** (days <= **0** && secondsAsString <= **59** && minuteAsString <= **0** && totalHoursAsString <= **0**) {  **return** secondsAsString + "s ago";  }**else** **if**(days <= **0** && secondsAsString <= **59** && minuteAsString <= **59** && totalHoursAsString <= **0**){  **return** minuteAsString + "m ago";  }**else** **if**(days <= **0** && secondsAsString <= **59** && minuteAsString <= **59** && totalHoursAsString <= **59**){  **return** totalHoursAsString + " hr/s ago";  }**else** **if**(days == **1**){  **return** "1 day ago"  }**else**{ **return** month +" "+ day+", "+yr+ " " + hr }  }  isLoggedIn(): **boolean** {  **let** log = atob(window.sessionStorage.getItem(btoa('logstatus')));  **return** (log==='true'?**true**:**false**); }  setUserData(data): **void** { **this**.setData('user', data) }  getUserData(): any { **this**.extractData('user') }  setContentNews(data) { **this**.setData('contentnews', data) }  getContentNews() { **return** **this**.extractData('contentnews') }  setQuestData(data) { **this**.setData('questsdata', data) }  getQuestData() { **return** **this**.extractData('questsdata') }  setQuest(data) { **this**.setData('quests', data) }  getQuest() { **return** **this**.extractData('quests') }  setTeachers(data) { **this**.setData('teacher', data) }  getTeachers() { **return** **this**.extractData('teacher') }  setAssign(data) { **this**.setData('assign', data) }  getAssign() { **return** **this**.extractData('assign') }  setStudents(data) { **this**.setData('students', data) }  getStudents() { **return** **this**.extractData('students') }  setResources(data) { **this**.setData('res', data) }  getResources() { **return** **this**.extractData('res') }  setActivity(data) { **this**.setData('activity', data) }  getActivity() { **return** **this**.extractData('activity') }  setPosts(data) { **this**.setData('posts', data) }  getPosts() { **return** **this**.extractData('posts') }  setSelectedClass(data) { **this**.setData('selectedclass', data)}  getSelectedClass() { **return** **this**.extractData('selectedclass')}  setStudentProfile(data): **void** { **this**.setData('profile', data) }  getStudentProfile(): **string** { **return** **this**.extractData('profile') }  setStudentSchedule(data): **void** { **this**.setData('schedule', data) }  getStudentSchedule(): **string** { **return** **this**.extractData('schedule') }  setSettings(data): **void** { **this**.setData('settings', data) }  getSettings(): any { **return** **this**.extractData('settings') }  setTopic(data) { **this**.setData('topic', data) }  getTopic() { **return** **this**.extractData('topic') }  setMessageBadge(num) { window.sessionStorage.setItem('msgnum', num) }  getMessageBadge(): any { **return** window.sessionStorage.getItem('msgnum') }  getProfilePic(): **string** { **return** **this**.extractData('user').img }  getFolderID(): **string** { **return** **this**.extractData('user').folderid}  getFullname(): **string** { **return** **this**.extractData('user').fullname }  getUserID(): **string** { **return** **this**.extractData('user').id }  getDepartment(): **string** { **return** **this**.extractData('user').dept}  getToken(): **string** { **return** **this**.extractData('user').key; }  getRole(): **number** { **return** **this**.extractData('user').role }  getProgram(): **string** { **return** **this**.extractData('user').program }  getEmail(): **string** { **return** **this**.extractData('user').emailadd }  getForumRole(): **string** { **return** **this**.extractData('user').forumrole }  getAcadYear(): **string** { **return** **this**.extractData('settings').acadyear\_fld }  getSemester(): **string** { **return** **this**.extractData('settings').sem\_fld }  getResetInfo(): **number** { **return** **this**.extractData('user').reset }  updateData(value,sessionKey:**String**) {  **let** prevData = **this**.extractData(sessionKey);  Object.keys(value).forEach((val) => {  prevData[val] = value[val];  }) **this**.setData(sessionKey, prevData); }  updateUserData(value) {  **let** prevData = **this**.extractData('user');  Object.keys(value).forEach((val) => {  prevData[val] = value[val];  }) **this**.setData('user', prevData); }  async presentToast(message,color) {  **const** toast = await **this**.\_toast.create({  duration: **800**,  color: **color**,  message: **message**,  position: 'bottom',  }); toast.present(); }  **private** extractData(data): any {  **let** text: **string** = window.sessionStorage.getItem(decodeURIComponent(escape(btoa(data)))).substr(**17**);  **return** JSON.parse(atob(text));  *// return JSON.parse(atob(window.sessionStorage.getItem(btoa('user')))); }*  *// ./User related variables and methods*  *// System-wide related variables and methods*  **private** key = **new** KeyImage();  isMobile(): any { **return** **this**.\_deviceService.isMobile(); }  *// Start Encryption Front-end Related*  \_decrypt(encryptedString) {  **var** key = **this**.key.defaultMessage;  **var** encryptMethod = 'AES-256-CBC';  **var** encryptLength = parseInt(encryptMethod.match(/\d+/)[**0**]);  **var** json = JSON.parse(CryptoJS.enc.Utf8.stringify(CryptoJS.enc.Base64.parse(encryptedString)));  **var** salt = CryptoJS.enc.Hex.parse(json.salt);  **var** iv = CryptoJS.enc.Hex.parse(json.iv);  **var** encrypted = json.ciphertext;  **var** iterations = parseInt(json.iterations);  **if** (iterations <= **0**) { iterations = **999**; }  **var** encryptMethodLength = encryptLength / **4**;  **var** hashKey = CryptoJS.PBKDF2(key, salt, { hasher: **CryptoJS.algo.SHA512**, keySize: **encryptMethodLength** / **8**, iterations: **iterations**, });  **var** decrypted = CryptoJS.AES.decrypt(encrypted, hashKey, { mode: **CryptoJS.mode.CBC**, iv: **iv**, });  **return** JSON.parse(decrypted.toString(CryptoJS.enc.Utf8)); }  \_convertmessage(msg) {  **let** keyString = **this**.key.generateHexString(**32**);  **let** ivString = **this**.key.generateHexString(**32**);  **let** key = encHex.parse(keyString);  **let** iv = encHex.parse(ivString);  **return** btoa(**this**.key.generateHexString(**11**) + iv + key + aes.encrypt(msg, key, { iv: **iv**, padding: **padZeroPadding** }).toString()); }  \_convert(msg: **any**){  **if**(msg!=**null**){  **let** load = msg;  **for**(**let** i = **0**; i<load.length; i++){  **try**{  load[i] = JSON.parse(decodeURIComponent(escape(JSON.stringify(load[i])))) }  **catch**{}}**return** load; } **return** msg; }  *// End Encryption Front-end Related*  *//NEW SS BY OWEN:*  setSubForums(data) { **this**.setData('subforum', data) }  getSubForums() { **return** **this**.extractData('subforum') }} |

**Drawer component**

|  |
| --- |
| Input() activity = [];  works= []; files=[]; dupefile = [];  issubmitted = **0**;  isscored = **0**;  withfile = **0**;  dueDate:**any**;  displayCloseIcon : **boolean** = **true**;  saveBtn: **boolean** ;  index = **0**;  alreadyuploaded = []; downloadfiles = [];updateFile =[];  viewQuiz = []; classobject= [];  filepathtoupload = **undefined**;  type = **0**;  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.downloadfiles = **this**.splitFilestring(**this**.activity['filedir\_fld']);  **this**.dupefile = [];  **this**.getWorks();  }  ionViewWillEnter(){  **this**.works = [];  **this**.alreadyuploaded = [];  **this**.issubmitted = **0**;  **this**.isscored = **0**;  }  async getWorks(){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...', });  loading.present();  **let** load = {  userid:**this.\_user.getUserID**(),  classcode:**this.\_user.getSelectedClass**().classcode\_fld,  actcode:**this.activity**['actcode\_fld'],  type:'act' }  **this**.\_ds.\_httpRequest('getstudworks',load,**1**).subscribe(async (res:**any**)=>{  res = **this**.\_user.\_decrypt(await res.a);  loading.dismiss();  **this**.works = **this**.\_user.\_convert(res.payload);  **if**(**this**.activity['type\_fld'] == **0**){  **this**.alreadyuploaded = **this**.splitFilestring(**this**.works[**0**].dir\_fld);  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **this**.type = **this**.works[**0**].type\_fld  **if**(**this**.works[**0**].type\_fld == **2**){  **this**.alreadyuploaded = **this**.works[**0**].dir\_fld.split(',');  **this**.type = **this**.works[**0**].type\_fld  }  }**else** **if**(**this**.activity['type\_fld'] == **1**){  **this**.issubmitted = **this**.works[**0**].issubmitted\_fld;  **this**.isscored = **this**.works[**0**].isscored\_fld;  **if**(**this**.isscored == **1**){  **this**.getQuizResult(**this**.works[**0**].dir\_fld); }}  },(er) => { loading.dismiss();  **let** err = **this**.\_user.\_decrypt(er.error.a); }) }  async presentAlertPrompt(e) {  **const** alert = await **this**.alertController.create({  cssClass: 'my-custom-class',  inputs: [{name: 'link', type: 'url', placeholder: 'Add Link'},],  buttons: [{text: 'Cancel',role: 'cancel',cssClass:**secondary**', }, {text: 'Add',  handler: (data) => {  if(data.link.includes("https")){  this.type = 2;  this.files.push(data.link);  }else{  this.\_user.presentToast('Invalid Link!','danger');}}}]});  await alert.present();}  async getQuizResult(data){  const loading = await this.\_loading.create({  message: 'Please wait...',  });loading.present();  this.\_ds.\_httpRequest('getresult', { filepath: data }, 1).subscribe((res: any) => {  res = this.\_user.\_decrypt(res.a);  this.viewQuiz = res.payload; loading.dismiss();  },er=>{loading.dismiss();})}  //getFile in the storage  getFile(event) {  this.type = 1  let sum: number = 0;  for (var i = 0; i < event.target.files.length; i++) {  sum += event.target.files[i].size;  if(this.dupefile.includes(event.target.files[i].name)){  this.\_user.presentToast('Files already exist!','danger');  return;  }else{ this.files.push(event.target.files[i]);  this.dupefile.push(event.target.files[i].name); }}  if (sum > 10000000) {  this.\_user.presentToast((sum / 1048576).toFixed(2).toString() + "File to big error",'danger');  this.files = [];  }else{if (this.files.length > 0) {  if (this.dueDate < this.\_user.getDateToday()) {  this.withfile = 2;  }else{this.withfile = 1; }} }  this.displayCloseIcon = false; }  //end of getFile  async Filepath(){  let formdata: FormData;  formdata = this.uploadFile(this.files);  return new Promise((resolve, rejects) => {  this.\_ds.\_httpRequest('upload/' + this.\_user.getUserID(), formdata, 3).subscribe((data: any) => {  data = this.\_user.\_decrypt(data.a);  resolve(data.payload.filepath);  }, er => {er = this.\_user.\_decrypt(er.error.a);  rejects(er.error.a) });}) }  uploadFile(payload) {  const formData = new FormData();  for (var i = 0; i < this.files.length; i++) {  formData.append('file[]', this.files[i]); }  formData.append('payload', JSON.stringify(payload));  return formData; }  //submit work  async addWork(e,i){  let load = {};  if(i == 'Submit'){  const loading = await this.\_loading.create({  message: 'Please wait...', });  loading.present();  if(this.files.length == 0){  this.\_user.presentToast("Please add file/s first!",'danger'); return; }  if(this.type == 1){  await this.Filepath().then((filepath:any)=>{  new Promise<void>(() => {  load = { data:{  classcode\_fld:this.\_user.getSelectedClass().classcode\_fld,  actcode\_fld: this.activity['actcode\_fld'],  studnum\_fld:this.\_user.getUserID(),  type\_fld: 1,  dir\_fld:filepath,  issubmitted\_fld: this.withfile  },notif:{  id: this.\_user.getUserID(),  recipient: this.classobject['empcode\_fld'],  message: this.\_user.getFullname()+' submitted a file on ' + this.classobject['subjdesc\_fld'] ,  module: 'activities'} } });  }).catch(e=>{});  }else if( this.type == 2){  load = {  data:{  classcode\_fld:this.\_user.getSelectedClass().classcode\_fld,  actcode\_fld: this.activity['actcode\_fld'],  studnum\_fld:this.\_user.getUserID(),  type\_fld: 2,  dir\_fld:this.files.join(','),  issubmitted\_fld: 1  },notif:{  id: this.\_user.getUserID(),  recipient: this.classobject['empcode\_fld'],  message: this.\_user.getFullname()+' submitted a file on ' + this.classobject['subjdesc\_fld'] ,  module: 'activities'} } }  this.\_ds.\_httpRequest('addwork',load,1).subscribe((res:any)=>{ res = this.\_user.\_decrypt(res.a); loading.dismiss();  this.works = this.\_user.\_convert(res.payload);  this.files = [];  this.alreadyuploaded = this.splitFilestring(this.works[0].dir\_fld);  this.type = this.works[0].type\_fld  if(this.works[0].type\_fld == 2){  this.alreadyuploaded = this.works[0].dir\_fld.split(',');  this.type = this.works[0].type\_fld  }  this.issubmitted = this.works[0].issubmitted\_fld;  this.isscored = this.works[0].isscored\_fld;  this.displayCloseIcon = true;  this.getWorks();  },er => { er = this.\_user.\_decrypt(er.error.a); })  } else{ this.displayCloseIcon = false; this.saveBtn = true; } }  async save(e){  const loading = await this.\_loading.create({  message: 'Please wait...',  }); loading.present();  if(this.files.length == 0 && this.alreadyuploaded.join()== ""){  this.\_user.presentToast("Please add file/s first!",'danger');  return; }  if(this.type == 1){  if(!(this.files.length == 0)) {  await this.Filepath().then((filepath:any)=>{  new Promise<void>(() => {  this.filepathtoupload = filepath; })});} }  for (let index = 0; index < this.alreadyuploaded.length; index++) {  if(this.works[0].type\_fld != 2){  if(this.alreadyuploaded[index].name == ''){  this.alreadyuploaded = [];  }else{  let name = this.alreadyuploaded[index].name;  let link = this.removeBaseUrl(this.alreadyuploaded[index].link);  this.alreadyuploaded[index] = name +"?"+ link; }  }else{ if(this.alreadyuploaded.join(',') == ''){  this.filepathtoupload = this.files.join(',') }  if(this.files.length == 0){  this.filepathtoupload = this.alreadyuploaded.join(',') }  if(this.files.length != 0 && this.alreadyuploaded.length != 0){  this.filepathtoupload = this.files.join(',') + ',' + this.alreadyuploaded.join(',') } } }  if(this.type == 1 ){  if(this.filepathtoupload == undefined){  this.filepathtoupload = '';  this.filepathtoupload = this.alreadyuploaded.join(":");  }else if(this.alreadyuploaded.join(':') == ''){  this.alreadyuploaded = [];  this.filepathtoupload = this.filepathtoupload;  }else{  this.filepathtoupload = this.filepathtoupload+ ":" + this.alreadyuploaded.join(":");} }  if(this.updateFile.length != 0){  for (let index = 0; index < this.updateFile.length; index++) {  this.deleteFile(this.updateFile[index]); }  this.updateFile = []; }  let load = {  data:{  dir\_fld: this.filepathtoupload,  isscored\_fld: 0 }  ,notif:{  id: this.\_user.getUserID(),  recipient: this.classobject['empcode\_fld'],  message: this.\_user.getFullname() + ' save a work **in** ' + this.classobject['subjdesc\_fld'] ,  module: 'classroom' } }  let api = `editsubmit/${this.works[0].submitcode\_fld}/${this.works[0].actcode\_fld}`  this.\_ds.\_httpRequest(api, load ,1).subscribe((res:any)=>{  res = this.\_user.\_decrypt(res.a); loading.dismiss();  this.dupefile =[];  this.alreadyuploaded = this.splitFilestring(res.payload[0].dir\_fld)  if(this.works[0].type\_fld == 2){  this.alreadyuploaded = res.payload[0].dir\_fld.split(',')  }  this.files = [];  this.filepathtoupload = undefined;  this.displayCloseIcon = true;  this.saveBtn = false;  },er=>{loading.dismiss()  er = this.\_user.\_decrypt(er.error.a); }) }  async deleteFile(path){  let load = { dir\_fld:path }  return new Promise((resolve,rejects)=>{  this.\_ds.\_httpRequest('deletefile',load,1).subscribe((res:any)=>{ res = this.\_user.\_decrypt(res.a);  resolve(res.status.remarks);  },er=>{ er = this.\_user.\_decrypt(er.error.a);  return new Promise(()=>{  rejects(er.status.remarks) })}) })}  async removeFile(i,data) {  if(data == 'add'){  this.files.splice(i, 1);  this.dupefile.splice(i,1);  }else{  if(this.works[0].type\_fld != 2){  this.dupefile.splice(i,1);  this.updateFile.push(this.removeBaseUrl(this.alreadyuploaded[i].link)); }this.alreadyuploaded.splice(i,1); }  if (this.files.length == 0 && this.alreadyuploaded.join() == '') {  this.files = []; this.alreadyuploaded = []; } }  removeBaseUrl(data){  let substring = data.replace(this.\_ds.fileUrl, "");  return substring;  }  async preview(e,data){  const modal = await this.\_modal.create({  component: PreviewPage,  componentProps: { preview: data }  });await modal.present();}  splitFilestring(filestring: string) {  let arr1 = filestring.split(':');  let filearray: { name: string; link: string }[] = [];  for (let i = 0; i < arr1.length; i++) {  let arr2 = arr1[i].split('?');  this.dupefile.push(arr2[0]);  filearray.push({ name: arr2[0], link: this.\_ds.fileUrl + arr2[1] });}return filearray; }  back(){ this.\_modal.dismiss(); }  async presentPopover(ev,f,i,option){  const popover = await this.\_popover.create({  component: PopoverPage,  componentProps: { classfeed: f ,  option: option, index: i  },cssClass: 'my-popover-**class**',  mode:'ios', event: ev, translucent: true});  await popover.present();  popover.onDidDismiss().then((dataReturned) => {  console.log(dataReturned.data['option']);  if(dataReturned.role == 'backdrop'){ return }  if(dataReturned.data['option'] == 'file'){  this.type = 1;  }else if(dataReturned.data['option'] == 'url'){  this.type = 2; }  }); return await popover.present(); }  async ViewSubmit(e, data) {  const modal = await this.\_modal.create({  component: DrawerPage,  componentProps: { activity: this.activity },  cssClass: 'Submissions', swipeToClose: **true**,  });modal.onDidDismiss().then((dataReturned) => {});  **return** await modal.present(); }  disclose(){ **this**.\_modal.dismiss(); } } |

**Linkify**

|  |
| --- |
| transform(link: **string**): **string** {  **return** **this**.linkify(link);  }  **private** linkify(plainText: **string**){  **let** replacedText;  **let** replacePattern1;  **let** replacePattern2;  **let** replacePattern3;  *//URLs starting with http://, https://, or ftp://*  replacePattern1 = /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  replacedText = plainText.replace(replacePattern1, '<a href="$1" target="\_blank">$1</a>');  *//URLs starting with "www." (without // before it, or it'd re-link the ones done above).*  replacePattern2 = /(^|[^\/])(www\.[\S]+(\b|$))/gim;  replacedText = replacedText.replace(replacePattern2, '$1<a href="http://$2" target="\_blank">$2</a>');  *//Change email addresses to mailto:: links.*  replacePattern3 = /(([a-zA-Z0-9\-\\_\.])+@[a-zA-Z\\_]+?(\.[a-zA-Z]{2,6})+)/gim;  replacedText = replacedText.replace(replacePattern3, '<a href="mailto:$1">$1</a>');  **return** replacedText; } }  popover.page.ts  @Input() classfeed : **any**;  @Input() option : **string**;  @Input() classcomment: **any**;  @Input() forumContent = [];  @Input() news = [];  @Input() newsObject = [];  @Input() index = **0**;  @Input() postIndex = **0**;  classobject = [];  ngOnInit() {  **if**(**this**.option != 'forums'){  **this**.classobject =**this**.\_user.getSelectedClass();  }}  async editpost(e,option){  e.preventDefault();  **let** modal = await **this**.\_modal.create({  component: **EditPostPage**,  componentProps:{ classfeed: **this.classfeed** }  })  modal.onWillDismiss().then(datareturned =>{  **this**.\_popover.dismiss(datareturned.data,'edit');  }); **return** await modal.present(); }  async editcomment(e, option){  **this**.\_popover.dismiss({option: **option**, data: **this.classcomment**, index: **this.index**, postIndex: **this.postIndex**})  }  async editreply(e, option){  **this**.\_popover.dismiss({data:**this.classcomment**,option:'reply comment',index: **this.index**, postIndex: **this.postIndex**});  }  async editSubForumContent(e, option){  **this**.\_popover.dismiss({option: 'edit', data: **this.forumContent**, postIndex: **this.index**})  }  async editNewsComment(e, option){  **this**.\_popover.dismiss({option: 'edit', data: **this.news**})  }  async deletepost(e, option){  **let** load = {  data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**  },notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' deleted a post on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'classroom' } }  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  header: 'Delete Post?',  message: 'Are you sure you want to delete this post?',  buttons: [{text:'Cancel',role:'cancel',cssClass:'secondary',},{  text: 'Delete', handler: () => {  **this**.\_ds.\_httpRequest('editpost/'+ **this**.classfeed['postcode\_fld'] , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  },er=>{ er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Successfully Deleted!','dark');  **this**.\_popover.dismiss(**this**.index,**null**); });}}]  }); await alert.present();}  async deleteSubForumContent(e, option){  **let** load = {  data:{isdeleted\_fld:**1**},  notif:{  id: **this.\_user.getUserID**(),  recipient: **this.\_user.getUserID**(),  message: **this.\_user.getFullname**() + ' deleted a comment in a thread.' ,  module: 'forums'} }  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  header: 'Delete Post?',  message: 'Are you sure you want to delete this post?',  buttons:[{text: 'Cancel',role: 'cancel',cssClass: 'secondary',},{  text: 'Delete',  handler: () => {  **this**.\_ds.\_httpRequest('editreply/'+**this**.forumContent['contentcode\_fld'] , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  },er=>{er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Successfully Deleted!','dark');  **this**.\_popover.dismiss({data:'',option:'delete'}); });}}] }); await alert.present(); }  async deletecomment(e, option){  **let** load = {  data:{ classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1** }  ,notif:{  id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' deleted a comment on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'activities'} }  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  header: 'Delete Post?',  message: 'Are you sure you want to delete this post?',  buttons:[{text:'Cancel',role: 'cancel',cssClass:'secondary',}, {  text: 'Delete',  handler: () => { **let** load = { data:{  classcode\_fld:**this.classcomment**['commentcode\_fld'] ,  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1** },  notif:{ id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' deleted a comment '+ **this**.classcomment['commentcode\_fld'] ,  module: 'classroom'}}  **this**.\_ds.\_httpRequest('editcomm/'+**this**.classcomment['commentcode\_fld'], load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  }, er => {er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Successfully Deleted!','dark'); **this**.\_popover.dismiss({data:**this.classcomment**,option:'delete comment',index: **this.index**, postIndex: **this.postIndex**});})}}]  }); await alert.present();}  async deletereply(e, option){  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  header: 'Delete Post?',  message: 'Are you sure you want to delete this post?',  buttons: [{text: 'Cancel', role: 'cancel', cssClass: 'secondary',  }, { text: 'Delete', handler: () => {**let** load = {data:{  classcode\_fld:**this.classcomment.reply**[**this**.index].commentcode\_fld , authorid\_fld:**this.\_user.getUserID**(),isdeleted\_fld:**1**},  notif:{ id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld, message: **this.\_user.getFullname**()+' deleted a comment '+ **this**.classcomment.reply[**this**.index].commentcode\_fld ,  module: 'classroom'}}  **this**.\_ds.\_httpRequest('editcomm/'+**this**.classcomment.reply[**this**.index].commentcode\_fld, load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  }, er => { er = **this**.\_user.\_decrypt(er.error.a);  **this**.classcomment.reply.splice(**this**.index,**1**);  **this**.classcomment.replycount -= **1**;  **this**.\_user.presentToast('Successfully Deleted!','dark'); **this**.\_popover.dismiss({data:**this.classcomment**,option:'reply delete',index: **this.index**, postIndex: **this.postIndex**}); }) } }]  }); await alert.present();}  async deleteNewsComment(e, option){  **let** load = {data:{  authorid\_fld:**this.\_user.getUserID**(),  isdeleted\_fld:**1**,  },notif:{ id: **this.\_user.getUserID**(),  recipient: **this.newsObject**['recipientcode\_fld'],  message: **this.\_user.getFullname**() + ' deleted a '+ option + ' on ' + **this**.newsObject['title\_fld'] ,  module: 'news'} }  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  header: 'Delete Post?',  message: 'Are you sure you want to delete this post?', buttons: [{ text: 'Cancel', role: 'cancel', cssClass: 'secondary',  }, {text: 'Delete', handler: () => {  **this**.\_ds.\_httpRequest('editcomm/'+ **this**.news['commentcode\_fld'] , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a);  },er=>{er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Successfully Deleted!','dark');  **this**.\_popover.dismiss({data:'',option:'delete'}); });}}]  });await alert.present(); }  async replySubForumContent(e,option){  **this**.\_popover.dismiss({option: 'reply', data: **this.forumContent**}) }  async replycomment(e,option){  **this**.\_popover.dismiss({option: 'reply', data: **this.classcomment**})}  async replynews(e,option){  **this**.\_popover.dismiss({option: 'reply', data: **this.news**})}} |

**Add post**

|  |
| --- |
| classobject = []; postobject: **any** = []; files: **any** = [];  dupefile = [];  textcontent: **any**;  withfile= **0**;  filepathtoupload = '';  fileButton:**boolean** = **true**;photoButton:**boolean** = **true**;  videoButton:**boolean** = **true**; isUploading: **boolean**;  index = **0**; img1 : **any**;  img = ['jpg','gif','bmp','png'];  video = ['avi','mpg','m4v','mp4'];  filext = ['txt', 'doc' , 'docx' ,'html' ,'htm' ,'odt' ,'pdf' ,'xls', 'xlsx' ,'ods', 'pdf' ,'pptx', 'ppt'];  ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass(); }  *//get profile pic*  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  async addpost(e){  e.preventDefault();  **const** loading = await **this**.\_loading.create({  message: 'Please wait...', });  **if**(**this**.withfile > **0**){  await **this**.Filepath().then((filepath:**any**)=>{  **this**.filepathtoupload = filepath; }); }  **if**(**this**.withfile == **0** && **this**.textcontent == **undefined**){  **this**.\_user.presentToast("Enter Something!",'danger');  **return**; }loading.present();  **let** load = { data:{  classcode\_fld: **this.classobject**['classcode\_fld'],  authorid\_fld: **this.\_user.getUserID**(),  content\_fld: **this.textcontent**,  withfile\_fld: **this.withfile**,  dir\_fld: **this.filepathtoupload**  }, notif:{ id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' created a post on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'classroom' } }  **this**.\_ds.\_httpRequest('addpost',load,**1**).subscribe((res:**any**)=>{ res = **this**.\_user.\_decrypt(res.a);  **this**.textcontent = '';  **this**.files = [];  **this**.filepathtoupload='';  **this**.\_modal.dismiss(res.payload);  loading.dismiss();  **this**.\_user.presentToast('Post added.','dark');  **this**.\_quest.UpdateCountAchievement(Crud.ADD,fldNames.piccnt\_fld); },er => {loading.dismiss();  er = **this**.\_user.\_decrypt(er.error.a);  **this**.\_user.presentToast('Invalid Post!','danger'); }) }  *//remove one in the file list*  removeFile(i) {  **this**.files.splice(i, **1**);  **this**.dupefile.splice(i,**1**);  **if** (**this**.files.length == **0**) {  **this**.withfile = **0**;  **this**.fileButton = **true**;  **this**.photoButton = **true**;  **this**.videoButton = **true**; } }  *//end of remove*  async getFile(e) {  e.preventDefault();  **let** sum: **number** = **0**;  **for** (**var** i = **0**; i < e.target.files.length; i++) {  sum += e.target.files[i].size;  **if**(**this**.dupefile.includes(e.target.files[i].name)){  **this**.\_user.presentToast('Files already exist!','danger');  **return**;  }**else**{  **this**.files.push(e.target.files[i]);  **this**.dupefile.push(e.target.files[i].name);  }  **var** ext = **this**.getext(**this**.files[i].name);  **if**(**this**.img.includes(ext)){  **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  **this**.withfile = **1**;  }**else** **if**(**this**.video.includes(ext)){  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  **this**.withfile = **2**;  }**else**{  **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  **this**.withfile = **5**; }}  *//view img*  **if** (e.target.files && e.target.files[**0**]) {  **let** reader = **new** FileReader();  reader.onload = (e:**any**) => {  **this**.img1 = e.target.result; }  reader.readAsDataURL(e.target.files[**0**]); *// to trigger onload}*  *//end view img*  **if** (sum > **30000000**) {  **this**.\_user.presentToast((sum / **3048576**).toFixed(**2**).toString() + "File to big error", 'danger');  **this**.files = [];  }**else**{  **if** (**this**.files.length == **0**) {**this**.withfile = **0**; } }}  async Filepath(){  **let** formdata: **FormData**;  formdata = **this**.uploadFile(**this**.files);  **return** **new** Promise((resolve, rejects) => {  **this**.\_ds.\_httpRequest('upload/' + **this**.\_user.getUserID(), formdata, **3**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  resolve(data.payload.filepath);  }, er => {er = **this**.\_user.\_decrypt(er.error.a);  rejects(er.error.a) });}) }  uploadFile(payload) {  **this**.isUploading = **true**;  **const** formData = **new** FormData();  **for** (**var** i = **0**; i < **this**.files.length; i++) {  formData.append('file[]', **this**.files[i]); }  formData.append('payload', JSON.stringify(payload));  **return** formData; }  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.baseURL** + arr2[**1**] });} **return** filearray; }  getFilename(name) {  **return** name.replace(/^.\*[\\\/]/, ''); }  getfileExtension(filename) {  **let** regex = **new** RegExp('[^.]+$');  **if**(filename.match(regex) == 'docx'){ **return** '#004db3'; }  **if**(filename.match(regex) == 'ppt'){ **return** '#c34524'; }  **if**(filename.match(regex) == 'txt'){ **return** '#95a5a6'; }  **if**(filename.match(regex) == 'pdf'){ **return** '#ad0b00'; }  }  getext(data) { **return** data.split('.').pop(); }  addVideoUrl(array) {  **for** (**let** i = **0**; i < array.length; i++) {  **if** (array[i].content\_fld.includes('youtube.com') || array[i].content\_fld.includes('google.com/file/d/')) {  array[i].video\_fld = **this**.getVideoEmbedURL(array[i].content\_fld);  } **else** {array[i].video\_fld = **null**; } } **return** array; }  *// Addedd by Melner*  getVideoEmbedURL(content: **string**): any {  **let** replacePattern1 = /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  **let** replacedText = content.replace(replacePattern1, '<\*>$1<\*>');  **let** content\_arr: **string**[] = replacedText.split('<\*>');  **let** a: **any** = content\_arr.filter((x) => {  **if** (x.includes('http')) { **return** x }; });  **for** (**let** i = **0**; i < a.length; i++) {  **if** (a[i].includes('youtube.com')) {  a[i] = a[i].replace('watch?v=', 'embed/'); }  **else** {a[i] = a[i].replace('view?usp=sharing', 'preview');  }a[i] = **this**.sanitizer.bypassSecurityTrustResourceUrl(a[i]);  } **return** a; }  back(){ **this**.\_modal.dismiss('exit'); }  edit-post.page.ts  @Input() classfeed;  textcontent ='';  files: **any** = []; dupefile = []; alreadyuploaded = [];  fileButton:**boolean** = **true**;  photoButton:**boolean** = **true**;  videoButton:**boolean** = **true**;  withfile: **number**;  filepathtoupload: **any**;  index = **0**;i = **0**;  img = ['jpg','gif','bmp','png'];  video = ['avi','mpg','m4v','mp4'];  filext = ['txt', 'doc' , 'docx' ,'html' ,'htm' ,'odt' ,'pdf' ,'xls', 'xlsx' ,'ods', 'pdf' ,'pptx', 'ppt'];  updateFile =[]; classobject = [];    ngOnInit() {  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.textcontent = **this**.classfeed['content\_fld'];  **this**.withfile = **this**.classfeed['withfile\_fld']  **if**(**this**.classfeed['dir\_fld'] == ''){  **this**.alreadyuploaded = [];  }**else**{  **this**.alreadyuploaded = **this**.splitFilestring(**this**.classfeed['dir\_fld']);  **if**(**this**.img.includes(**this**.getext(**this**.alreadyuploaded[**0**].name))){ **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  }**else** **if**(**this**.video.includes(**this**.getext(**this**.alreadyuploaded[**0**].name))){ **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  }**else** { **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **false**; } } }  async editpost(e){  **const** loading = await **this**.\_loading.create({  message: 'Please wait...', });  **if**(**this**.withfile == **0** && **this**.textcontent.length == **0**){  **this**.\_user.presentToast("Enter Something!",'danger');  **return**; }  **if**(**this**.files.length != **0**) {  await **this**.Filepath().then((filepath:**any**)=>{  **this**.filepathtoupload = filepath; }); }  **for** (**let** index = **0**; index < **this**.alreadyuploaded.length; index++) {  **if**(**this**.alreadyuploaded[index].name == ''){  **this**.alreadyuploaded = [];  }**else**{ **let** name = **this**.alreadyuploaded[index].name;  **let** link = **this**.removeBaseUrl(**this**.alreadyuploaded[index].link);  **this**.alreadyuploaded[index] = name +"?"+ link; } }    **if**(**this**.filepathtoupload == **undefined**){  **this**.filepathtoupload = '';  **this**.filepathtoupload = **this**.alreadyuploaded.join(":");  }**else** **if**(**this**.alreadyuploaded.join(':') == ''){  **this**.alreadyuploaded = [];  **this**.filepathtoupload = **this**.filepathtoupload;  }**else**{  **this**.filepathtoupload = **this**.filepathtoupload + ":" + **this**.alreadyuploaded.join(":");}  **if**(**this**.updateFile.length != **0**){  **for** (**let** index = **0**; index < **this**.updateFile.length; index++) {  **this**.deleteFile(**this**.updateFile[index]); } **this**.updateFile = [];}  loading.present();  **let** load = { data:{ content\_fld: **this.textcontent**,  dir\_fld: **this.filepathtoupload**,  withfile\_fld: **this.withfile**  }, notif:{ id: **this.\_user.getUserID**(),  recipient: **this.classobject**['empcode\_fld'],  message: **this.\_user.getFullname**() + ' edited a post on ' + **this**.classobject['subjdesc\_fld'] ,  module: 'classroom' } }  **this**.\_ds.\_httpRequest('editpost/'+ **this**.classfeed['postcode\_fld'] , load , **1**).subscribe((res) => {  res = **this**.\_user.\_decrypt(res.a); **this**.files = [];  **this**.alreadyuploaded = [];  **this**.\_modal.dismiss(res.payload);  **this**.\_user.presentToast('Successfully Updated','dark');  loading.dismiss();  },er=>{ loading.dismiss(); }); }  async getFile(e) {  **let** sum: **number** = **0**;  **for** (**var** i = **0**; i < e.target.files.length; i++) {  sum += e.target.files[i].size;  **if**(**this**.dupefile.includes(e.target.files[i].name) || **this**.alreadyuploaded.includes(e.target.files[i].name)){  **this**.\_user.presentToast('Files already exist!','danger');  **return**; }**else**{ **this**.files.push(e.target.files[i]);  **this**.dupefile.push(e.target.files[i].name); }  **var** ext = **this**.getext(**this**.files[i].name);  **if**(**this**.img.includes(ext)){  **this**.fileButton = **false**;  **this**.photoButton = **true**;  **this**.videoButton = **false**;  **this**.withfile = **1**;  }**else** **if**(**this**.video.includes(ext)){  **this**.fileButton = **false**;  **this**.photoButton = **false**;  **this**.videoButton = **true**;  **this**.withfile = **2**;  }**else**{  **this**.fileButton = **true**;  **this**.photoButton = **false**;  **this**.videoButton = **false**;  **this**.withfile = **5**; } }  **if** (sum > **30000000**) {  **this**.\_user.presentToast((sum / **3048576**).toFixed(**2**).toString() + "File to big error",'danger');  }**else**{ **if** (**this**.files.length == **0**) { **this**.withfile = **0**; } } }  async Filepath(){  **let** formdata: **FormData**;  formdata = **this**.uploadFile(**this**.files);  **return** **new** Promise((resolve, rejects) => {  **this**.\_ds.\_httpRequest('upload/' + **this**.\_user.getUserID(), formdata, **3**).subscribe((data: **any**) => {  data = **this**.\_user.\_decrypt(data.a);  resolve(data.payload.filepath);  }, er => { er = **this**.\_user.\_decrypt(er.error.a);  rejects(er.error.a) }); }) }  uploadFile(payload) {  **const** formData = **new** FormData();  **for** (**var** i = **0**; i < **this**.files.length; i++) {  formData.append('file[]', **this**.files[i]); }  formData.append('payload', JSON.stringify(payload));  **return** formData }  *//remove one in the file list*  async removeFile(i,data) {  **if**(data == 'add'){  **this**.files.splice(i, **1**);  **this**.dupefile.splice(i,**1**);  }**else** { **this**.dupefile.splice(i,**1**); **this**.updateFile.push(**this**.removeBaseUrl(**this**.alreadyuploaded[i].link)); **this**.alreadyuploaded.splice(i,**1**); }  **if**(**this**.files.length == **0** && **this**.alreadyuploaded.join() == '' ) {  **this**.withfile = **0**;  **this**.files = [];**this**.alreadyuploaded = [];  **this**.fileButton = **true**;  **this**.videoButton = **true**;  **this**.photoButton = **true**; } }  async deleteFile(path){  **let** load = { dir\_fld:**path** }  **return** **new** Promise((resolve,rejects)=>{  **this**.\_ds.\_httpRequest('deletefile',load,**1**).subscribe((res:**any**)=>{ res = **this**.\_user.\_decrypt(res.a);  resolve(res.status.remarks);  },er=>{ er = **this**.\_user.\_decrypt(er.error.a);  **return** **new** Promise(()=>{ rejects(er.status.remarks) }) }) }) }  removeBaseUrl(data){  **let** substring = data.replace(**this**.\_ds.baseURL, "");  **return** substring;  }  *//end of remove*  splitFilestring(filestring: **string**) {  **let** arr1 = filestring.split(':');  **let** filearray: { name: **string**; link: **string** }[] = [];  **for** (**let** i = **0**; i < arr1.length; i++) {  **let** arr2 = arr1[i].split('?');  **this**.dupefile.push(arr2[**0**]);  filearray.push({ name: **arr2**[**0**], link: **this.\_ds.baseURL** + arr2[**1**] }); } **return** filearray; }  getFilename(name) { **return** name.replace(/^.\*[\\\/]/, ''); }  getfileExtension(filename) {  **let** regex = **new** RegExp('[^.]+$');  **if**(filename.match(regex) == 'docx'){ **return** '#004db3'; }  **if**(filename.match(regex) == 'ppt'){ **return** '#c34524'; }  **if**(filename.match(regex) == 'txt'){ **return** '#95a5a6'; }  **if**(filename.match(regex) == 'pdf'){ **return** '#ad0b00'; }}  getext(data) { **return** data.split('.').pop(); }  getProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  *//end of get profile pic*  addVideoUrl(array) {  **for** (**let** i = **0**; i < array.length; i++) {  **if** (array[i].content\_fld.includes('youtube.com') || array[i].content\_fld.includes('google.com/file/d/')) { array[i].video\_fld = **this**.getVideoEmbedURL(array[i].content\_fld); }  **else** { array[i].video\_fld = **null**; } } **return** array; }  *// Addedd by Melner*  getVideoEmbedURL(content: **string**): any {  **let** replacePattern1 = /(\b(https?|ftp):\/\/[-A-Z0-9+&@#\/%?=~\_|!:,.;]\*[-A-Z0-9+&@#\/%=~\_|])/gim;  **let** replacedText = content.replace(replacePattern1, '<\*>$1<\*>');  **let** content\_arr: **string**[] = replacedText.split('<\*>');  **let** a: **any** = content\_arr.filter((x) => {  **if** (x.includes('http')) { **return** x}; });  **for** (**let** i = **0**; i < a.length; i++) {  **if** (a[i].includes('youtube.com')) {  a[i] = a[i].replace('watch?v=', 'embed/');; }  **else** { a[i] = a[i].replace('view?usp=sharing', 'preview'); }  a[i] = **this**.sanitizer.bypassSecurityTrustResourceUrl(a[i]); }  **return** a; }  async disabled(e){  **this**.\_user.presentToast('Disabled Button!','danger');  }  back(){**this**.\_modal.dismiss('exit'); } } |

**Preview**

|  |
| --- |
| @Input() preview: **any**;  @Input() newsPreview: **any**;  img = ['jpg', 'gif', 'bmp', 'png', 'jpeg'];  video = ['avi', 'mpg', 'm4v', 'mp4'];  filext = ['txt', 'doc', 'docx', 'html', 'htm', 'odt', 'pdf', 'xls','xlsx', 'ods', 'pdf','pptx', 'ppt',];  getext(data) { **return** data.split('.').pop(); }  download(data) {  **var** request: **DownloadRequest** = {  uri: **data**['link'], title: **data**['name'], description: '',  mimeType: '', visibleInDownloadsUi: **true**,  notificationVisibility: **NotificationVisibility.VisibleNotifyCompleted**,  destinationInExternalFilesDir: { dirType: 'Downloads',  subPath: **data**['name'], }, };  **this**.downloader  .download(request)  .then((location: **string**) =>  **this**.\_user.presentToast('File downloaded at:' + location, 'dark'))  .**catch**((error: **any**) => console.error(error)); }  removeExt(data) {  **let** link = data.slice(**0**, data.lastIndexOf('.'));  **return** link; }  sanitizer(data) {**return** **this**.\_sanitizer.bypassSecurityTrustResourceUrl(data); }  previewDoc(data) { **return** **this**.sanitizer(  'https://docs.google.com/gview?url=' + data + '&embedded=true' ); }  back() { **this**.\_modal.dismiss(); } } |

**Slides**

|  |
| --- |
| @Input() quiz = [];  @Input() page ='login';  @ViewChild(IonSlides, {**static**: **true**}) slides: **IonSlides**;  slideOpts = { initialSlide: **0**, speed: **400** };  question : **any**[];  ans:'';  questionObject =[{  questionid: '',  question: '',  questiontype: '',  choices:''  }];  answerObject = [{  questionid: '',  question: [],  answer: ''  }];  quizScore = **0**; totalscore =**0**;quiztotal = **0**;passingscore = **0**;  questionaire;  previewScore = **false**;  actcode; classcode; progress = **0**;  classobject = [];  confirm = **false**;  progress\_value = **0**;  quizObject =[]; answerkeyObject = [];  quizpath = "";  async ngOnInit() {  **if**(**this**.page == 'quiz'){  **this**.classobject =**this**.\_user.getSelectedClass();  **this**.getquiz();} }  async getStarted(){  **this**.\_storage.set('tutorial', **true** );  **this**.\_route.navigate(['login']);}  async updateSlide(e){ e.target.update(); }  splitChoices(**string**) {**return** **string**.split('//\*//'); }  getquiz(){  **this**.\_ds.\_httpRequest('getquiz',{filepath: **this.quiz**['filedir\_fld']},**1**).subscribe(async (res:**any**)=>{  res = **this**.\_user.\_decrypt(res.a);  **this**.quizObject = await res.payload.quiz;  **this**.answerkeyObject = await res.payload.answerkey.content;  **this**.questionObject = **this**.arrayshuffle(res.payload.quiz['content']);  **for** (**let** i = **0**; i < **this**.questionObject.length - **1**; i++) {  **this**.answerObject.push({ questionid: '', question: [], answer: '' })} }); }  getQuestionImage(data){ **return** **this**.\_ds.fileUrl + data; }  arrayshuffle(data){  **let** newPos:**number**, temp:**number**;  **for** (**let** i = data.length - **1**; i > **0**; i--) {  newPos = Math.floor(Math.random() \* ( i+**1** ));  temp = data[i];  data[i] = data[newPos];  data[newPos] = temp; } **return** data; }  async setAnswers(i, answer) {  **this**.questionaire = **this**.questionObject[i]  **this**.answerObject[i] = {  question: **this.questionaire**['question'],  questionid: **this.questionaire**,  answer: **answer.target.value** }; }  async addAnswer(e,id){  **this**.questionaire = **this**.questionObject[id];  **this**.answerObject[id] = ({  question:**this.questionaire**['question'],  questionid: **this.questionaire**,  answer: **this.answerObject**[id].answer }) }  calculateQuiz(){  **let** answer = **this**.answerObject  **let** answerkey = **this**.answerkeyObject  **let** totalScore = **0**  **let** totalQuizScore = **0**  answer.forEach((element, i) => {  **let** key = answerkey.find((item: **any** ) => { **return** element.questionid['questionid'] == item.questionid });  answer[i]['points'] = **0**  answer[i]['mark'] = **0**  totalQuizScore += key.score  **let** studAnswer = element.answer.trim()  **let** quizAnswer = key.answer.trim()  **if**(studAnswer.toUpperCase() == quizAnswer.toUpperCase()){  answer[i]['points'] = key.score  answer[i]['mark'] = **1**  totalScore += key.score} })  **let** answerJson = {  totalscore: **totalScore**,  quiztotal: **totalQuizScore**,  result: **answer** } **return** answerJson }  async submitQuiz(e){  **const** alert = await **this**.\_alert.create({  cssClass: 'my-custom-class',  message: 'Submit Quiz?',  buttons: [{text: 'Cancel', role: 'cancel',cssClass: 'secondary',  }, {text: 'Yes', handler: () => {**this**.confirm = **true**;  **for** (**let** index = **0**; index < **this**.answerObject.length; index++) { **if**(**this**.answerObject[index] != **null** && **this**.answerObject[index].question.length != **0** ){  }**else**{  **let** emptyAnswer = [{  question: "Not Answer Yet!",  questionid: **index.toString**(),  answer: "Not Answer Yet!" } **this**.answerObject[index].question = emptyAnswer } }  **for** (**let** index = **0**; index < **this**.answerObject.length; index++) {  **if**(**this**.answerObject[index].question[**0**].question == "Not Answer Yet!"){  **this**.\_user.presentToast('Please Answer all the items!','danger'); **return**; } }  **let** load = { data:{  filepath:**this.quiz**['filedir\_fld'],  answer: **this.calculateQuiz**()  },notif:{ id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' submitted the quiz ' + **this**.classobject['subjdesc\_fld'],  module: 'classroom' } }    **this**.\_ds.\_httpRequest('addanswer', load, **1**).subscribe((res: **any**) => {res = **this**.\_user.\_decrypt(res.a);  **this**.quizpath = res.payload.filepath;  **this**.quizScore = res.payload.result;  **this**.totalscore = res.payload.result.totalscore;  **this**.quiztotal = res.payload.result.quiztotal;  **this**.passingscore = **this**.quiztotal \* .**6**;  **this**.saveScore(res.payload.filepath);  }, er => { er = **this**.\_user.\_decrypt(er.error.a); }) } } ]  }); alert.present(); }  saveScore(data){ **let** load = {data:{  classcode\_fld:**this.\_user.getSelectedClass**().classcode\_fld,  actcode\_fld: **this.quiz**['actcode\_fld'],  studnum\_fld:**this.\_user.getUserID**(),  type\_fld:**this.quiz**['type\_fld'],  dir\_fld: **data**,  issubmitted\_fld: **1**,  score\_fld: **this.totalscore**,  isscored\_fld: **1**,  },notif:{ id:**this.\_user.getUserID**(),  recipient: **this.\_user.getSelectedClass**().empcode\_fld,  message: **this.\_user.getFullname**()+' submitted the quiz on' + **this**.classobject['subjdesc\_fld'],  module: 'activities' } }  **this**.\_ds.\_httpRequest('addwork',load,**1**).subscribe((res:**any**)=>{ res = **this**.\_user.\_decrypt(res.a);  **this**.\_modal.dismiss({data: **res.payload**, score: **this.totalscore**, quiztotal: **this.quiztotal**});  },er => { er = **this**.\_user.\_decrypt(er.error.a); }) } } |

**Tabs**

|  |
| --- |
| getPage = "classes";  async openOER(e) {  await Browser.open({ url: 'https://chedro3.ched.gov.ph/open-educational-resources/' });  }  async setNav(data){ **this**.getPage = data; }  async viewProfile(e){ **this**.\_router.navigate(['main/tabs/profile',{ id:**this.getPage** }]);}  ProfilePic(data){  **if**(data ==" " || data == **null** || data ==""){  **return** "assets/img/profile.jpg";  }**else**{ **return** **this**.\_ds.fileUrl + data; } }  async logout(){  await **this**.\_storage.create();  **const** loading = await **this**.\_loading.create({  message:'Please Wait...'  }).then(async (res) => {  await **this**.\_storage.set('autologin',{ us: "", ps:"" ,isAuth: **true**} ).then(async (res) =>{  await **this**.\_storage.get('autologin').then(async (res)=>{  await **this**.\_router.navigateByUrl('login'); })});})}} |

**App**

|  |
| --- |
| initializeApp() {  **this**.platform.ready().then(() => {  **this**.statusBar.styleBlackTranslucent();  **this**.splashScreen.hide();  **this**.\_storage.create();  **this**.\_storage.get('tutorial').then((data)=>{  **if**(data){} **else**{**this**.\_router.navigate(['slide']); }});  **this**.platform.backButton.subscribeWithPriority(**10**, (processNextHandler) => {  **if** (**this**.\_location.isCurrentPathEqualTo('/login')) {  **this**.showExitConfirm();  processNextHandler();  } **else** {  **this**.\_location.back();} });  **this**.platform.backButton.subscribeWithPriority(**5**, () => {  **this**.\_alert.getTop().then(r => {  **if** (r) {navigator['app'].exitApp();}  }).**catch**(e => {console.log(e); })});}) }  showExitConfirm() {  **this**.\_alert.create({  header: 'App termination',  message: 'Do you want to close the app?',  backdropDismiss: **false**,  buttons: [{text: 'Stay',role: 'cancel',  }, {text: 'Exit', handler: () => {  navigator['app'].exitApp();}}]})  .then(alert => {alert.present();});}} |